Desktop Publishing On A PC

Build Your Hi-Res Graphical Image For

$6.00

Design Your Database Part 3
Sandy Brodsky shows you some very close relationships of database systems

Controlling AC Power From Your PC...

Expanded Memory On The PC/XT/AT
Want to write software that detects and uses expanded memory? Earl Hinrichs has the scoop.

And much, much more.

Producing This Issue
The X16B offers the highest performance and integration of any PC/XT compatible. With its 10 MHz, zero wait state operation it walks away from AT compatibles as well. On board is one megabyte of DRAM, a real time clock, floppy disk controller, and optional one or two serial ports, SCSI port and 8087.

The PC Tech SmartBIOS provides PC compatibility with ease of use. We wrote it and we support it!

OTHER PRODUCTS

8087-1 Math Coprocessor for X16B
The X16 8087 Math Coprocessor runs at full CPU speed. That's 10 MHz of number smashing power! The Math Coprocessor on the AT only runs at 2/3 of the CPU clock.

SCSI Port Option for X16B
Full SCSI port using the 5380. Software built into ROM BIOS for the OMTI 3100 hard disk controller achieves a 1 to 1 sector interleave.

FOUR MEGGER
Running out of spreadsheet room? Need something faster than a hard disk for those long compiles? The Four Megger is the answer. The Four Megger meets the Lotus/Intel/Microsoft expanded memory specifications and works in all PC and XT computers. The Four Megger also works in AT computers as expanded memory only.

16 MEGGER!
Expanded or Extended Memory for PC/XT/AT. Up to 16 Megabytes total. Expanded memory works as on FOUR MEGGER.

TMS 34010 HI-RES COLOR BOARD
Bring workstation graphics to your PC! This board has its own 32-bit graphics CPU running at 5 MIPS, with up to 4 M Bytes of memory plus 1 M byte display memory. Emulates CGA. Up to 1024 by 800 pixels, 256 colors from a palette of 256k!

PRICES!

X16B / 1 Meg / RTC ........ $600.00
8 MHz version ........ $540.00
SCSI option .......... $25.00
Serial ports (2) ........ $38.75
8087-1/82188 .......... $340.00
8087-2/82188 .......... $260.00
Four Megger ........ $850.00
NOW $750.00

2S1P ........ $99.00
Memories ........ $95.00
Systems:
The Box ........ $799.00
Mono System .... $1,099.00
EGA System .... $1,849.00

Call for system configuration details. PC Tech also sells hard drives and controllers, video boards and monitors, etc.

Watch for more innovative products designed and built by PC Tech!!!
IBM just announced their new redesigned “standard” keyboard for personal computers. There’s only one problem: it won’t work on your IBM computer if it was purchased prior to June 1986 or on any PC compatible purchased at any time!

Not to worry. Our new Turbo-101 Enhanced Keyboard gives you the layout and enhancements of the IBM with some logical improvements (see above photo). And it works on your existing PC, XT, AT, PCjr, AT&T, Epson and virtually all compatibles!

Get Borland’s Turbo Lightning™ For FREE!

To really turbocharge your productivity, we are including, free-of-charge, Borland’s red-hot Turbo Lightning software with each keyboard. Now, when using Sidekick, WordPerfect, Microsoft Word, 1-2-3 or most popular programs, our Turbo-101 keyboard will check your spelling as you type, gives you instant access to Random House’s 80,000-word Concise Dictionary and 60,000-word Thesaurus and much, much more!

“Lightning’s good enough to make programmers and users cheer, executives of other software companies weep,” says Jim Seymour of PC Week. Sold separately, Turbo Lightning retails for $99.95!

The Turbo-101 is the best data entry tool since the pencil!

For users of spreadsheets like 1-2-3, the Turbo-101’s separate cursor controls and numeric keypad makes entering numeric data into cells and moving from cell to cell as natural as moving your fingers. And for word-processing, the ‘Selective’ typewriter layout makes the Turbo-101 as easy to use as a pencil; and with the extra large Enter, Shift & Control Keys, you’ll make so few mistakes, you won’t even need an eraser!

Up to now, DataDesk International may be one of the best kept secrets, but here’s what’s being said about our first end-user Keyboard/Borland software bundle:

“Who Can Pass Up a Deal? Department. Talk about an aggressive product!”

John C. Doob, InfoWorld Mar 86

“It solves all of the problems exhibited by their regular PC/XT keyboard...it’s a great bargain!”

PC Productivity Digest May 85

“DataDesk Intl. has designed a sturdy and handsome keyboard that has tactile response...it is the hardware bargain of the year”

Charles Hubble, Oregonian Jan 86

“The best part of the keyboard is the way it feels. It’s ideal! And fast. I’ve never worked on a keyboard with a nicer touch.”

Business Computer Digest Aug 86

“Whoa, good keyboard. Good feel; the keys have tactile feedback. No mush at all. This is about as good a keyboard deal as you’re likely to find...I have absolutely no hesitation in recommending the Model PC8700.”

Jerry Pournelle, Byte Magazine Sept. 86

“This keyboard is neat to type on and feels solid. It has tactile feedback keys...I can type much faster on it.”

Test Drive Scorecard, DataDesk-10 Key Tronics-9 Teleconnect Magazine May 86

SPECIAL OFFER! ONLY $149.95* FOR BOTH KEYBOARD & SOFTWARE

Includes 30-day money back guarantee and 2 year full warranty.

To prove that we don’t ignore you or your pocketbook, you get our Turbo-101 Enhanced Keyboard and Borland’s Turbo Lightning for an astounding $149.95.* No, you didn’t read it wrong. During this amazing Introductory Offer you get both keyboard and software for less than most software programs by themselves! Now, if you’re still feeling ignored, you can always do what you know—want you to do...and buy a new computer to get their keyboard!

credit card orders call (800) 826-5398 in CA call (800) 592-9602

*Price does not include adapter cables required by certain compatibles. A limited offer—price subject to change without notification.
By David Thompson

AROUND THE BEND

Closet Publisher

For the past six years I’ve pretended to be a hacker, an engineer, a software writer, and a technician - while day after day I’ve secretly spent my hours doing something very different. Now it’s time to fess up.

I’ve secretly spent these six years as a closet publisher. (No, I don’t publish closets.) I maintained a good cover: pretending to take tech calls, letting people think I wrote all those voluminous pieces, and accepting credit for SOG. But I must finally admit - I’m really a publisher.

Oh, I tried to give it up. For weeks I attended monthly Publishers Anonymous meetings. I even tried playing (first chair synthesizer) with the Salvation Army. But it was useless.

This isn’t the first time I’ve faced such an addiction. There was my first computer (a Kim board) and the ecstasy of my first Pascal experience.

Desktop Publishing

But now we have our own software. Desktop publishing has forced publishing out of the closet and into the computer. Of course, some folks were still suspicious when I suggested we run desktopping articles in Micro C.

"Hey, we’re a journal. Our readers are programmers and hardware hackers, not squinty-eyed typesetters.”

"Desktop publishing is for anti-techies who crave the ultimate WordStar.”

They have a point, but I’ve spoken to four user groups in the past three months and every group wanted to hear about desktop publishing. Was it real? What would it do? Had I solved the output problems? How did it look? Was it cheaper, faster, easier? What about graphics? Could I show them how it worked?

During those talks it was the LSI crowd that was latching onto every word. The questions came so thick and fast that 7 p.m. meetings were breaking up at midnight (so the discussion could adjourn to the local pub).

At the Portland PC meeting (May 13th), I began my presentation by posing a couple of questions to the standing-room-only audience.

“How many of you are currently using desktop publishing?”

(continued on page 89)
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LETTERS

MIDI Info

I would have written sooner, but I didn't realize that so many Micro C readers are interested in MIDI. I've designed an interface between a Centronics printer port and a MIDI network.

This output-only interface uses commonly available ICs and costs less than $25 to build. I wrote an article for Computer Music Journal (vol. 10, no. 3, pp. 79-82) describing the interface. Back issues of CMJ can be purchased for $8.50 from:

MIT Press - Journals Dept.
35 Hayward St.
Cambridge, MA 02142

Or, you should be able to get a copy of the article for $4. If your readers just spent their last dollar on a hard drive, they can send me a stamped, self-addressed envelope and I'll return a schematic.

The article deals with the hardware only. An excellent exposition of the MIDI codes appears in an article by R. Moog in the Journal of the Audio Engineering Society (vol. 34, no. 5, pp. 394-404). A copy of the article costs $3. Write to:

Audio Engineering Society
60 E. 42 St.
New York, NY 10165-0075

D. M. Gualtieri
Allied-Signal Inc.
P.O. Box 1021-R
Morristown, NJ 07960

PD32 Blues

Just thought you should know about my experiences so far with the PD32 project since Micro C has supported it. I was very interested in the idea since it offered an inexpensive way to add processing power to my machine. I was dying to get started!

However, after six months and four letters, three to Dan Efron and one to Dave Chen (of Cybertools), I've received nary a whisper in reply. I understand that the board was delayed, but thought that at least someone would answer my questions.

So I'm frustrated and can only hope that my experience is rare, though the odds of that seem slight.

David Hillman
2006 NE Davis
Portland, OR 97232

More PD32

Cybertool Systems declared Chapter 7 bankruptcy in May. Dave Rand has asked Definicon Systems (and we have agreed) to be the sole supplier of PD32 kits. Definicon is shipping assembled and tested (warranted) units while Dave is still the sole supplier of the UNIX ports.

Look, all you out there bitching about Definicon ... You have no idea how much effort was needed to make the PD32 work. You surely read of the Japanese RAM embargo? How can we ship kits if the government(s) keep us from getting the RAM?

The accounting foul ups are not excusable, but happen rarely (I hope). They were due to the fact that invoicing thought the boards had shipped at a time that engineering was holding them back. That was our fault for trying to keep you all happy by accelerating the shipping process when the design we had been handed did not work.

Trevor Marshall
Definicon Systems
1100 Business Circle Dr.
Newbury Park, CA 91320

Editor's note: I was a bit concerned about the PD32 project when it was first announced at SOG V (July 1986). I was concerned that Dan Efron, who volunteered to be the contact for the kits, would be too swamped by school to handle the load. However, Dave Rand and George Scolaro had a working board, the UNIX port was done, and a lot of people were excited.

(continued on page 94)
More Magic from Blaise.

Turbo C TOOLS

Magic is easy with Turbo C TOOLS in your bag of tricks. New Turbo C TOOLS from Blaise Computing is a library of compiled C functions that allows you full control over the computer, the video environment, and the file system, and gives you the jump on building programs with Borland’s new C compiler. Now you can concentrate on the creative parts of your programs.

The library comes with well-documented source code so that you can study, emulate, or adapt it to your specific needs. Blaise Computing’s attention to detail, like the use of function prototyping, cleanly organized header files, and a comprehensive, fully-indexed manual, makes Turbo C TOOLS the choice for experienced software developers as well as newcomers to C.

Turbo C TOOLS provides the sophisticated, bullet-proof capabilities needed in today’s programming environment, including removable windows, “side-kickable” applications, and general interrupt routines.

The functions contained in Turbo C TOOLS are carefully crafted to supplement Turbo C, exploiting its strengths without duplicating its library functions. As a result you’ll get functions written predominantly in C, that isolate hardware independence, and are small and easy to use.

Turbo C TOOLS embodies the full spectrum of general purpose utility functions that are critical to today’s applications. Some of the features in Turbo C TOOLS are:

- **WINDOWS** that are stackable and removable, that have optional borders and a cursor memory, and that can accept user input.
- **INTERRUPT SERVICE ROUTINE** support for truly flexible, robust and reliable applications. We show you how to capture DOS critical errors and keystrokes.
- **INTERVENTION CODE** lets you develop memory resident applications that can take full advantage of DOS capabilities. With simple function calls, you can schedule a Turbo C function to execute either when a “hot key” is pressed or at a specified time.
- **RESIDENT SOFTWARE SUPPORT** lets you create, detect, and remove resident utilities that you write with Turbo C TOOLS.
- **FAST DIRECT VIDEO ACCESS** for efficiency, and support for all monitors including EGA 43-line mode.
- **DIRECTORY AND FILE HANDLING** support let you take advantage of the DOS file structure, including volume labels and directory structure.

In addition to Turbo C TOOLS, Blaise Computing Inc. has a full line of support products for Microsoft, Lattice and Datallight C, Microsoft Pascal and Turbo Pascal. Call today for details, and make magic!

---

**BLAISE COMPUTING INC.**
2560 Ninth Street, Suite 316, Berkeley, CA 94710 (415) 540-5441

---

**TO ORDER CALL TOLL FREE:**
800-333-8087
**TELEX NUMBER:** 336139

---

**TO Turbo C** $129.00
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cated, bullet-proof capabilities needed in
today’s programming environment,
including removable windows, “side-
kickable” applications, and general
interrupt routines written in C.

The functions contained in Turbo C
TOOLS are carefully crafted to supple-
ment Turbo C, exploiting its strengths
without duplicating its library functions.
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I was seduced while doing issue #35 and it was an interesting experience, so interesting that the whole office will remember it for a long time.

I was seduced by power. The power to see into the future, to see the printed page before it was printed. For the first time I felt I had control over the next issue of Micro C. Getting the issue onto the screen was not trivial, but it was a lot easier than I expected. However, getting it off the screen and onto paper, the trivial part, turned out to be anything but.

In the first part of this article, I’m going to bore you with details. The reason is not to drive you away but to give you a feeling for the incredibly tedious process we were going through to create an issue of Micro C.

Understanding a bit about the old process will help you appreciate what desktop publishing (Ventura, specifically) has done to lighten our load. Desktop publishing is as much an improvement over the old methods as word processing the cut-up articles, and Julie would begin paste-up, the desperate week-and-a-half of shifting

There were times when entire articles came out as headlines (popular with the authors, but a 95-page techtip wouldn’t cut it with readers). And there were times when the last half of the editorial was bold-faced (lies or otherwise).

Each issue was different and each issue saw me wearing a path to The Bulletin. (It got so they’d save me a place on the coat rack when it was time for corrections.)

Just Our Type
We got the type from The Bulletin in galleys; ten-foot strips of copy, each strip the width of one column.

After the galleys arrived, we’d all pitch in. Laura and Tracey would cut the strips into articles, Tammy would xerox the cut-up articles, and Julie would begin measuring how many inches of type we had for each article. To that measurement, Julie would add space for listings, tables, and headlines to figure out how many pages for each article. Then she’d start laying out the magazine. There would be a hardware article here, Microsphere’s ad on the facing page, a column on C next - Marx’s ad nestled nearby. And so on, until she ran out of material or pages.

Usually she ran out of pages. So she’d have to figure out what to do with the leftovers: two one-third page ads, the rest of the editorial (an incomprehensible figure), and the advertisers’ index.

So, she’d juggle.

“Would anyone notice if we stuck this Pascal figure in the C column?”

(Probably. They noticed last time.)

“Maybe we could divide up the editorial into article-sized chunks and run continuations for the next six issues.”

(And maybe I could start writing for the National Enquirer.)

After a week, Julie had a rough idea where things would fit so Tracey, Laura, and Tammy could begin paste-up, the desperate week-and-a-half of shifting around bits of type, sticking things in place with hot wax, sizing listings, resizing listings, reducing listings, pulling things up, and:

“You can’t shorten that article, I just pasted it down. Shorten Tammy’s.”

“You cut mine last time, cut Laura’s.”

It was a good-natured give and take. Usually. And in the end, all the type would be stuck down and there would be spots of whiteout here and there to cover the blood and sweat marks.

Then we’d xerox again and start proofing. As much as we proofed the raw text, we would always find a few surprises in the finished piece. There’s something about a finished layout that breeds errors. (There’s no other explana-
tion for it.) It takes a skilled hand and a
significant amount of time to remove an
erroneous word from the middle of a
paragraph without leaving a hole (or add
a word without obvious squeezing).

Sometimes I wondered whether I real-
ly wanted to take a last pass through the
pasted-up pages. I was always afraid
that if I didn’t, I’d miss a major problem.
And if I did, I’d find a major problem.

And of course all this goes on at the
last possible moment while everyone’s
waiting: the cameraman who shoots the
nags, which go to the platemaker who
burns the plates, which go to the printer
who prints the pages, which go to the
binder who assembles the magazines,
which go to the labeler who fills the bags,
and the fact that it
burns the plates, which go to the printer
erroneous word from the middle of a
paragraph without leaving a hole (or add
a word without obvious squeezing).

And if I did, I'd find a major problem.
Which of course all this goes on at the
last possible moment while everyone’s
waiting: the cameraman who shoots the
nags, which go to the platemaker who
burns the plates, which go to the printer
who prints the pages, which go to the
binder who assembles the magazines,
which go to the labeler who fills the bags,
and the fact that it
burns the plates, which go to the printer
erroneous word from the middle of a
paragraph without leaving a hole (or add
a word without obvious squeezing).

And if I did, I’d find a major problem.

What Really Happened
As you know if you read the editorial
in issue #35, it wasn’t easy. Murphy had
left me alone as I felt my way around
Ventura. The style sheets were a piece of
cake. Importing ASCII files was duck
soup. Marking heads and authors and all
that was trivial, and everything showed
up on the screen just about like it would
appear. And though I wasn’t going to in-
clude illustrations in Ventura this time, I
could create the ruled boxes for them.

Anyway, I had checked out the op-
tions for outputting Ventura files before I
purchased Ventura, and I knew that
three Portland typesetting outfits
and one in Salem had RIPs for their
Linotronics. When I called them to say I
had files, I learned that the RIPs were just
being installed.

“We’re having the image processor
installed Thursday. Come over Saturday
and we’ll dump them out.”

We went to Salem that Saturday and
returned to Bend empty-handed. Our
connections with Portland outfits turned
out to be just as typeless. Then a Seattle
company tried, but our files didn’t set
right with their system.

Finally, I located a Seattle outfit called
Wyziwyg. They output issue #35 for us.

It wasn’t perfect. We made some mis-
takes, mistakes that forced Julie to juggle
quite a bit of type. But, we did it. And
despite everything Murphy could throw,
it worked.

Desktop Publishing
I purchased a copy of Ventura
Publisher in late January, and by the first
of February I knew it was a godsend.

After a little futzing, I discovered I
could print a very good representation of
the final product on a cheap dot-matrix
printer. The output was good enough to
proofread. Everything (the spacing, line
breaks, and graphics) was just like the
final product, but printed at 75 dots per
inch instead of 1270.

Anyway, around the middle of
February I had to make a decision. I
could spend a week entering typesetting
codes for The Bulletin, or I could simply
output all those articles that were staring
back at me from inside Ventura’s screen.

The choice was easy. I would save a
week by not adding the old-fashioned
typesetting codes. I could output
finished-looking pages on the dot-matrix
printers so Julie could design the issue in
half the time, and the rest of us could do
a final proofread on the articles BEFORE
they were cast in real type. And, of
course, the final paste-up would go
much faster because we’d be pasting
down complete pages instead of single
galleys.

The choice was simple. All I had to do
was connect up with one of the half-
dozens typesetting outfits in the
Northwest that had a Linotronic typeset-
ter and a raster image processor (RIP),
and I’d have a pre-produced magazine.

Ventura
It’s easy for bugs to hide in a
program, especially if that program is
very complex. And, I have yet to see a
version 1.0 of any program that didn’t
have a full complement of the little
fellows.

Well, Ventura is very complex and
I’m using version 1.0. So I’d expect lots of
bugs. In fact, I’d expect it to be almost
unsusable. It’s not. (I mean, it’s very
usable.)

It has some bugs, and there are some
features that it needs, but on the whole it
works well.

Why I Chose Ventura
I spent several months reading every-
thing I could about desktop publishing
packages. Sandy and I picked up dozens
of desktop press kits at the 1986 Fall
Comdex. We read articles, talked to
editors, harassed manufacturers, and
called typesetters.

I chose Ventura because it was sig-
nificantly faster and had more features
than anything else on the market. I also
chose it because, despite its $895 retail
price, it appeared to be the least expen-
sive way to put together a complete
desktop system.

Ventura is fast enough to run on a
standard XT. That and the fact that it
works with just about any kind of video
graphics card (including the Hercules)
meant that we didn’t have to purchase
any new hardware to begin using it im-
mediately. (We did eventually purchase
a Xerox full-page monitor, and it’s very,
very nice, but not necessary.)

Ventura outputs to a plethora of laser
printers, but I chose not to purchase one
immediately. Since Ventura lets me proof
my material on a standard Epson printer
(or Epson compatible such as the newer
Gemini 10X), I didn’t have to purchase a
special printer. (Some folks have told me
they’re happy using just the dot-matrix
output for their newsletters.)

The key to desktop publishing for me
is typeset output, and Ventura can
produce PostScript files. The key is
Linotronic’s RIP, which translates Post-
Script into something that Linotronic
typesetters understand.

Note: PostScript is one of several PDLs -
page description languages. A PDL is to
dots on a page what FORTH is to a
COM file. Both are high-level (ASCII)
lists of commands telling the system what
you want.

Neither FORTH nor PostScript cares
what the final device is. Your FORTH
screens should be intelligible to any FORTH
interpreter. Your PostScript file should be in-
telligible to any PostScript interpreter.

Take a look at the “Desktop Printers”
article in the next issue for details on
PostScript. Meanwhile, if you need to
know more about this very powerful lan-
guage, there are two books you should
get. They are the PostScript Language
Reference Manual ($22.95 ISBN 0-201-
10174-2) and the PostScript Language
Tutorial and Cookbook ($16.95 ISBN 0-201-
10179-3). They were written by Adobe
Systems Inc. and published by Addison-
Wesley. Both are very well done, and I
highly recommend them to anyone
who’s planning to have any dealings
with a PostScript device.

The PostScript generator doesn’t care
what that output device is: its resolution,
its speed, anything. The language is
device independent. (At least in theory.)

Whatever I chose, it had to support
The chapter is essentially a list of paragraphs. When you again select the chapter, you simply select the chapter. Any special illustrations, you make boxes with an indent. If you made things a lot faster and easier once you're thrashed through style-sheet creation.

For instance, the body type is 9 point Palatino normal with 11 point leading; it's justified, hyphenated, and it begins with an indent. If I changed my definition of body type to, say, 12 point with 14 point leading, then all the body type would be displayed as 12 point. Also, the article would probably grow from its original 3 pages to about 4-1/2.

Of course, from then on, every article that used that style sheet would have 12 point body type. (At least until I changed it.) Once you've created your style sheets, laying out a standard article is trivial. You select the style sheet, select the text, mark any special lines (headlines, etc.), and you're done. If there are any special illustrations, you make boxes for them, then grab them from the disk.

Ventura then creates a chapter file. The chapter is essentially a list of all the files that make up an article and a description of how they go together. When you again work on that article, you simply select the chapter. Ventura grabs everything you were using and sticks it all back together, just as it was when you saved it.

Because of the chapter file idea, the original ASCII (or WordStar or WordPerfect...) text files remain ASCII text files. Any changes (corrections, usually) you make while you are in Ventura will be made to the original text file. You can go back into the original file with your normal text editor, see those changes, and make further changes if you wish. This is a very important feature for me.

Other publishing packages, such as PageMaker, create a new file with all the text, graphics, and other instructions. Any changes you make to the text only show up in the new file. (The new file is unintelligible to the original word processor.)

Palatino normal with 11 point leading; it's justified, hyphenated, and it begins with an indent. If I changed my definition of body type to, say, 12 point with 14 point leading, then all the body type would be displayed as 12 point. Also, the article would probably grow from its original 3 pages to about 4-1/2.

Of course, from then on, every article that used that style sheet would have 12 point body type. (At least until I changed it.) Once you've created your style sheets, laying out a standard article is trivial. You select the style sheet, select the text, mark any special lines (headlines, etc.), and you're done. If there are any special illustrations, you make boxes for them, then grab them from the disk.

Ventura then creates a chapter file. The chapter is essentially a list of all the files that make up an article and a description of how they go together. When you again work on that article, you simply select the chapter. Ventura grabs everything you were using and sticks it all back together, just as it was when you saved it.

Because of the chapter file idea, the original ASCII (or WordStar or WordPerfect...) text files remain ASCII text files. Any changes (corrections, usually) you make while you are in Ventura will be made to the original text file. You can go back into the original file with your normal text editor, see those changes, and make further changes if you wish. This is a very important feature for me.

Other publishing packages, such as PageMaker, create a new file with all the text, graphics, and other instructions. Any changes you make to the text only show up in the new file. (The new file is unintelligible to the original word processor.)
My other contacts with Xerox have also been less than satisfying. I called to get pictures of the package for this article. It took me three days and about ten calls to locate the person with the pictures.

Also, Xerox sent out a letter to all its registered owners saying we could update from version 1.0 to 1.1 for $100 (or $35 if we had purchased after some date in March). It’s a significant update (as well as bug fix), so even at $100 it’s quite a bargain. The day the letter arrived, I called the number on the letterhead. The phone company intercepted and gave me a new number. I called the new number, got Xerox switchboard, and asked for the person who had signed the letter. They hadn’t heard of him.

I asked about the original number.

“Oh, we haven’t used that number for a long time.”

Numerous other times I’ve tried contacting Xerox people, and numerous times they’ve been unavailable. Very few have returned calls.

I’ve only contacted Aldus twice. Both times the people I spoke with were very anxious to help and there was no problem getting someone to call me back.

More Desktop Publishers

The other desktop software outfits have so far been also-rans. That could change very quickly as newer, fancier, and cheaper packages hit the market. Meanwhile, however, Ventura and Aldus are improving their products so quickly that they are definitely presenting moving targets.

Also, the folks doing the heavy-duty word processing packages, such as WordPerfect, aren’t ignoring DP. I’d expect to see these packages gain DP skills very quickly. Some of these outfits will no doubt write their own publishing features. Others will probably shortcut the process by buying out DP also-rans and integrating the code into their word processors.

There are also lots of parallels between desktop publishing and spreadsheets. Spreadsheets started out as expensive, limited-ability, single-function packages aimed at the business user. Since then, prices have come down, the programs are faster and accept more data, and many now have graphics, word processing, and communications.

The Future

Desktop packages are now in their first phase. Their strength is their ability to combine typeset quality text and graphics display them on a graphics monitor as they’ll appear when they’re output through a laser (or other) printer. But so far, their editors are crude and their ability to create or edit graphics (other than sizing or cropping) is almost nonexistent.

Both the desktop software and hardware suffer from a shortage of typefaces and (in the case of pixel fonts) sizes. Helvetica and Times Roman are much nicer than the typewriter faces that have dominated computer output; but now that we’ve seen the possibilities, we aren’t satisfied. We want Helvetica Condensed Shaded, Horatio Light, Tabasco Bold, Silver Screen, Playbill, Old English, and Loose New Roman. (I didn’t make these up, folks.) If you collect all the world’s graphic designers, you’ll collect lots of faces.

Finally

I don’t feel like I’ve given you the kind of technical detail Micro C is noted for: Where are the bugs in Ventura? How does PostScript really work? How about all those other little environments? GEM, Windows? HPGL? Output devices? (They’re important, but I haven’t even mentioned them.)

I also haven’t fully shared the excitement. In fact, I haven’t seen a single article that prepared me for the feelings I had when I saw issue #35 taking shape on the screen. Everything I’d read talked about control. Control is great, but desktop publishing is a lot more, especially for a publication freak like myself.

Toward the end of my DP presentation to the Portland PC group, I was unmercifully stretching a drawing of a nozzle. The crowd gasped as the text flowed smoothly around the strange shape.

“No do you understand why I couldn’t go back?” I asked.

There was an instant ovation. They understood.

To Be Continued

Desktop publishing isn’t much good if you can’t get it onto paper. Next issue I’ll talk about the trials and tribulations of printing and PostScripting. It’ll give me another chance to overwhelm you with details.

Meanwhile, if you’re looking for a very good desktop publication to curl up with, try:

Publish!
P.O. Box 51966
Boulder, CO 80321-1966
$23.95 a year, 12 issues.

Access Information

PageMaker ($695)
Aldus Corp.
411 First Ave. So., Ste. 200
Seattle, WA 98104
(206) 622-5500

Ventura Software (Developer)
675 Jarvis Dr. #C
Morgan Hill, CA 95037
(408) 779-5000

Xerox Corp. (Sells Ventura $895)
101 Continental Blvd.
El Segundo, CA 90245
(213) 536-7000
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- Large Memory Model Support
- Most Powerful Runtime Debugger
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WIN A FREE TRIP TO Switzerland
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NEW! APPRENTICE PACKAGE $99

Everything you need to begin producing reliable maintainable Modula-2 code. Includes the Compiler with 8087 support, Integrated Editor, Linker, and BCD Module. We're also including FREE our Turbo Pascal to Modula-2 Translator!
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This package contains our Plus Compiler — for professional programmers or for those who just want the best. The Plus Compiler with Integrated Editor requires 312K and takes advantage of the larger memory to increase compilation speed by 50%. Our Turbo Pascal to Modula-2 Translator is also included at no extra charge.
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We've put our most powerful development tools into one amazing Toolkit for use with either the Apprentices or Wizard's packages. Highlighted by our Runtime Debugger, the finest debugging tool available anywhere, the Toolkit also includes our Post Mortem Debugger, Disassembler, Cross Reference utility and Version which keeps track of different versions of one program. Our MAKE Utility figures out module dependencies and automatically selects those affected by code changes to minimize recompilation and relinking. We also provide source code of our major library modules for you to customize — or just play with.

NEW! WINDOW PACKAGE $49

Now you can build true windowing into your Modula-2 code. Features virtual screens, color support, overlapping windows and a variety of borders.

ROM PACKAGE AND CROSS RUN TIME DEBUGGER $299

For those who want to produce rommable code. You can even debug code running in ROM from your PC.

Call for information about our VAX/VMS version, Site License, University Discounts, Dealer & Distributor pricing.
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800-231-7717
In California: 800-552-8885
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Part good story), it's time to wrap up another episode in the black box opera, and to answer database design. Those taking their first leaves something more comfortable and back to issues #35 and #36. The rest of you, grab your trunks, and get ready for the windup of the Dee Base and Dr. Dobbs Tale.

Our story so far: In previous episodes we met Dr. Dobbs, a veterinarian who decides he wants to automate his front office. He arms himself with a shiny new PC and dBASE III, and takes the plunge into the relational lake.

Unfortunately, due to his lack of experience with relational databases, he quickly makes a mess of things. His first attempts at a database design are entirely unsuccessful, and due to billing errors, one of his best clients goes away growling. He finally seeks out the services of a consultant.

Enter Dorothy (known as “Dee”) Base. Dee has considerable experience in database design, and she quickly sets Dobbs back on track. Together, they analyze his business needs and, using the Entity-Relationship model for database design, they develop a set of tables that will serve all of Dobbs' business needs. Next, they design the screens and reports that the system will produce, and from this they create a list of data elements that they assign to the tables on a “best guess” basis. During the course of their work together, Dobbs finds himself highly attracted to Dee. And here our story continues...

Table Normalization

Now that Dobbs has identified the tables that his system will need, and has assigned data elements, Dee suggests that they verify the correctness of these guesses by normalizing the tables. (Dobbs is, of course, enthusiastic about anything Dee wants to do.)

Relational tables are considered to be "normalized" if they satisfy certain specified sets of constraints. These constraints are applied in order to reduce common data anomalies, such as redundant data or loss of data integrity.

Books on database theory go into lengthy definitions of the different levels of normalization, starting with the first normal form (1NF) and gradually applying more rigorous constraints until the fifth normal form (5NF), generally considered to be the “final” normal form, is reached. However, a detailed discussion of the hierarchy of normal forms isn’t really necessary here, and you can refer to a book on database design if you wish to find out more. The application of three simple rules will actually suffice for normalizing most tables.

In order to better illustrate the process of normalization, we’ll use an example based on Dobbs’ veterinarian practice. The following is the kind of table that might have been created, using traditional file design methods, in order to keep track of the information about pet visits:

<table>
<thead>
<tr>
<th>Client (pet owner) name</th>
<th>Client address</th>
<th>Client's balance from previous bill</th>
<th>Pet name</th>
<th>Pet species</th>
<th>Pet breed</th>
<th>Pet color</th>
<th>Pet age</th>
<th>Pet visit date</th>
<th>Procedure performed</th>
<th>Fee for procedure</th>
</tr>
</thead>
</table>

Once the key has been identified, we can apply the following rules for normalization.

**RULE ONE:** All elements in the table should relate to the KEY. In our example, all of the elements relate directly to at least one of the fields in the key.

**RULE TWO:** All elements in the table should relate to the WHOLE KEY. Several elements in the example violate this rule. The client address and client account balance, for example, relate directly to only a part of the key, the “client name.” Likewise, the pet info fields relate only to the “pet name.”

These data elements should be moved out into new tables, along with whatever pieces of the key are necessary to uniquely identify the records in the new tables. The client information will be moved into a new table keyed by client name, which we’ll call the Client table:

<table>
<thead>
<tr>
<th>Client name</th>
<th>Client address</th>
<th>Client’s account balance from previous bill</th>
</tr>
</thead>
</table>

We move the pet information into a table keyed by client name plus pet name, since both elements are needed to fully identify a particular pet. The resulting Pet table looks like this:

<table>
<thead>
<tr>
<th>Client (pet owner) name</th>
<th>Pet name</th>
<th>Pet species</th>
<th>Pet breed</th>
<th>Pet color</th>
</tr>
</thead>
</table>

We add a record to this table for every procedure performed on a client’s pet. The first step in normalizing this table is to identify its key. Remember that the key is the field, or combination of fields, that will identify each record in the table uniquely. In our example table, it would take the following combination of fields to serve as key:

| Client name + Pet name + Visit date + Procedure performed |

MICRO CORNUCOPIA, #37, Sept-Oct 1987
Pet age
Pet visit date
Pet visit date

The original table, now functioning as
the Visit/Procedure table, will look like
this:

Client name
Pet name
Pet visit date
Procedure performed
Fee for procedure

You can probably see that the applica-
tion of the “whole key” rule of nor-
malization results in a dramatic reduc-
tion of redundant data.

Note also that there’s enough infor-
mation in the three tables to recreate the
original table using a “join” operation
(see the first article in this series, Micro C
#35, for a discussion on the relational
“join”). The Client table and Pet table
can be joined on the “client name” field,
and then the resulting table can be joined
to the Visit/Procedure table on the com-
bination of “client name” + “pet name”.

The ability to join the decomposed
tables until the original table is formed is
an important cross-check to determine
whether the tables are keyed correctly.

If, for example, the Pet table had been
keyed on “pet name” only, without the
“client name,” join would not have
worked and important information (in
this case, who the pet belongs to) would
have been lost.

RULE THREE : All elements in the
table should relate to NOTHING BUT
THE KEY. The “procedure” element vio-
lates this rule. Although it does relate
directly to the key (it is, in fact, part of
the key), it can also stand independently.

In the current setup, a procedure will
only be represented in the table if it has
been performed on a certain pet. There is

You can
normalize most
tables by
applying three
simple rules.

an additional need to store information
about each procedure independently of
its relationship to pet visits. To facilitate
this, a new table, the Procedure table, is
created, keyed on the procedure name:

Procedure name
Normal fee for procedure

This table will contain one entry for
each procedure that Dobbs might per-
form, along with the normal fee he
would charge for that procedure. This
will serve as the “master table” of
Procedures. The “nothing but the key”
rule of normalization will often result in
the creation of master tables such as this.

The Visit/Procedure table retains the
same elements it already had, but the
“procedure” and “fee” elements are
defined more specifically, to indicate that
they relate directly to a particular visit:

Client name
Pet name
Pet visit date
Procedure performed during visit
Actual fee charged for procedure

You can probably see that the tables
we’ve ended up with, as a result of the
normalization process, bear a strong
resemblance to some of the tables iden-
tified as part of the Entity-Relationship
modeling. In fact, the Entity-Relationship
design process gives you a considerable
head start on the normalization process.

Once the tables have been identified
via the model, and data elements have
been assigned intuitively, you can use
the normalization rules (making sure all
data elements in the table relate directly
to the KEY, the WHOLE KEY, and
NOTHING BUT THE KEY) to determine
whether all of the data elements were, in
fact, assigned to the correct tables. If the
design was carefully done, you’ll find
that very little normalization is needed.

Figure 1 shows what the vet system
tables look like after data elements have
been assigned and normalized. The
primary keys are labeled “PK” and the
foreign key “FK” (see part two of this ar-
ticle, Micro C #36, for a discussion on
primary and foreign keys).

Now that the tables for the vet prac-
tice have been successfully normalized,
Dobbs fears that Dee’s work with him
may be over. However, he’s exceedingly
pleased to find that several steps remain
in what Dee considers to be a complete
design process.

They work through these steps
during evening sessions that Dobbs
manages to stretch out over weeks, but
I’ll spare you the details and simply
summarize their discussions.

I’ll also spare you the details of
Dobbs’ flirtation with Dee, starting with
the first casual contact of their fingertips
as they work together on the micro
keyboard, and leading up to that fateful
moment when Dobbs confronts her in
his back office, and pledges his undying
devotion, and she - no, wait; that can
wait until later. For now, let’s get back to
the system design.

Field Lengths
Dobbs and Dee next decide on the
length of each data field.

(continued next page)
Field lengths can be changed when using a relational database system, but since this may have an impact on some aspects of the system, such as screen and report formatting, it's best to try to come up with the optimum field lengths at the beginning. The field should be long enough to contain the largest reasonable piece of data; but at the same time, if the field is longer than necessary, disk space will be wasted.

Edit Criteria
They also established the edit criteria for the fields. In some relational database systems, the edit criteria for each field can be defined as an integral part of the field definition.

In dBASE III, most of the editing must be done by the programs. The fields should be edited for proper format (such as a “last name, first name” format for client name, or a “month/day/year” format for dates), and for valid values (for instance, the procedure name field in the Visit/Procedure table must contain the same procedure names as those listed in the Procedure table).

Data Integrity
Next, they discuss data integrity.

It's up to the application programs to make sure that all items are properly inserted and maintained. For instance, the program must make sure the Client ID of the pet owner is placed in every pet record.

Also, the program should ensure that all the requisite “parent” segments exist for every “child” segment. In other words, the client ID in the pet record had better point back to an existing client record, and a client record should never be deleted as long as there are pet records (or any other of its “child” segments) pointing back to it.

Another data integrity issue concerns the table key definitions. Early on in the design process, Dee encouraged Dobbs to change the key of the client table from “client name” to a new field, “client ID.”

This ID is a serially assigned number. It's a better key than the “client name” field for three reasons: (1) it takes up less space as the foreign key in the “child” tables belonging to the client table; (2) while a client’s name may change, the ID would never have to be changed; and (3) it will always be unique, eliminating the problems that might occur if two John Smiths bring their pets to Dobbs. There is one drawback to using a numeric ID as a
Figure 2 — Vet system (Figure 1) with new keys.

CLIENT TABLE
- Client ID (PK)
- Client Name
- Client Address
- Client account balance (current)
- Client account balance fwd from previous bill

BILL TABLE
- Billing date (PK)
- Client ID (ID of billed client) (FK)
- Balance from previous bill
- Total payments since last bill
- Total charges since last bill
- New balance forward

PAYMENT TABLE
- Payment date (PK)
- Client ID (ID of client making payment) (FK)
- Payment amount
- Mode of payment (cash, check)

PET TABLE
- Pet name (PK)
- Client ID (ID of pet owner) (FK)
- Pet species
- Pet breed
- Pet age
- Pet color

PET VISIT TABLE
- Visit ID (PK)
- Visit date
- Pet name (Name of visiting pet) (FK)
- Client ID (ID of pet owner) (FK)
- Total charge for visit
- Comments about visit
- Flag: has this visit been billed?

PROCEDURE TABLE
- Procedure code (PK)
- Procedure name
- Normal fee charged for procedure

MEDICATION TABLE
- Medication code (PK)
- Medication name
- Normal fee charged for medication

VISIT/PROCEDURE TABLE
- Visit ID (PK)
- Procedure code (FK)
- Actual fee charged for procedure

VISIT/MEDICATION TABLE
- Visit ID (FK)
- Medication code (FK)
- Dosage of medication administered
- Mode of medication administration (pill, injection, etc.)

key to the Client table. For the people using the system, it's a whole lot easier to deal with the client's name. However, this need not be a problem if the system is well-written.

The office staff can identify the patient by name when using the system; the programs can then keep track of the client ID internally, and use the ID to make connections to the related tables. There's no need for the computer users to remember the ID or even to know that one exists.

The Visit table is another area which would benefit from using a numeric key. Since a pet could conceivably be brought in for two visits on the same day, the current key (visit date + client ID + pet name) doesn't guarantee uniqueness.

This will also save a great deal of space in the Visit/Procedure and Visit/Medication tables, which currently have to carry as a foreign key the entire Visit table key.

The Procedure and Medication tables are also good candidates for numeric IDs. This is mainly because it's easier for the computer user to type in a five-digit code than a 30-byte name when identifying a procedure or medication. And once again, considerable space is saved in the Visit/Procedure and Visit/Medication tables.

Numeric IDs are probably not such a good idea for the Billing, Payment, and Pet tables. Their keys appear to ensure uniqueness, very little space would be saved, and the overhead of maintaining a numeric ID isn't justified.

Figure 2 shows tables after the introduction of the new keys.

Indexing
Dee next suggests they could speed the system up (considerably) by indexing some of the tables on strategic fields. She explains a couple of critical ways in which relational databases differ from more traditional file structures.

In some file structures, the records must be physically stored in some kind of order, sequenced by the key, and this key is the only field that can be used to retrieve a record.

In relational databases, records can be stored in any order, with the key serving only to uniquely identify each record. In addition, records in relational tables can be retrieved using any field or combination of fields.

This setup makes relational databases very flexible since any record can be

(continued next page)
retrieved using any criteria. However, it also slows record retrievals.

Because the records are in random order, the only way the database management system can find the requested record is by doing a sequential scan of the file, looking for the specified search criteria. If the record to be retrieved is near the beginning of the file, great; but if it's near the end, it's not so great.

To build an index for a dBASE III file, you use a field or combination of fields as index fields. Thus you create an index file which contains a record for each record in the original file.

Each record in the index file contains two pieces of information: a copy of the data in the index fields of the original record, and a relative record pointer to that original record. For example, if the client file contained five records for the following clients:

1. Bowwow, Edith
2. Smith, John
3. Jackson, Joe
4. Cunningham, Pat
5. Langley, Jane

then the index file would contain the following records:

Bowwow, Edith === record 1
Cunningham, Pat === record 4
Jackson, Joe === record 3
Langley, Jane === record 5
Smith, John === record 2

The records in the index file will be chained together using an algorithm that allows any index record to be located quickly. This means that any record in a dBASE III file can be retrieved in seconds via the index.

However, there is a price to pay for the improved speed of record retrievals. There's quite a bit of overhead in index maintenance.

Every time a record is added to an indexed table, or when the contents of index fields are changed, all indexes against that file must be correspondingly updated. To decide whether this overhead is justifiable, you should compare the number of indexed retrievals versus the number of index file updates.

Indexed Example

Let's use the Client table as an example. What are the most common ways in which this table will be accessed?

You've already noticed that the staff will normally use the client's name as the key for retrieving the client record. This will be a very frequent retrieval path, since many of the processes performed on the computer—such as viewing or updating a client record; adding, viewing, or updating a pet record; recording a client payment; and recording a pet visit—are based on the client name.

His heart is beating wildly with the realization that unless he says something quickly, his relationship with Dee will terminate.

- begin with a retrieval of the client record by the name.

The update frequency against the client table is, in contrast, relatively small. Updates against a client name index would only occur when a client is added to the file, or a client name is updated. Therefore, the Client table seems to be a good candidate for an index against the client name.

There are two more good reasons to index the Client table on the client name. For one, you'll probably have applications that will want to retrieve client records in name order; for example, to print mailing labels or to report on overdue accounts. The index lets you do this kind of sequential retrieval without having to sort the table first.

Another reason for indexing the Client table is that it will probably be a fairly large file, containing several hundred records, and therefore the performance improvement of indexed retrievals vs. serial retrievals will be dramatic. On a smaller file of only 20 to 30 records, the performance difference would not be noticeable.

Wrapping Up A Relationship

At this point, Dee feels her work on Dobbs' office system is complete. The relational tables have been established, complete with their data elements. The screens and reports have been designed, the indexes put into place, and the edit criteria established. 'You shouldn't have any trouble coding the system from this point,' she tells Dobbs.

His heart is beating wildly with the realization that unless he says something quickly, his relationship with Dee is about to terminate. He asks her into his back office under the pretense that his checkbook is back there, and once there, he turns and confronts her. "I've enjoyed every moment with you," he says fervently, "analyzing data relationships, normalizing, building indexes... Do you think we could make our professional relationship into something more - well, more personal? And more permanent?"

And by way of reply, Dee... sneezes. Yes, sneezes. "Please let me out of here," she says in a voice suddenly grown nasal due to stuffed sinuses. "I'm deathly allergic to cats, I can't abide dogs, and that canary singing in the back room is about to drive me batty!"

The rest, as they say, is history. Dee collected a hefty fee and went on to design databases for many more clients. Dobbs finished writing his office system and was able to reconcile his office staff and even bring back Edith Bowwow (the client who left in a huff in our first episode).

And What About Naomi?

Dobbs' ever-faithful lab assistant, the mysterious Naomi, has been in love with him ever since first seeing his surgical greens, and her patience is about to be rewarded.

Dobbs suddenly (and finally) realizes that Naomi is a woman of multiple charms. She adores cats, dogs, the canary, and him - not necessarily in that order. And he knows that feathers would fly if he didn't start paying her some attention. So they establish a reciprocal relationship and live happily ever after.
New, Lower Prices for CP/M

- VEDIT Version 1.40 ............$49 (Single file, no windows)
- VEDIT PLUS Version 2.32 ........$79 (Multiple file, no windows)
- VEDIT PLUS Version 2.33 ........$95 (Current version with windows)

**VEDIT PLUS**

#1 PROGRAMMABLE EDITOR

FREE Fully Functional Demo Disk *

Call for 286 / XENIX Version
Fully Network Compatible

- Simultaneously edit up to 37 files of unlimited size.
- Split the screen into variable sized windows.
- Virtual' disk buffering simplifies editing of large files.
- Memory management supports up to 640K.
- Execute DOS commands or other programs.
- MS-DOS pathname support.
- Horizontal scrolling - edit long lines.
- Flexible 'cut and paste' with 36 'scratch-pad' buffers.
- Customization - determine your own keyboard layout, create your own editing functions, support any screen size.
- Optimized for IBM PC/XT/AT. Color windows. 43 line EGA.

EASY TO USE

- Interactive on-line help is user changeable and expandable.
- On-line integer calculator (also algebraic expressions).
- Single key search and global or selective replace.
- Pop-up menus for easy access to many editing functions.
- Keystroke macros speed editing, 'hot keys' for menu functions.

FOR PROGRAMMERS

- Automatic Indent/Undent for 'C', PL/I, PASCAL, etc.
- Match/check nested parentheses, i.e. '{' and '}' for 'C'.
- Automatic conversion to upper case for assembly language labels, opcodes, operands with comments unchanged.
- Optional 8080 to 8086 source code translator.

FOR WRITERS

- Word Wrap and paragraph formatting at adjustable margins.
- Right margin justification.
- Support foreign, graphic and special characters.
- Convert to/from WordStar and mainframe files.
- Print any portion of file; selectable printer margins.

MACRO PROGRAMMING LANGUAGE

- 'If-then-else', looping, testing, branching, user prompts, keyboard input, 17 bit algebraic expressions, variables.
- Flexible windowing - forms entry, selects, print, combine, etc.
- Simplifies complex text processing, formatting, conversions and translations.
- Complete TECO capability.
- Free macros: • Full screen file compare/merge • Sort mailing lists • Print Formatter • Menu-driven tutorial


Try A Dazzling Demo Yourself.

The free demo disk is fully functional - you can try all features yourself. Best, the demo includes a dazzling menu-driven tutorial - you experiment in one window while another gives instructions.

The powerful 'macro' programming language helps you eliminate repetitive editing tasks. The impressive demo/tutorial is written entirely as a 'macro' - it shows that no other editor's 'macro' language even comes close.

Go ahead. Call for your free demo today. You'll see why VEDIT PLUS has been the #1 choice of programmers, writers and engineers since 1980.

Available for IBM PC, Tandy 2000, DEC Rainbow, MS-DOS, CP/M-80 and CP/M-86. (Yes! We support windows on most CRT terminals, including CRT's connected to an IBM PC.) Order direct or from your dealer. $165.

**Compare features and speed**

<table>
<thead>
<tr>
<th>Feature</th>
<th>BRIEF</th>
<th>Norton Editor</th>
<th>PMATE</th>
<th>VEDIT PLUS</th>
</tr>
</thead>
<tbody>
<tr>
<td>'Off the cuff' macros</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Built-in macros</td>
<td>Yes</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Keystroke macros</td>
<td>Only 1</td>
<td>No</td>
<td>No</td>
<td>100*</td>
</tr>
<tr>
<td>Multiple file editing</td>
<td>20&quot;</td>
<td>2</td>
<td>No</td>
<td>20&quot;</td>
</tr>
<tr>
<td>Windows</td>
<td>20&quot;</td>
<td>2</td>
<td>No</td>
<td>20&quot;</td>
</tr>
<tr>
<td>Macro execution window</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Trace &amp; Breakpoint macros</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Execute DOS commands</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Configurable keyboard</td>
<td>Hard</td>
<td>No</td>
<td>Hard</td>
<td>Easy</td>
</tr>
<tr>
<td>'Cut and paste' buffers</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>36</td>
</tr>
<tr>
<td>Undo line changes</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Paragraph justification</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>On-line calculator</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>Manual size / index</td>
<td>250/2/42/46/380/380/Yes</td>
<td>250/No</td>
<td>42/No</td>
<td>46/Yes</td>
</tr>
</tbody>
</table>

**BENCHMARKS**

- 2000 replacements: 1:15 min 34 sec 1:07 min 6 sec
- Pattern matching search: 20 sec Cannot Cannot 2 sec
- Pattern matching replace: 2:40 min Cannot Cannot 11 sec

**VEDIT and CompuView are registered trademarks of CompuView Products, Inc. BRIEF is a trademark of UnderWare, Inc. PMATE is a trademark of Phoenix Technologies Ltd. Norton Editor is a trademark of Peter Norton Computing Inc.**

*Demo Disk is fully functional, but does not readily write large files.

1955 Pauline Blvd., Ann Arbor, MI 48103 (313) 996-1299, TELEX 701821
It might seem like a big leap, setting up your PC to control AC appliances, lights, and large motors. It isn't. Inexpensive opto-isolated triacs accept tiny TTL outputs on one side and control 110 VAC on the other. With the help of snubbers, they can even control motors and other reactive loads. But wait a moment, I'm getting ahead of Bruce. (Now if the PC would monitor the kids' TV...)

On my last trip to California, I was on the lookout for ideas for articles. Walking along a beach in Santa Barbara with my friend Bob, I asked what he'd like to know.

“No offense, Bruce,” he said, “you write about some interesting stuff. But I just want to use my computer to turn things on and off.”

Wham! Back to the reality that most people need practical solutions to practical problems.

With that in mind, I’ve written this article to show two ways to control AC power: a simple and cheap way (with risks involved, because you're messing about with dangerous voltages), and an expensive ($400 or so) but somewhat safer and easier way.

For Cheap: Or Whata Triac, Mister?

Both methods are essentially identical: we take a bit from an output port of the computer and connect it through an optocoupler (for voltage isolation - TTL and 117VAC are definitely incompatible) to a device called a triac, which turns AC current on and off. Figure 1 shows what the circuit looks like - it's easy to hook up, but there's a lot to learn about if you don't want to abuse the circuit (or your body - THESE ARE DANGEROUS VOLTAGES!!!).

A triac is two Silicon-Controlled Rectifiers (SCRs), one going in each direction.

An SCR is a diode which has a “gate” the diode won't turn on until you tweak the gate. An SCR is made of two transistors, a PNP and an NPN, which go into a mutual-stimulation routine when you energize them (Oops, almost forgot - this a family magazine).

To understand all this, we need to start with semiconductors, diodes and transistors.

To Conduct Or Not To Conduct

Semiconductors can be either positive (P) type, or negative (N) type. P type has a slight excess positive charge; N type has a slight excess negative charge. If you stick 'em together, the excess positive charge and the excess negative charge will combine near the junction and make a space where there isn't any excess charge (and thus no way for current to flow) - this is called the “depletion region.” (See Figure 2).

If you hook a positive wire to the negative N side, and a negative wire to the positive P side, the P's combine with the N's on both sides, which makes the depletion region even larger. So, no way any current's gonna flow.

Reversing the situation, with the positive wire on P and the negative wire on N, the (negative) electrons will flow merrily through the N region, reestablish the N side of the depletion region as N territory, and flow on through (the depletion region goes away).

The P's on the other side (called “holes” by the powers that be, and positive because there's no electron where there oughta be) do the same thing. And current flows from negative to positive (real electron flow) or from positive to negative (hole flow - conventional cur-
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rent direction, thanks to Ben Franklin).

The upshot is - connecting the negative wire to the positive side won’t let any current flow, while connecting it to the negative side lets current through. This is a diode, which I’ve talked about before. The P side is the Anode (arrow side of the diode), and the N side is the Cathode (wall or bar side).

Transistors

Transistors use three slices of semiconductor material instead of the two in a diode (see Figure 3). This three-layer semiconductor sandwich can be made two ways: one slice of N between two slices of P, or one slice of P between two slices of N (thus the two kinds of transistors: PNP and NPN).

Transistor symbols look like permuted diode symbols - the bar is there, but the arrow has been shoved over to the side to make room for another wire. The two types of transistors are differentiated by the direction of the arrow. The arrow points in the direction of conventional (hole) current through the device. When the arrow’s point is poking the bar, it’s a PNP (PiNPoint), and when it isn’t, it’s an NPN (No PiNpoint).

The flow of current through a transistor is controlled by the middle slice of material: the base.

Let’s say we take an NPN transistor and connect the collector (one N region) to plus and the emitter (the other N region) to minus. No current will flow.

But if we also make the base (the P region in NPN) positive enough so a small amount of current will flow from the base (P) to the emitter (N), then (a much larger amount of) current can flow from the collector (N) to the emitter (N).

Reverse all the polarities for the PNP transistor.

Although transistors may be used as

(continued next page)
amplifiers, as in your stereo, digital electronic circuits use them exclusively as switches. So the transistors are either turned all the way on or all the way off.

**Silicon Controlled Rectifiers**

Figure 4A shows how to make an SCR from two transistors. It's an NPN transistor and a PNP transistor connected together in sort of a funny way.

The NPN's collector (which sucks current into the NPN) is connected to the PNP's base, which, if it has current sucked from it, turns the PNP on. The PNP's collector, which squirts current out, is connected to the NPN's base, which, when it has current squirted into it, turns the NPN on. Once this party gets started, it just doesn't quit!

It can't get started, though, until we increase (briefly) the gate voltage. Until then, nothing happens. In addition, the SCR, like any diode, only conducts current one way. Figure 4B shows the schematic symbol for an SCR and what it physically looks like (another layer has been added to the sandwich).

SCRs are used in DC applications as "crowbars" to prevent damaging other devices in over-voltage situations. They're also the "thyristors" in your electronic flash. When the light sensor decides the flash tube has generated enough light, it turns off the SCR. Thus the remaining energy in the capacitor is not wasted and the flash recharges faster.

We use SCR in AC applications to control motors and regulate AC voltage and current. Figure 4C shows an AC waveform being chopped by an SCR. When the voltage across the SCR goes negative, the device turns off until the voltage is positive and a new gate pulse appears.

SCRs are often used for light dimmers.

**Triacs**

A triac is a bidirectional SCR; it has an SCR going in each direction and the gates are connected. Figure 5 shows a triac and its schematic symbol, which has a diode arrow going in each direction. As long as the gate's turned on, AC current will flow. When the gate's turned off, the current will stop flowing the next time the AC wave goes through zero. Just like a wall switch!

Well, not quite. The switch can handle more current and a lot more punishment.
Figure 4B — Building an SCR out of silicon (and its schematic symbol).

Figure 4C — What an SCR does to an alternating wave.
Figure 5 — Building a TRIAC out of two SCRs.

A TRIAC IS A BI-DIRECTIONAL SCR

Figure 6 — Protecting the TRIAC from inductive surges and power line spikes.

8A) SNUBBER CIRCUIT:
SLOWS CHANGE IN VOLTAGE ACROSS TRIAC (INDUCTIVE KICK CAN CHANGE VOLTAGE SO FAST TRIAC WON'T TURN OFF).

8B) OVERVOLTAGE & OVERCURRENT PROTECTION
The triacs you get at Radio Shack will handle 6 Amps, which, when multiplied by 117VAC, means you can power a 700-Watt device! But before you go plugging huge loads into your triac, you should know things aren’t what they seem.

A light bulb, for instance, might say “60 Watts,” but that’s in its steady state - after it’s all warmed up and glowing. For a few milliseconds after you first turn it on, the filament is cold, and the resistance is quite low. (Generally, colder things have lower resistance, since the electrons aren’t getting knocked about so much. Superconductors are cold enough so the electrons don’t get knocked about at all.) Anyway, there’s an initial surge of current when a light is first turned on.

Triacs are usually specified to withstand roughly ten times their average current rating for one cycle (with 60Hz wall current, this is 1/60 sec = 16.7 milliseconds). A light bulb heats up within one cycle, so this isn’t a problem.

Inductive Loads

We call a motor, transformer, or anything else with a magnetic coil in it an “inductive load.” An inductor stores electrical energy in its magnetic field. When you try to shut off the current to an inductive load, the energy in the magnetic field is converted back to electrical energy (as the magnetic field dissipates), and the inductor tries to force current through the circuit.

This “inductive kick” can cause large voltages across the device that’s trying to break the circuit. This action is what causes a switch to spark when shutting off the power to a motor or transformer.

The inductive kick can prevent the triac from turning off (if it kicks really hard, the SCR’s breakdown voltage will be exceeded, and the part will be damaged). To prevent this, we must keep the voltage across the device from rising too fast when we try to turn the inductive load off. This requires what’s called a “snubber” circuit (to snub out the fire, I suppose...).

Figure 6A shows a snubber circuit (also known as a transient suppressor) for an inductive load. Selecting R(s) and C(s) isn’t horribly difficult, but it requires calculus and fundamental circuit theory, which isn’t really appropriate here. (“The Art Of Electronics,” by Horowitz and Hill, pg. 44, suggests these typical values for small inductive loads: R(s) = 100 ohms and C(s) = 0.05 uF.)

Things are a lot simpler if you can avoid an inductive load.

Other Safety Measures

After putting all the effort into wiring this thing together, you might want to protect it in two more ways. A slow-blow fuse rated the same as your triac will protect it from being overloaded.

A metal-oxide varistor (MOV - conducts during a voltage spike; you should already have them to protect your computer equipment) will prevent damage from lightning and other voltage spikes. Figure 6B shows these devices in the circuit.

Backing Up

With all these caveats in place, let’s assume you don’t need any of the safety stuff (which, indeed, you may not) and just look at how the simple circuit (Figure 1) works.

Digital logic is usually better at sinking current (sucking it in) than supplying current to an external device. So we connect the digital side of the circuit to a 5-volt source through a “current-limiting” resistor (since an LED won’t limit its own current), then through the LED, and finally into the parallel port.

For less hassle (no external power supply), you can try connecting the output line through the LED and resistor to the ground of the output port. It will probably provide enough current, but I make no guarantee.

When the port line is set to “0,” it will pull the line low and current will flow through the LED (if you want more detail, see my articles in issues #32 and #33). The light from the LED will turn on the triac.

This triac is really just a triac driver; by itself it can only handle about 50 milliamps. A triac is the ideal driver for another triac, so these opto-isolated devices were created.

117VAC Wiring

I know you may be used to thinking of the black wire as ground, but the guys who invented house wiring have their own secret code: black is “hot,” white is “neutral,” and green is ground.

I grew up thinking both prongs of a wall socket were dangerous, so it came as quite a shock (pardon) to find out neutral and ground were connected together (usually back at the junction box to the house).

If you’re running an electric dryer, the resistance in the neutral wire can cause quite a voltage on it in some points of the house, so it can’t always be considered ground. (But it goes a long way towards explaining why I survived my childhood.)

The green wire on a three-wire plug connects to the hole in the middle of the socket, which should go directly to a solid ground. The frame of any appliance is supposed to be grounded. This way, if the hot wire in your toaster comes undone and contacts the frame, it doesn’t just electrify it (the frame) and wait for you to come along and touch it. It has a direct path to ground through which it starts pouring current - quickly throwing the circuit breaker.

Always connect the green wire to the frame of whatever you’re controlling, if you can, and use a fuse - otherwise your triac may blow before the circuit breaker does.

When my dad explained electricity to me, I got the impression that AC current pushes out of one slot and then pushes out the other (slot), and it just ain’t so. (No fault of Dad’s; he knew how things were wired up. Probably just the generation gap.)

Only one slot does the pushing and the pulling, and it’s the short slot connected to the black wire. Test it with your voltmeter on the appropriate AC range if you don’t believe me.

The Digital Part

I’ve covered the parallel ports on a Kaypro in previous articles, so you’re on your own there. Since I now own a PC clone, I’ll look at the hardware for that.

The cheapest digital output port is one you already own: the parallel printer port.

The original PC design allows for two of these, with I/O addresses at hex $0378 (LPT1) and $0278 (LPT2), depending on the setting of a DIP switch on the card. I suspect IBM is sorry it was so hasty with the design; it would be more useful to have an arbitrary number of ports with arbitrary locations established at boot time. (But CP/M machines were worse: they usually only had one port with an address based on the manufacturer’s whim.)

You may observe you’re already using your printer port. If you plan to add power control as a permanent fixture to your machine, it’s time to buy another parallel printer card and configure it as LPT2. Not only are the cards ridiculously cheap (for example: $21 from Microsphere), but it may be pos-
Figure 7 — Turbo Pascal routine to control AC via parallel port A or B.

```pascal
type
  switch_positions = (OFF, ON);

const
  port_a = $220; { Port locations in the PIO-12 8255 chip. }
  port_b = $222; { Use $378 for LPT1 or $278 for LPT2. }
  port_c = $223; { To configure the 6255. }

var
  switch_state : array [0..7] of switch_positions;
  i : integer;
  switch_byte : byte; {value sent to the output port}
  CH : char;

procedure display_switch_state(switch : integer);
{ Show new switch state on monitor }
begin
  with switches[i] do begin
    gotoXY(x_location, y_location);
    write(CHR, ' : ', name);
    gotoXY(x_location + 20, y_location);
    if switch_state[switch] = on then write('ON ')
    else write('OFF ');
  end;
end;

procedure invert_switch(switch : integer);
{flip a switch from off to on or on to off}
begin
  switch_byte := switch_byte xor (1 shl switch);
  port[0] := switch_byte; {see *Port Array* in the manual.}
  if switch_state[switch] = on then
    switch_state[switch] := off else
    switch_state[switch] := on;
end;

begin
  { Initialize the 8255. Not necessary for LPT1 or LPT2.}
  port[0] := $99; {Port B is output, A & C inputs.}
  for i := 0 to 7 do begin
    switch_state[i] := off;
    display_switch_state(i);
  end;
  GotoXY(HOME_X, HOME_Y);
  Write('Press number to change switch; ESC to quit.');
  CH := ' ';
  for CH <> chr(27) do begin
    GotoXY(HOME_X - i, HOME_Y);
    read(KEY, CH);
    if i in [0..7] then begin
      invert_switch(i);
      display_switch_state(i);
    end;
  end;
end.
```

(continued from page 23)

versible to modify one to read from the outside world. Since I'm at least as fond of "I" as I am of "O," I'll check this out for next issue (in "The Adventures Of A Cheap Parallel Input Port").

Figure 7 is a Turbo Pascal program to turn any one of the eight bits of your parallel port on or off (to use it, change the "port_b" constant to $378 for LPT1 or $278 for LPT2).

To test it, you need:

- A male DB-25 connector and cable
- It's probably easiest to get the kind of connector which clamps onto ribbon cable, and then use a vise to connect it. But you can also destroy an existing printer cable if it's cheaper.

There are tiny numbers on the connectors so you can figure out which pins go to which wires. The important pins are 2 through 9, which correspond to data bits 0 through 7, and pins 18-25, which are ground.

- 8 LEDs

Connect the pin coming out of the side with the "flat spot" on it (look at the LED, you'll see what I'm talking about) to a ground wire, and the other side to a data wire. I didn't use current-limiting resistors, and it worked fine. If you don't pop any LEDs and they glow brightly, then you don't need an external supply or resistors for the triac optocoupler.

Expensive Mode

You may be using both your printer ports. You may also be exceedingly uninterested in risking electrocution based on the assurances of some yahoo writing for a computer magazine. Fortunately, other companies have solved your problem for you. Unfortunately, they want money.

Metabyte (440 Myles Standish Blvd., Taunton, MA 02780, (617) 880-3000) sells a 24-bit parallel /O port (the PIO-12) for $115, which can be placed anywhere in the 1/O map and performs input as well as output with no modifications.

They also sell a cable and a nice box which you can fill with eight solid-state /O modules, which can control (or sense, using a different module) AC or DC (DC uses different modules). All you do is connect your wires to screw terminals in the box. The box, cable and modules cost an additional $278, bringing the total to almost $400 (which is next to nothing, if someone else is paying you for your time).

The PIO-12 card solves a lot of problems. But it does have some limita-
tions: there are no built-in snubber circuits (the modules are specified for resistive loads), and it won’t handle more than 3A. The worst feature: the system powers up with all the power ON. I prefer to have the power off until I tell it to go on, but I suppose there’s no accounting for tastes.

If you need the convenience, and if it fits your constraints, the Metrabyte system seems like a pretty fair deal (a better deal is their relay board for $135 - it already has the relays on it, and they can handle 3 amps).

To use the PIO-12, you must find an address in the I/O space which isn’t already used, and set the DIP switches on the board to that address (the DIP switches are inverted: “on” means 0 and “off” means 1). Then, you simply write and read to offsets of that address. Figure 7 demonstrates the use of the PIO-12.

Finding a free I/O space is a bit more of an adventure. You need four contiguous I/O locations.

The motherboard uses locations 00 - FF (all numbers in hex). Locations 100 - 3FF are for the slots, but they’re peppered with reserved locations, including the serial and parallel ports, the monochrome, color and EGA boards, and a number of odd things (you must also insure you don’t collide with another “wild card” board).

There’s a nice chunk of free space from 220 to 277, so I put the board at 220 (consult the IBM technical reference manual for the full map).

Send Me Your Problems
Send me a description of the problem you need to solve. I can’t promise to design something for you, but you’ll keep me in touch with the real-world problems readers are trying to cope with (personal problems will be redirected to Dr. Ruth).
One of the strengths of the Personal Clone lies in its use of smart peripheral chips to aid and abet the processor. The chip I’ll talk about this time around takes control of the system address, data, and control busses to direct DMA transfers. So the processor just hangs out until the DMA Controller finishes up.

But there is a very real increase in system speed because the DMA Controller is designed for a specific task while the processor has to be a general purpose device. The DMA Controller deals only with transferring data: from memory to memory, from memory to I/O, and from I/O to memory.

What’s DMA?

DMA stands for Direct Memory Access. This technique allows a DMA Controller to set up direct transfers of data without the intervention of the processor. The processor only needs to program the DMA controller with the answers to the following questions:

- How many bytes will be transferred?
- In what direction will data flow between the I/O device and memory?
- At what memory location should the read or write of data begin?

So you’ve called up the latest 10 MP (mega-point) version of ADVENTURE from your hard disk. What happens as the bytes come chugging in from that metal mother? With the processor doing all the work, the sequence goes something like this.

The processor spins its wheels waiting for a byte to show up from the hard disk. When the byte appears, an IN instruction loads it into the AL register. Next, the contents of AL get written to a memory location pointed to by some pointer. After incrementing the pointer, the processor is again ready for another byte.

This takes a lot of time. On a hungry day, the processor takes at least 29 clock cycles to grab a byte. Luckily the PC gives the processor help with its memory concerns.

The 8237

Intel’s 8237 Programmable DMA Controller handles the DMA chores in the average garden variety PC. It does a good job, too. In the example above, once the 8237 has been programmed, it takes only five clock cycles to collect and deposit an incoming byte.

The 8237 has four independent channels to handle DMA transfers. It supports transfers between two memory locations as well as those between memory and I/O, although this capability isn’t implemented on the PC. Channels 0 and 1 are required for memory-memory transfers. But, in the PC, channel 0 has its hands full doing memory refresh. Hence, no fooling around with memory-memory transfers. We’ll get back to memory refresh in a minute.

Channels 1 - 3 allow peripheral devices to request DMA service through the PC’s expansion bus. Channel 1 is undedicated, channel 2 manages floppy disk I/O, and channel 3 talks to hard disk controllers.

The 8237 can assume one of two operational cycles. In its Idling Cycle, it does just that. Intel calls this SI (State Inactive). This is the condition where the 8237 accepts programming or waits for some action.

Six other states make up the Active Cycle. The first state, S0, occurs when the 8237 has asked the 8088 for a hold. The 8237 remains in S0 until the 8088 grants the hold. Then we’re into the 8237’s working states, S1 - S4. Finally, the 8237 can insert wait states (SW) between S3 and S4 to accommodate slow memory and I/O devices.

Down And Dirty

Let’s look at some of the more important pins on the 8237. First there’s the Chip Select (CS) input. (See Figure 1.) During the 8237’s Idle Cycle, a low on CS selects the 8237 as an I/O device. This allows the 8088 to either read or write the 8237’s control registers. CS comes from an LS138 3-to-8 decoder. Any port read or write in the range of 00h to 0Fh will select the 8237.

I/O Read (IOR) and I/O Write (IOW) work in conjunction with CS to tell the 8237 whether it’s being programmed or read by the 8088. Both are generated in the bus controller by decoding the processor’s three status lines. See Micro C issue #36, pg. 38, for a complete discussion of how the CS, IOR, and IOW signals are generated.

I’ll save the programming details for later. The important thing here is that we have to tell the 8237 how many bytes will be transferred and where their starting address lies in memory. Then, after each byte gets transferred, the 8237 can increment an internal register (Current Address Register) to point at the next memory location. It also decrements the byte count (Current Word Count Register) until it reaches 0, ending the transfer.

The RDY line controls wait states. The 8237 samples RDY during S3. If RDY is low, then wait states are inserted between S3 and S4 until RDY once again goes high.

Requests for DMA service come in on DREQ0 - DREQ3. The DREQ lines can be either active high or active low depending on how the 8237 has been programmed. When the 8237 sees activity on an unmasked DREQ line, it
sends a Hold Request (HRQ) to the 8088. HRQ is a request for the 8088 to relinquish control of the system busses.

When it's ready to relax, the 8088 signals availability of the busses with a high on Hold Acknowledge (HLDA). At this point, the 8237 takes over the busses and begins the DMA transfer.

Here comes the heart of DMA.

Roughly, the DMA transfer goes like this:

The 8237 places an address on the address bus and sends a DMA acknowledge (DACK) to the device requesting the transfer. DACK acts as a chip select for that device so that it can either place its data on the data bus or read data from the bus.

Finally, the 8237 generates either a memory read (MEMR) or memory write (MEMW) signal and the data goes directly between the memory location and the device.

Addressing Concerns

Let's go through all that in detail. The data bus lines (DB0 - DB7) on the 8237 are bidirectional lines which can hold 8 bits of either data or address. During memory-I/O transfers (remember, these are the only kind on the PC), they supply the most significant address byte (MSB) to an LS373 octal latch. The 8237's address strobe (ADSTB) is the signal which tells the LS373 to grab the address byte.

The latch will hold onto that portion of the address until it sees the DMA Address Enable (DMA AEN) signal on its Output Enable (OE) pin. The MSB is then released onto the address bus. The 8237 generates an address enable of its own (AEN), but the PC leaves this pin disconnected in favor of DMA AEN.

When ADSTB signals the loading of the MSB of address, two other things happen more or less simultaneously. First, the least significant byte (LSB) of the address comes out on the 8237's A0 - A7 pins. The 8237 continues to generate the LSB until the next DMA transfer occurs. The LSB gets buffered through an LS244 octal buffer. Again, DMA AEN performs the output control for the LS244.

Second, the 8237 drives its memory read (MEMR) and memory write (MEMW) lines high in preparation for the transfer. MEMR and MEMW are three state, active low outputs which signal to the system whether we're doing a gazzinta or gazzouta operation. Up until now they've been in their third, or disconnected (high impedance) state.

We need a third state on these outputs because the 8237 isn't the only device talking on the MEMR and MEMW lines. An LS243 gives the 8088 access to them as well. The DMA AEN signal controls the output of the LS243. A low on DMA AEN disconnects the LS243 so the 8237 can talk. A high lets MEMR and MEMW signals from the 8088 pass through the LS243. DMA AEN can't go low unless the 8088 has given up control to the 8237. So we don't have any possibility of contention for MEMR and MEMW.

Next in the sequence of signals, the 8237 sends a DACK out to the requesting device. This selects the device, which in turn puts its data onto or begins reading the data bus. The only remaining task for the 8237 is to pull either MEMR or MEMW low to perform the actual data transfer.

After the transfer the 8237 increments its Current Address Register and decrements its Current Word Count Register. If DREQ is still active and the Word Count isn't 0, the 8237 spits out another HRQ to initiate the process again.

The 64K Limit

We've only talked about the 16 bits (64K) of address that the 8237 can generate. That's obviously not enough. We need another 4 bits of address to cover the PC's full memory space.

These 4 bits come from an LS670 4x4 register file. Think of the LS670 as a latch which holds four separate 4-bit words. Each word corresponds to one of the four DMA channels and provides that channel with its highest order 4 bits of address. We'll refer to the words as DMA Page Registers.

The Page Registers are loaded via three I/O ports. Yeah, I know there are four ports, but we really need only three since DMA channel 0 does the memory refresh and doesn't need a full 20-bit address.

The LS138 3-to-8 decoder responds to any write to a port address between 80h and 9Fh by generating a Write To DMA Page Register (WRDMAPREG) signal. WRDMAPREG enables the LS670 to receive data.

While the lower order 5 bits of the port address have no significance to the LS138, bits 0 and 1 mean a lot to the LS670. They determine which of the

(continued on page 29)
Figure 1 — DMA controller circuit in IBM XT.
DMA Page Registers will be selected for writing. No one's looking at bits 2 through 4, so they could be any value. But we'll let them be 0. The port addresses are listed in Figure 2.

So the four least significant bits of the data byte written to the Page Register get sucked in by the LS670. Later, when a full 20-bit address is needed, a DACK2 or a DACK3 selects either Page Register 2 or 3 to provide the extra address information to the address bus.

Loading the Page Register contributes almost nothing to overhead. It shouldn't have to be done more often than once for every 64K bytes moved during a given transfer. Now we have a valid 20-bit address stored in the LS244, LS373, and LS670. All the chips need is a nod from DMA AEN to dump their contents onto the address bus.

One further question has to do with the timing of DMA AEN. Obviously we need this signal before the MEMR or MEMW signal goes active. Otherwise the busses between bytes anyway. The CLK accepts 3 MHz in the 8237 and 5 MHz in the 8237-5. Of course, these are nominal ratings. The 8237-5 in my Clone digests 7.37 MHz quite happily, thank you.

About the mysterious pin 5 Intel will only say, "It should always be at a logic high level." So it's tied high.

Modes

The 8237 has its choice of several operational modes. When I outlined a DMA transfer earlier, I said that each byte was transferred individually in response to an ongoing DREQ. Call this mode the Single Transfer Mode. The PC uses it for both memory refresh and floppy I/O. (I'm not sure which mode hard disk I/O uses.)

In Single Transfer Mode the 8237 doesn't care if DREQ is held active throughout the entire series of transfers. HRQ will always go inactive and release the busses between bytes anyway. The 8237 then issues another HRQ in response to the still active DREQ. So in effect we have separate DREQs for each byte transferred.

In Block Transfer Mode a single DREQ causes transfers to take place until the byte count reaches 0 or an EOP comes in from the I/O device. The DREQ only has to be asserted until the 8237 sends a DACK. Demand Transfer Mode is pretty much the same except that DREQ must remain active for the transfer to continue.

Cascade Mode gives you the option of building any number of extra levels of DMA service by attaching additional 8237 slaves to a master. Each master DREQ - DACK pair connects to a slave's HRQ - HLDA pair, yielding four new DMA channels.

A Plethora Of Registers

Twenty-seven registers containing a total of 344 bits live in the 8237. The first of the twelve types is the Current Address Register. Each of the four DMA channels has one of these 16-bit registers. When used in conjunction with the DMA Page Registers, these guys point to the memory address currently being read or written. The 16-bit Current Word Count Registers keep track of how many bytes remain in each transfer.

Next we have a 16-bit Base Address Register for each channel. They specify initial memory addresses for DMA transfers. The four Base Word Count Registers (16-bit) contain the total number of bytes to be transferred for each channel. These two types of Base Register provide the values used for initialization of the Current Registers during Autoinitialization. (I'll explain Autoinitialization later.)

Any combination of DMA channels can be masked, or disabled, by use of the 4-bit Mask Register. Each bit corresponds to one of the channels. A 1 bit disables DMA requests from that channel.

The four 6-bit Mode Registers allow programming of the various modes for each channel, and the 8-bit Command Register controls the overall performance of the 8237. The last useful register is the Status Register. It holds information on pending DMA requests and the count status for each channel.

Several 8237 registers go unused in the PC. A 4-bit Request Register allows for software initiated DMA requests. No go on the PC. We already know that memory-memory transfers won't work, so the three Temporary Registers dedicated to those transfers get ignored, too.

Programming The Command Register

I won't be rigorous in describing the

Figure 2 — Port addresses for DMA registers.

<table>
<thead>
<tr>
<th>DMA Ports</th>
<th>Address (hex)</th>
<th>Read/Write</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ch 0 Base Address</td>
<td>00</td>
<td>W</td>
</tr>
<tr>
<td>Ch 0 Base Word Count</td>
<td>01</td>
<td>W</td>
</tr>
<tr>
<td>Ch 1 Base Address</td>
<td>02</td>
<td>unused</td>
</tr>
<tr>
<td>Ch 1 Base Word Count</td>
<td>03</td>
<td>unused</td>
</tr>
<tr>
<td>Ch 2 Base Address</td>
<td>04</td>
<td>W</td>
</tr>
<tr>
<td>Ch 2 Base Word Count</td>
<td>05</td>
<td>W</td>
</tr>
<tr>
<td>Ch 3 Base Address</td>
<td>06</td>
<td>W</td>
</tr>
<tr>
<td>Ch 3 Base Word Count</td>
<td>07</td>
<td>W</td>
</tr>
<tr>
<td>Status / Command</td>
<td>08</td>
<td>R/W</td>
</tr>
<tr>
<td>Request</td>
<td>09</td>
<td>unused</td>
</tr>
<tr>
<td>Mask</td>
<td>0A</td>
<td>W</td>
</tr>
<tr>
<td>Mode</td>
<td>0B</td>
<td>W</td>
</tr>
<tr>
<td>Clear LSB/MSB Flip-Flop</td>
<td>0C</td>
<td>W</td>
</tr>
<tr>
<td>Master Clear</td>
<td>0D</td>
<td>W</td>
</tr>
<tr>
<td>Clear Mask</td>
<td>0E</td>
<td>W</td>
</tr>
<tr>
<td>Multiple Mask</td>
<td>0F</td>
<td>W</td>
</tr>
<tr>
<td>DMA Page 0</td>
<td>80</td>
<td>unused</td>
</tr>
<tr>
<td>DMA Page 1</td>
<td>81</td>
<td>W</td>
</tr>
<tr>
<td>DMA Page 2</td>
<td>82</td>
<td>W</td>
</tr>
<tr>
<td>DMA Page 3</td>
<td>83</td>
<td>W</td>
</tr>
</tbody>
</table>
programming of the 8237 since there's not all that much that normal humans will want to do with it. This is the province of those strange beings who write operating systems and hard disk controller code. Besides, too much rigor leads to rigor mortis. For more information see Intel's Component Data Catalog.

Commands written to the Command Register affect all four DMA channels. Bit 0 enables memory-memory transfers. We don't want them so we'll reset bit 0 to 0. Bit 1 can be programmed to force channel 0 to hold the same address for all transfers. Quite useful for filling a portion of memory with a constant value. But again, we don't do memory-memory transfers so bit 1 gets a 0, too.

Bit 2 disables the 8237. Nasty things can happen if a DREQ goes active in the middle of programming. So disable the 8237 before any programming. For normal operation, make bit 2 a 0.

Compressed timing can be set with bit 3. “Really fast” systems use compressed timing to drop the time per transfer to 2 clock cycles. My Holliston board at work don't want them so we'll reset bit 3 to 0.

Bit 4 controls the 8237 timing to drop the time per transfer to 2 milliseconds. My Holliston board at work when I tried this option. (I'm just kidding. I doubt you'll find a board alive that can use compressed timing.) So leave this bit at O.

Like the 8259A Interrupt Controller, the 8237 prioritizes its incoming requests. The default gives DREQO the highest priority and DREQ3 the lowest. Bit 4 of the Command Register sets up a rotating priority situation. In this scheme, the last channel to receive service rotates to the lowest priority. It will then have to wait no more than 3 DMA services before it again sits on top of the priority heap.

There's an important difference in the two ways that the 8237 and the 8259A handle service requests. The 8259A will let a service routine be interrupted by a higher priority interrupt. Not so with the 8237. Once a DMA transfer begins, it must be completed before another DREQ is honored. Anyway, the memory refresh carried out by channel 0 will always be the most important DMA request. So we'll keep the fixed priority by putting a 0 in bit 4.

Bit 5 extends the duration of the MEMW pulse from the 8237. This would only be necessary if we were using compressed timing, so bit 5 is 0.

The two high order bits set the sense of the DREQ and DACK lines. We want DREQ to be active high (bit 6 = 0) and DACK to be active low (bit 7 = 0).

Programming The Mode Register
You can program specific characteristics into each DMA channel with the Mode Register. Bits 1 and 0 identify the channel being programmed (11b = channel 3, 10b = channel 2, etc.).

Bits 3 and 2 specify the type of transfer. Transfer of data from memory to an I/O device constitutes a Read Transfer. Program this direction with a 10b. Transfer of data in the other direction is called a Write Transfer. A 01b tells the 8237 to do a Write Transfer. The third type of transfer has the 8237 shooting blanks. It goes through all the work of the transfer without letting anything out on the memory and I/O control lines. This is a Verify Transfer (00b).

Autoinitialization makes it easy to repeat DMA processes with the same initial parameters. A channel set to Autoinitialize automatically re-initializes its Current Address and Current Word Count Registers when DMA service has been completed. Values for these registers come from the Base Address and Base Word Count Registers. A 1 in bit 4 enables this function.

I've talked in terms of incrementing through the address space during DMA service. The PC treats transfers this way, but the 8237 can either increment (bit 5 = 0) or decrement (bit 5 = 1) the Current Address Register after each transfer.

Bits 7 and 6 determine the transfer mode (00b for Demand Mode, 01b for Single Mode, 10b for Block Mode, and 11b for Cascade Mode).

The PC BIOS initializes DMA channels 1 - 3 for Verify Transfers, which means they don't do anything. The hard disk and floppy code have the responsibility of programming their respective channels.

Channel 0 gets set to 58h or 01011000b. That's channel 0, Read Transfer, Autoinitialization enabled, address incrementing, and Single Transfer Mode. Just the ticket for setting up...

Memory Refresh
On to a practical example. DMA channel 0 receives a DREQ0 from the 8253 timer chip every 15 microseconds. This triggers the 8237 to perform a vital system task - memory refresh. Let's take a close look since refresh is so important.

Dynamic RAM chips store their bits of data in tiny capacitors. The small size of the capacitors leads to high density, high capacity, small package DRAMs. However, the smaller the capacitor, the fewer electrons (or holes) there are to determine whether the bit is a 1 or 0. (And the faster they begin wandering off.) If not recharged (refreshed) every 2 milliseconds, the charge bleeds away and we've lost data.

Every time we read a memory location holding a 1 (charge), a feedback loop recharges the capacitor. So a read of each location once every 2 milliseconds will take care of refresh.

The PC's memory space consists of four banks of 256K each. Think of the banks as 512 X 512 bit arrays. If you only have 256K of memory, this would be four banks of 64K organized in 256 X 256 bit arrays. Each location in the array has a specific row and column address.

During a normal memory read, the system generates one of four Row Address Strobes (RAS0 - RAS3), depending on which bank is accessed. This strobe latches bits 0 - 8 of memory address into a row address buffer within the RAM. While RAS is still active, the corresponding Column Address Strobe (CAS0 - CAS3) latches bits 9 - 17 of address into the RAM's column address buffer. Now

![Figure 3 — DEBUG session for altering RAM refresh rate.](image-url)
the system can get at the memory location (within the selected bank), which is specified by the row and column in the buffers.

A dedicated refresh read is easier. After DACK0 goes active, the next cycle of RAS generates a REFRESH GATE signal (see Figure 1) at an LS00. An LS08 uses this signal to create a RAS for each bank. All four banks are now selected.

Let's assume we don't know what address the 8237 has put on the address bus in response to DREQO. Whatever it is, the RAS signals have now strobed it into each of the four memory banks. The RAM sees no CAS signals during a refresh cycle. This RAS-only cycle causes all columns within the selected row to be refreshed (read) simultaneously.

Since we've selected four rows, each RAS-only cycle refreshes 2K bits (that's four 512-bit rows). The 8237 bumps its Current Address Register and 15 microseconds later, when another DREQO comes in from the 8253, another gang of four rows gets refreshed.

You can see that all it takes is the RAS-only read of ANY 512 successive memory locations to refresh all of memory. That's because the 512 possible row addresses are determined by the least significant 9 bits of system address. And all possible values for those 9 bits will be exercised within any contiguous block of 512 addresses. Pretty slick.

That's why we don't care about the DMA Page Register for channel 0. It has no significance. That's also why we don't care what value ends up in channel 0's Base Address Register. It just doesn't matter where we are in memory as long as we do 512 successive addresses.

The BIOS initializes channel 0's Base Word Count Register to 64K. The refresh process would have been just as happy with a value of 512. But then the 8237 would have to Autoinitialize the Current Word Count Register every 512 refresh cycles. Autoinitialization once every 64K refreshes makes life easier.

A final note on memory refresh. We know it takes 512 DREQOs to refresh all of memory and that the DREQOs happen every 15 microseconds. Let's see, that's ... wait a minute. It comes out to over 7 milliseconds. Those little charges were only supposed to last 2 milliseconds.

Quick And Dirty Speedup

I asked Dave what he thought about my long-term memory RAM. He knew of some folks who had slowed refresh all the way down to once every second before failure. I like to see my machine suffer, so I thought I'd see how far it would go before giving up. I had other motives as well. If my system spent less time on memory refresh, it would have more time for computation.

You can easily experiment on your own. Use DEBUG to change the frequency of the 8253 timer that drives DREQO (see Figure 3). I guess I'll have to start believing Dave. It was right at one refresh every second that my RAM faded away. A count of 900h loaded into the 8253's Timer 1 gives the one second period.

The BIOS loads the count with 12h and the point of diminishing returns comes around 30h or 40h. After 40h refresh happens so infrequently as to have no effect on system performance. Benchmarks show no difference between 40h and 900h.

A value of 40h gives a 2.6% speed increase on my Holliston 186 board and a 5.8% increase on a standard 4.77 MHz 8088. I haven't had any problems using this speedup. But don't blame me if your machine dissolves into a puddle of blue slime. After all, we've gone beyond the limits of computer decency.

As The Sun Sinks Slowly ...

DMA can be a fairly confusing subject. I found lots of conflicting information in my search for The Truth. The horse's mouth (IBM's Technical Reference) remains the best, if most obscure source of information on the PC's innards. If you really want to do some digging, that's the end of the horse to go to. Of course, you'll find a great many books at the other end, too.

Let me pass on another good source. I used COMPUTE's Mapping the IBM PC and PCjr by Russ Davies for the first time in researching this article. He does a great job describing the memory and port maps. He also gives what looks to be a very complete treatment of video.

Next time around I'll look into the PC's parallel interface chip, the 8255A. So, so long and thanks for the memories.
The Lotus/Intel/Microsoft EMS: A Programmer’s Guide To Expanded Memory

In a world where standards are (at best) more or less acceptable, three of the big players joined, in 1985, to establish another - the Lotus/Intel/Microsoft Expanded Memory Standard (or LIM-EMS, or EMS, for short). But before you could shake a big stick at it, AST and Quadrant more-or-lessed the standard with THEIR version: the Enhanced Expanded Memory Specification. EEMS has bigger pages, more pointers, and runs EMS programs, although EMS won’t run EEMS programs.

But that’s another story. First, let Earl, programmer extraordinaire at PC Tech, give you the cook’s tour of “the standard” - EMS.

The Intel 8088, 8086, and 80186 microprocessors can address 1 megabyte of memory, but not all of it is available to programs. Some is reserved for video memory, ROM BIOS, and expansion cards. So on the PCs, XT’s, and clones, only 640K is general purpose RAM.

The Intel 80286 can address up to 16 megabytes in protected mode, but only 1 megabyte in real address mode. MS-DOS expects the 80286 to be in real address mode, so consequently, 640K is also the general purpose memory limit on most 8086s.

Software writers can access 640K easily (although that depends a bit on the writer), since every byte has a unique address, beginning at 0 and increasing by ones. Going beyond the 640K limit is a bit more complicated, but there is a way - by bank switching.

To use bank switched memory, the software writer and hardware developer must agree on at least three specs:

1. The output ports (one or more) which will handle the bank switching,
2. The size of the banks, and
3. The addresses where the software will see the banks.

EMS answers the questions software writers and hardware developers would normally ask each other. Now they don’t have to talk at all - which is how they like it.

Bank Switching
Bank switched memory allows a single CPU memory address to access multiple memory locations.

The switching mechanism selects blocks of memory, which (in theory) could vary in size from one byte to the full CPU address space. But neither of these sizes is ideal. With small blocks, the switching overhead kills program performance; and with large blocks, the memory layout isn’t flexible.

Which CPU addresses should we use for the bank switched memory? Again, in theory, we could use any address. But in practice, we must switch memory CAREFULLY, making certain the executing part of a program, the stack, the interrupt vectors, and the interrupt service routines don’t get switched. So, it’s best to locate the bank switched memory where it’s not likely to contain these crucial program elements.

We need to consider:

- What size blocks to switch.
- How many blocks to have visible at one time.
- Where the CPU will see the visible blocks.

Whiz Quiz (With Answers)
Let’s say we want to transfer a block of data from one area of memory to another. And (just to make it interesting), let’s add that we want to do it in a reasonable way, meaning without an unreasonable number of bank switches.

So, we’ll need to see all, or at least a substantial part, of the source and destination blocks. And we won’t want to worry about suddenly mapping our program, stack, operating system, or interrupt structure out of view. Therefore:

- What size blocks should be switched? Answer: between 1 and 256K.

The blocks should be large enough so that each “switch” switches a useful amount of data - at least 1K. In addition, the switched block must be limited to data: NO PROGRAM CODE. So the block size should be small compared to the total address space of the CPU. Thus, 256K is a reasonable upper limit.

- How many of these blocks can be visible at one time? Answer: 2 to 10.

The total amount of CPU address space dedicated to the bank switched memory should be small. Since this total is the number of blocks times the block size, the number of blocks should also be small.

- Where does the CPU see the visible blocks? Answer: between 640K and 1M, with caution.

We want to avoid switching a running program, DOS, interrupt vectors, or the stack out of the CPU’s visible address space (between 0 to 640K). But the area above 640K isn’t entirely safe. Video memory and interrupt service routines are located in the 640 - 1M range.

How does LIM-EMS answer these questions?

- What size blocks should be switched? 16K.
- How many of these blocks can be visible at one time? 4.
- Where does the CPU see the visible blocks? It depends on what other hardware is installed - usually segment A000H (640K) or D000H (896K).

The LIM-EMS choices aren’t the only correct ones. And some will argue that the LIM-EMS choices aren’t even the best ones. But even if they aren’t the best, they’re still reasonable. What’s important is that EMS hardware and software no longer have to worry about these choices.

The Expanded Memory Manager
The expanded memory manager
EMM is like a little operating system for expanded memory. The EMM is the interface between hardware and software. Software calls on the EMM to perform a task. The EMM runs the hardware and makes things happen. The EMM needs to know how the hardware works, but software that calls the EMM doesn’t.

The expanded memory manager is an MS-DOS device driver, loaded by a “device s” line in CONFIG.SYS.

Before we list the EMM functions, let’s pretend we don’t have them and imagine what we’d like them to be.

First, how should we call it? Since the EMM is a device driver, one obvious choice is to call it through the DOS OPEN handle and WRITE handle functions. But there’s a problem with this scheme - DOS isn’t reentrant. If we choose this method, device drivers and interrupt routines can’t call the EMM.

Or we could access the EMM through a software interrupt (the way we normally call DOS and the ROM BIOS) and not worry about the non-reentrancy of DOS. As long as the EMM is reentrant, we can call it from interrupt routines. The disadvantage of this scheme is the lack of spare interrupts (very few free interrupts are left after the ROM BIOS, MS-DOS, and BASIC claim theirs).

But EMS found a spare - interrupt 67H. We put a function number in AH, and other parameters as needed in other registers. Status is returned in AH, and return parameters are placed in other registers. So an EMM call ends up looking a lot like a ROM BIOS call.

How ‘Bout Those Functions

What functions did you say you’d like the EMM to have?

Well, imagine writing a program that will use expanded memory. You’ll want to know (at least):

1. How much memory is available,
2. How to make a particular page visible, and
3. Where the pages will be visible.

Let’s consider the last first. You already know that EMS can make four different pages of 16K each visible at once. It would seem natural to locate these pages in one 64K region. Then, using a little care, programs could look at this as four 16K blocks, two 32K blocks, or one 64K block.

But locating this block poses a problem - it’s not possible to find a 64K block that’s free on everyone’s PC. The location of this block will depend on the specific PC, and the other hardware that’s installed.

EMM provides a function which tells software where the 64K window to expanded memory is located. Software can determine the base address of this region by calling EMM Function 2, Get Page Frame. Function 2 will return a segment value. The four physical pages are located at fixed offsets within this segment:

- Page 0: 0000H
- Page 1: 4000H
- Page 2: 8000H
- Page 3: C000H

We can’t expect every EMS board to have the same amount of memory; therefore, programs must determine how much memory is available. EMM Function 3 (Get Unallocated Count) does that for us.

We also need a way to select which pages are visible. EMS provides EMM Function 5 (Map Handle Page) to tell the
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EMM to map a particular logical page to a designated physical page.

This seems a minimum set of functions necessary to implement an expanded memory manager. (But there is one little twist, which I’ll save for a few paragraphs.)

EMM adds two other functions to make the spec look professional.

Function 1 (Get Status) returns a simple working/not working indication to software.

Function 7 (Get EMM Version) returns the current version of the expanded memory manager. (By the way, this article describes EMM version 3.2. I know of no EMS hardware that doesn’t work with version 3.2, and no software which requires an earlier version.)

Multitasking

Now let’s add that little twist.

While DOS can’t be called a true multitasking operating system, there may be several “tasks” simultaneously occurring.

In addition to the “running” program, DOS itself is loaded. And although DOS doesn’t use expanded memory, there may be a place for expanded memory in a future version (since Microsoft was involved in writing the spec). EMM should keep this possibility open.

Also, other device drivers, a background print spooler, terminate-stay-resident programs, and other interrupt service routines may be operating. All of these programs should be able to use the expanded memory. So let’s look for functions that allow several programs to use EMS simultaneously.

The EMM will need to somehow track which pages belong to which programs. A program will be required to request memory before it can use it, and release the memory it owns when it’s through with it. Interrupt service routines will also need a way to save and restore the EM state of the foreground program.

To facilitate multiple programs, EMS provides:

EMM Function 3 (Get Unallocated Count) returns the number of free pages (i.e., those not allocated to other programs).

EMM Function 4 (Allocate Pages) reserves pages for the exclusive use of the calling program. Other programs aren’t allowed to manipulate these pages. The Allocate Pages function returns a handle which the program uses in other calls to identify its pages.

EMM Function 5 (Map Handle Pages) uses the handle assigned by the Allocate Function to map a logical page to a physical page. The handle ensures that the page belongs to the calling program.

EMM Function 6 (Deallocate Pages) returns pages to the EMS pool.

EMM Function 8 (Save Page Map) and EMM Function 9 (Restore Page Map) enable interrupt service routines and device drivers to safely use expanded memory.

The Save and Restore functions work well for interrupt service routines and device drivers, but aren’t powerful enough for an operating system. EMM Function 15 (Get/Set Page Map) provides what a multitasking operating system needs to incorporate expanded memory.

Finally, EMS throws in some functions which appear to be designed for diagnostic programs.

EMM Function 12 (Get EMM Handle Count) reports how many handles are currently being used.

EMM Function 13 (Get EMM Handle Pages) reports how many are assigned to a particular handle.

EMM Function 14 (Get All EMM Handle Pages) builds a table of all active handles and the number of pages assigned to each.

And that’s the end of the preview (and a little motivation). Now let’s get to the details.

Definitions

Conventional Memory - memory which an 8088 can address directly, from 0 to 1 Megabyte.

Since only the first 640K of the 1M address space usually contains general purpose RAM, conventional memory is sometimes considered to be from 0 to 640K, exclusively. But we don’t need to get too picky about the exact range.

Extended Memory - an 80286 and 80386 can access memory above 1 Megabyte directly. Memory in the 80286 and 80386 address space, but not in the 8088 address space, is called extended memory. Extended memory isn’t available on an 8088 based computer such as the IBM XT. And an 80286 in real address mode can’t address extended memory.

Expanded Memory - bank switched memory, together with a software driver, which adheres to the Expanded Memory Specification.

EMM - Expanded Memory Manager, a device driver which provides the interface between programs and expanded memory hardware.

EMS - Expanded Memory Specification, which tells programs what to expect from expanded memory hardware, and expanded memory hardware what to expect from programs.

Page Frame - the expanded memory is addressed through a 64K block in the processor’s address space. The page frame is the segment address of this 64K block.

Physical Page - the 64K block of the page frame is divided into four 16K blocks called physical pages. The physical pages start at offsets 0000H, 4000H, 8000H, C000H in the page frame, and are identified as physical page number 0, 1, 2, 3, respectively.

Logical Page - all expanded memory is divided into 16K blocks called logical pages.

Page Map - at any given moment, four logical pages of expanded memory are mapped to the four physical pages of the page frame. When logical pages are mapped this way, they can be accessed by reading and writing to the addresses of the physical page. The page map tells which logical pages are mapped to which physical pages.

Handle - logical pages are assigned to programs in groups of varying sizes. Each group is assigned a number or handle. Programs use this handle when requesting expanded memory services. Handles allow several programs to use expanded memory without conflict.

The Expanded Memory Spec

Calling the EMS services is similar to calling ROM BIOS or DOS services; these calls are made through software interrupts. EMS services are called by placing a function number in the AH register, then executing an INT 67H instruction. Status is always returned in AH. AH = 0 indicates that the service request was successfully completed. A non-zero value in AH indicates an error condition.

For example:

```
MOV AH, 40H
INT 67H
OR AH, AH
JE EM_WORKING
JNZ EM_ERROR
```

tests expanded memory status.

EMS Function Descriptions

Status -

In:  AH = 40H
Out:  AH = Status

returns EM status. If AH = 0 is returned, then the expanded memory hardware
and software are working. AH = 80H indicates a software malfunction. AH = 81H indicates a hardware malfunction.

Page Frame -
In: AH = 41H
Out: AH = Status
BX = Page frame segment
returns the segment address of the page frame. The page frame address can be set by jumpers on the expanded memory board. D000H is a typical choice. A000H is a good alternative as long as EGA video isn’t being used. However, software shouldn’t rely on the hardware jumpering, but should use this function to determine the page frame. When software uses this function, the hardware may be changed without altering the software.

Unallocated Count -
In: AH = 42H
Out: AH = Status
BX = # of unallocated pages
DX = Total number of expanded memory pages

The number of unallocated pages is returned in BX. Generally, software calls this function to see what’s available before requesting expanded memory. Device drivers and memory resident programs may request some percentage of the free memory and leave the rest for other programs.

Allocate Pages -
In: AH = 43H
BX = # of pages to allocate
DX = Handle

We assign expanded memory to a program by using the Allocate Pages Function. We put the number of pages we’re requesting into BX. If the request is granted, the function returns with 0 in AH, and a handle in DX.

We use the handle in other expanded memory calls to identify a particular group of logical pages. The logical pages assigned to a handle are referenced by the numbers 0 through “number allocated to the handle” - 1. Error status 85H is returned if there are no free handles. Error status 87H or 88H means there aren’t enough free pages to fill the request, and error 89H is returned if zero pages are requested.

Map Page -
In: AH = 44H
AL = Physical page number
BX = Logical page number
DX = Handle
Out: AH = Status

The Map Page Function maps the specified logical page to the specified physical page. The logical page is identified by the handle assigned when the page was allocated (Allocate Pages function) and a page number between 0 and “number allocated to the handle” - 1.

The physical page number must be in the range 0 to 3. The physical page number is passed in AL, the handle in BX, and the logical page number in BX. Possible errors are 83H (invalid handle), 8AH (logical page out of range), and 8BH (physical page out of range).

Deallocate Pages -
In: AH = 45H
DX = Handle
Out: AH = Status

releases all pages allocated to handle DX. The released pages can then be allocated to other pages. Programs should make this call before terminating. Error status 83H is returned if DX contains an invalid handle number.

A handle may have a save state assigned to it by function 47H. Error code 86H is returned if the handle has an active save state which hasn’t been restored via function 48H.

Version Number -
In: AH = 46H
AL = 32H

returns the EMS version number in AL. The major version in upper nibble, minor version in lower nibble. The present version number is 3.2.

Save Page Map -
In: AH = 47H
DX = Handle
Out: AH = Status

saves the current page map. It can be restored later with function 48H (restore page map). Device drivers, memory resident programs, and interrupt service routines that use expanded memory should use this call.

The save and restore calls will preserve the state of expanded memory for the foreground program. The handle in DX belongs to the program doing the save (the interrupt service routine), not to the foreground program using expanded memory.

Error status 83H is returned if the handle number isn’t valid. There can be at most one saved page map for each handle. Error code 8DHF is returned if a saved page map already exists for the specified handle. The save area is limited, and error status code 8DH is returned if there isn’t enough room to save another page map.

Restore Page Map -
In: AH = 48H
DX = Handle
Out: AH = Status

This restores the page map saved by function 47H, under handle DX. Error status 83H is returned if DX doesn’t contain a valid handle number. Error status 8EH is returned if no saved page map exists for handle DX.

Handle Count -
In: AH = 4BH
Out: AH = Status
BX = # of active handles

returns the number of active handles in BX.

Page Count -
In: AH = 4CH
DX = Handle
Out: AH = Status
BX = # of pgs in handle DX

returns the number of pages allocated to handle DX in register BX. Error status 83H indicates that DX isn’t an active handle.

Page Count Array -
In: AH = 4DH
ES:DI = Pg cnt array ptr
Out: AH = Status

returns an array of the active handles and the number of pages assigned to each. ES:DI should point to a buffer of 4 * (number of active handles) bytes.

The number of active handles can be determined by function 4BH. There is a two-word entry in the array for each active handle. The first word of each entry is the handle number; the second word is the number of pages allocated to that handle.

Set Page Map -
In: AH = 4EH

(Get/set page map function consists of four subfunctions. Pass the subfunction code in AL.)

In: AL = 00H
ES:DI = Page map array ptr
Out: AH = Status

puts a copy of the page map in memory at ES:DI. The size of the array can be determined by get/set subfunction 03H (see below). The format of this array isn’t part of the expanded memory specification, and programs shouldn’t try to interpret the data in the page map array. It should only be used for the Set Page Map (01H) and Get and Set Page Map (02H) subfunctions below.

Set Page Map -
In: AL = 01H
DS:SI = Page map array ptr
Out: AH = Status

Set the page map by the array at DS:SI. The size of the page map array can be determined by EMS function 4EH, subfunction 03H. The array must

(continued next page)
have been filled in with EMS function 4EH, subfunctions 00H or 02H.

Get And Set Page Map -

In: AL = 02H
DS:SI = Pg map srce for set
ES:DI = Pg map dest. for get

Out: AH = Status

This subroutine does both a get page map and a set page map in one function call. The get and the set arrays must be different.

Page Map Size -

In: AL = 03H

Out: AH = Status
AL = Map array size

returns the size of the page map arrays used in EMS function 4EH, subfunctions 00H, 01H, and 02H.

Typically, programs will only use expanded memory functions 40H through 46H. Interrupt service routines, device drivers, and memory resident background programs will need functions 47H and 48H. Functions 4B through 4DH are for test and utility programs which track expanded memory. Function 4EH is for an operating system which incorporates expanded memory.

All EMS function calls return status in the AH register. Figure 1 summarizes the status codes.

Eight Megabyte Limit

The LIM-EMS mentions eight megabytes in the introduction - "The EMM is a set of standard interface routines which allow programs running on IBM PCs, XTs, ATs and compatibles to use up to 8M bytes of expanded memory." And in the description of the number of pages value returned by Function 13: "This number never exceeds 512 because the EMM allows, at most, 512 pages of expanded memory." When you have 512 pages of 16K each, you have eight megabytes.

Sometimes the eight megabyte limit seems to be per handle. But at other times, it seems to refer to total expanded memory. There's no good reason for this limitation. Page numbers are always passed in 16-bit registers. There are no places in the spec where funny things are done with the high order bits. The spec can just as easily handle 64K pages, or 1 gigabyte total. Of course, it may take a few years to solve the problem of fitting a gigabyte into one slot. (The PC Tech 16 Megger board has 16 megabytes of EMS compatible expanded memory.)

Detecting The EMM

Programs that use expanded memory should make sure the expanded memory manager is installed before calling it. The EMM is installed as a DOS device driver, so we can use DOS calls to verify that the EMM driver is installed.

The expanded memory device driver has the unlikely name of "EMMXXXXO." Programs should attempt to open the EMS device driver with the DOS Open Command. If the Open fails, then the expanded memory manager isn't installed. If the Open is successful, the program should do a DOS IOCTL call to ensure that a device was opened, not a file. The program should close the EMS device driver before terminating.

Figure 2 is a subroutine which can be used to test if the expanded memory manager is installed.

This method (the "Open Handle"). It's one of two methods which we can use to detect expanded memory. The second is called the "Interrupt Vector" method.

The Interrupt Vector method works like this - a program looks at the interrupt vector for interrupt 67H, the EMM interrupt. This vector should point to the entry point for the EMM. The program looks only at the segment value of this vector; the offset value is ignored.

The EMM software is a device driver, which is a special type of "COM" file. In particular, the code and data segments are the same. Device drivers always have a "device driver header" at offset 0000H.

The segment value from the interrupt vector can be used to look at the device driver header. At offset 000AH in the device header section of character devices is the device name. The name of the EMM device driver is "EMMXXXXO." If a program can find the string "EMMXXXXO" at this location, it can assume that the EMM is installed.

In my opinion, the Interrupt Vector method is flawed. The assumption that the segment value of int 67H is always the same as the segment where the EMM device driver is loaded isn't valid. It's not true that a device driver must always occupy just one segment. It's possible to write device drivers which use multiple segments.

Therefore, you should view this assumption not as a statement about device drivers in general, but rather as a restriction on EMM drivers. This restriction isn't stated explicitly anywhere in the spec, only implicitly, and subtly, in the description of the interrupt vector detection method.

However, the success of this method isn't guaranteed, even when the EMM observes the "entry segment = device driver header segment" convention.

One of the very few interrupts on the PC not reserved by IBM or by Microsoft is 67H. These non-reserved interrupts seem to be the target of every programmer who wants to do something a little bit tricky. It may be hard to believe, but some of these programs do try to coexist with others. Sometimes they even manage to share interrupts.

A program can intercept interrupt 67H without disrupting EMS. All it has to do is make sure that all calls with a valid EMS function code in AH get passed on to the EMM. At least such a program would work until someone tries to run another program which uses the "Interrupt Vector" detection method. (This isn't true speculation; it happened to someone I know very well.)

The designers of EMS may have anticipated this program. The expanded memory specification flatly states that no programs which use interrupt 67H can be run while EMS is active. However, I suspect they were warning against programs that steal interrupt 67H completely, not programs that try to share it, and the little traps in the "interrupt vector" detection method weren't foreseen.

The EMM specification states that the interrupt vector detection method is for device drivers and interrupts which can't call DOS.

I've experimented with device drivers and found that a device driver can successfully call the DOS open handle function from within the init code of the device driver. It shouldn't be necessary to test for the presence of EMM from anywhere else. Of course, Microsoft put their name on the spec, and Microsoft MUST know something about MS-DOS that I don't.

As for interrupt service routines, there will be trouble if you call DOS from an interrupt which has interrupted a DOS function. However, an interrupt shouldn't have to test for the presence of an EMM. Any questions of whether an EMM is installed should have been answered when the interrupt service routine was installed, long before the interrupt actually occurs.

We are only questioning when a program may use the DOS open handle function to detect whether an EMM is present. EMS is reentrant; DOS isn't. There are no problems with calling the EMM through interrupt 67H from a device driver or from an interrupt.
Expanded Versus Extended

On an 80286, the protected mode bit is a sticky bit; once it’s turned on, it can’t be turned off without resetting the processor. Extended memory can only be accessed in protected mode, and DOS must run in real address mode.

It would seem, then, that once we access extended memory in protected mode on an AT, we can never return to DOS. But IBM has come up with an ingenious method (some say, “stupid method”) to unstick the sticky protected mode bit. While this method is clever, it is also slow - much slower than switch­

memory.

of extended memory are lost on an AT
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Figure 1 — Error codes returned in AH.

AH = 0 No error.
AH = 80H Software failure.
AH = 81H Hardware failure.
AH = 83H Inactive handle specified.
AH = 84H Illegal function code.
AH = 85H No free handles. (Function 43H.)
AH = 86H Handle has saved state. (Function 45H.)

(A handle can’t be deallocated while there’s a saved state associated with that handle.)

AH = 87H Not enough pages. (Function 43H.)
AH = 88H Not enough unallocated pages. (Function 43H.)
AH = 89H Can’t allocate zero pages. (Function 43H.)
AH = 8AH Logical page out of range.
AH = 8BH Physical page out of range.
AH = 8CH Save area full. (Function 47H.)
AH = 8DH Handle already has saved state. (Function 47H.)

(A handle can only have one saved state associated with it at a time.)

AH = 8EH No save state associated with specified handle. (Function 48H.)

(An attempt has been made to restore a page map that was not saved.)

AH = 8FH Illegal subfunction number. (Function 4FH.)

Figure 2 — Test routine to detect functioning expanded memory driver.

EM_NAME DB 'EMMXXXX', 0
FIND_EM:
;Out: NC indicates expanded memory driver installed and functioning.
; BX = EM base segment if EMM installed
; C set if expanded memory can not be used.
PUSH DS
PUSH DX
PUSH AX
MOV AX, CS
MOV DS, AX
MOV DX, OFFSET EM_NAME ; EM driver is installed.
MOV EM, 3DH ; Open handle function code.
MOV AL, 0
INT 21H ; Dos function.
JC FR_00 ; C set if open fails.
MOV BX, AX ; Device handle
MOV AH, 4AH ; IOCTL call
MOV AL, 0 ; Device info subfunction
MOV DX, 0
INT 21H ; Call DOS
JC FR_00 ; Exit, C set if error
TEST DL, 80H ; Is it a device?
STC
JJ FR_00 ; Exit with C set if not device.
MOV AH, 44H ; DOS IOCTL call
MOV AL, 7 ; Output status
INT 21H
JC FR_00 ; Exit, C set if error.
OR AL, AL ; Is it ready?
STC
JJ FR_00 ; Error exit if not.
MOV AH, 3EH ; Close handle
INT 21H
JC FR_00
MOV AH, 41H ; Get EM base address.
INT EM_INT
MOV EM_BASE, BX
FR_00:
POP AX
POP DX
POP DS
RET
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suring that the 80286 was in real-address mode. Some interrupts may be lost during memory disk transfers. This is particularly important with a communication program, since incoming characters are lost.

This VDISK problem came with PC-DOS 3.1, and I don't know whether it's been fixed in later versions. I'm also not sure whether Microsoft's RAMDRIVE program has the same flaw. So you should test for lost characters before mixing a communication program with any extended memory disk.

EMS Emulators

EMS was created for bank switched memory add on boards, but the spec does a good job of hiding the hardware particulars from the software. With a little inventiveness, one can turn just about any storage into EMS.

My first experience with EMS was along these lines. PC Tech's X16 computers have one megabyte of RAM. DOS only uses 640K, so we turned the remainder into EMS memory. The memory above 640K on the X16 can be turned on and off, but it can't be bank-switched as EMS memory usually is.

EMS hides these details from application software. When a program asks the X16 EMM to switch pages, the X16 EMM will shuffle the appropriate bytes around in memory so that the right data appears at the right locations.

Others have done similar things. There is a program on the market that will turn extended memory on an AT into expanded memory. The "bank switching" is accomplished by moving memory between extended memory and conventional memory. There's also a program that will emulate expanded memory on your hard drive. Here, the "bank switching" is a transfer between the hard disk and conventional memory.

There are two things to watch out for when using an EMS emulator.

One obvious difference between a real expanded memory board and these emulator programs is the time it takes to do a page switch. On an expanded memory board, a page switch is accomplished by doing an output to a page register, one CPU instruction. The emulators must move 32K of data, save the old 16K page, then write the new page. This requires at least 8000 CPU instructions.

The question becomes, "How often does the program have to switch pages?"

If page switching is relatively rare, then programs may run even faster on the emulator. I wrote an EMS memory disk driver for the X16 with speed as the primary goal.

This memory disk must be the only program using expanded memory, so there will be no need to save and restore the EMS state on each disk access. The directory and FAT were always kept visible, only one page with data sectors was switched. Since this page is 16K, it holds 32 - 512 byte sectors. Often, the desired sector in a disk transfer was already visible.

The souped-up memory disk program and the expanded memory emulator are fast. There's no visible speed difference between them and a "real" expanded memory board. The EMS emulator may be even faster. With the X16 EMM, the visible memory is 16 bits wide, 8/10 Mz, no wait states. Expanded memory is 8 bits wide and runs at I/O bus speeds.

On the other hand, Microsoft's RAMDRIVE.SYS was written with the assumption that other programs would be using expanded memory. It does a Save Page Map and a Restore Page Map function call on every disk access. Each call requires that the emulator exchange 64K. With an emulator, RAMDRIVE.SYS is slower than a floppy.

A while back I mentioned two differences. The second is very subtle. The expanded memory specification doesn't say you can't have one logical page mapped to two or more physical pages simultaneously. It also doesn't say you can.

An expanded memory board can easily do this strange mapping. This isn't possible with an emulator program. It's very unlikely a program would need to map a logical page to more than one physical page.

Programming Suggestions

Use the open handle method for detecting the expanded memory manager. Don't use the interrupt vector method.

Consider that someone might want to run your program on an EMS emulator. Don't switch pages unnecessarily. And don't try to map one logical page into two different physical pages at the same time.

Deallocate all the expanded memory your program owns before exiting. This isn't as easy as it sounds. What happens if your program exits because the user typed ^C? Or, what if the user types "A" in response to "Abort, Retry, Ignore?"

Are there any other exits in your program? Does your program abort when it detects an error? I know of a related bug in a program written by someone who should know better, Lotus.

Handles are a limited resource. EMM status code 85H (No Free Handles) may be returned by the Allocate Pages function. This implies a limit to the number of EM handles that can be active at any one time. The spec doesn't state how many handles EMM must provide, and it lacks a "free handle count" function call.

The intention of the expanded memory specification is clear - one handle to a program.

Handles were created so EMM could keep track of each program's pages. They weren't intended to be an extension of the logical page number. Programs should anticipate their memory needs and claim that amount of memory in one allocate call. If the initial anticipation of needs was short, then one or two more allocate calls may be acceptable. Programs shouldn't try to do their own memory management by issuing allocate calls whenever memory is needed.

It's unfortunate that EMM doesn't have "Allocate More Pages To Handle" and "Free Some Handle Pages" functions. Programs that try to simulate these functions with the allocate and deallocate functions will run out of handles long before they run out of memory.

Save pages are a limited resource. There can be at most one save page for each handle. The Save Page Map function may return EMM status code 8C (Save Area Full). This implies possible room for fewer saved page maps than handles. EMM doesn't specify a minimum number of saved page maps, and there's no "Get Free Save Space" function.

The Save Page Map function was intended for interrupt service routines and device drivers. It provides a way for these programs to save and restore the EMS state established by other programs. This function is to be used only when the current EMS state isn't known. A program shouldn't use the Save Page Map function to save its own page map. A program should know how it has the EMS pages set up, and be able to reconstruct the page map without the Save/Restore functions.

The folks at Lotus who helped create the expanded memory specification must not be the same people who wrote Symphony. Symphony will call the Allocate function eight times, tying up eight handles. Symphony will do a "Save Page Map" for each of these eight handles,
thus tying up eight save page map
tables.

Symphony never uses the saved page
maps—they just sit until the program is
exited. They're restored just before the
program exits, and the restored maps
are never used.

The EMM status code 8CH (Save
Area Full), which may be returned by
the Save Page Map function, is ignored
by Symphony. Symphony assumes the
save was successful and goes on. This
has no effect until you try to exit Sym-
phony.

Symphony tries to restore the page
map that was never saved. It gets EMM
status 8EH (No Saved State Associated
With Specified Handle). Symphony
won't return to DOS when it sees this
error. The power switch, reset button, or
Control-Alt-Del are the only ways to get
back to DOS.

Future

Despite the existence of more power-
ful microprocessors, the 8088 can't be ig-
ored. The installed base of 8088-based
clones is still very attractive to software
sellers. And EMS eliminates one of the
biggest limitations of these computers,
the 640K DOS memory limit.

EMS will definitely extend the
lifetime of MS-DOS. To some, this is
good news. Others would rather see the
8088 and DOS replaced by a more
powerful CPU and operating system, the
sooner the better.

I believe MS-DOS will remain the
most popular operating system for some
time yet, and EMS will be the preferred
way to write large programs for DOS.

It seems that all you hear from
software publishers is “adding more fea-
tures.” No one talks about streamlining
code these days. Let's hope that more
memory leads to better programs, not
merely larger ones.

___

Writer Guidelines

Articles should be submitted on disk or via Micro C's bulletin
board (503-382-7643, 300/1200/2400, 24 hrs.). We can read
most disk formats except Apple, Rainbows, NorthStar, and
Eagle CP/M, but please mark the format on the disk.

Follow these guidelines:
1) Use standard ASCII format.
2) Leave a blank line between paragraphs.
3) Don't indent paragraphs.
4) Don't right-justify your article. (Leave the right margin
ragged, like this document.)
5) Don't use hyphens except when they're part of a word or
phrase. If you let your word processor add hyphens
automatically, we have to remove them individually.
6) Don't use tabs. Use spaces when you need to indent.
"If It’s So Good, Then Why Don’t They Sell It?"

Tony is well-known around the public domain circles as a champion of shareware. Besides being librarian for the Sacramento PC group, he’s a regular contributor to their newsletter. Here he reviews what he feels are the plums in the burgeoning shareware marketplace.

People who ask the above question really haven’t been paying attention. Shareware authors do sell their programs. Shareware is just commercial software without the customary commercial distribution channels. It’s also called “user-supported software,” since it depends on the voluntary remittances of users for its success.

You’ve heard about “cutting out the middle man?” In the case of shareware, the “middle men” are volunteering their services. The distributors of shareware include satisfied individual users, electronic bulletin board systems, and computer club software libraries.

Shareware was invented by the late Andrew Fluegelman when he began to distribute his now-classic PC-Talk III communications program as “Freeeware.” (“Freeeware” is a registered trademark of Fluegelman’s company, The Headlands Press, so “shareware” came into use as a generic substitute for the term.)

“But Is It Any Good?”

Sure it is. Many of the programs are highly competitive with traditional commercial offerings. Shareware never comes with copy protection schemes that frustrate you, corrupt your hard disks, or treat you as guilty until proven innocent.

We who help to distribute shareware can easily single out several superb programs that are among the best for their particular application. They form a sampler of shareware’s big-time winners. For example...

PC-Write

Bob Wallace was a professional programmer with Microsoft when he got the itch to write a word processor. The result, PC-Write, is one of the shareware classics. Now up to version 2.71, PC-Write is no slouch when it comes to supporting different printers (nearly 400, including lasers), handling two documents simultaneously, checking your spelling, and formatting your text (for example, microspace justification, font changes, and variable line spacing).

Wallace’s new company, Quicksoft, has 20 employees, issues a periodic newsletter, and offers technical support by phone to registered PC-Write users. While it costs $89 to register PC-Write, the user can recover the fee in $25 increments by passing copies of PC-Write to friends.

Quicksoft remits $25 of each registration fee to the original registrant (identified by the serial number on the registration form included in the package). Some of the larger computer clubs (like Capital PC in Maryland and Sacramento PC in California) have waived the commission, so that their members can obtain a fully-registered copy of PC-Write for only $64.

The curious user can order a two-disk trial set from Quicksoft for $16. This fits Quicksoft’s sales pitch: “Use it first, then buy it.” That’s a good definition of shareware.

PC-Write version 2.71
Quicksoft
219 First N. #224
Seattle, WA 98109

PC-File+

Jim Button wrote a simplified database program to use on his Osborne computer, since dBASE II was a lot more than he needed. He shared it with his friends. Some of them liked it and suggested improvements. When Jim started using an IBM PC, he transferred his database program to it and continued to add enhancements.

Fluegelman’s PC-Talk was soaring in popularity and the shareware concept beckoned to Button, who began to distribute PC-File in the same way. Soon Button had established ButtonWare to handle the numerous registration fees, requests for technical assistance, and suggestions for improvements.
PC-File underwent several revisions. The latest is PC-File+, version 1.0 (the successor to what Button called version 4.0 of PC-File III, for those of you who are trying to keep track of what's current).

Speedy, menu-driven, and easy to use, PC-File+ sports help screens, file sorting and searching, report writing, automatic generation of calculated fields, macro capability, mail merge, and label printing. Its ability to read and write standard text files permits exchange of data with many other programs. PC-File+ offers a DOS shell for easy access to operating system commands while in the database.

PC-File has become the centerpiece of a large assortment of programs from ButtonWare. These include PC-Dial for communications, PC-Graph for business graphics, PC-Type+ for word processing, PC-Calc for spreadsheets, PC-Style for evaluating writing style, and PC-Tickle to manage appointment schedules. More information on these programs can be obtained from ButtonWare.

PC-File+ is available from ButtonWare for $69.95 plus $5 shipping and handling. (Washington State residents will need to add 7.9% sales tax.)

PC-File+, version 1.0
ButtonWare, Inc.
P.O. Box 5786
Bellevue, WA 98006
Toll-free: 1-(800)-JBUTTON

ProComm and Q modem
What happened to Andrew Fluegelman’s PC-Talk III? It faded as Fluegelman turned his attention to the Macintosh. His untimely death found PC-Talk 4 still unfinished. Although the release of PC-Talk III’s successor has now been announced, PC-Talk 4 is being distributed through regular channels. It is not Freeware.

Users eager for additional features and more sophisticated communications programs found inexpensive shareware alternatives to the regular commercial packages and PC-Talk III. DataStorm’s ProComm and the Forbin Project’s Qmodem are among the best of these.

Both programs offer large dialing directories, with ample choices for dialing prefixes (for example, alternate long-distance service access numbers like Sprint), plenty of file-transfer protocols (Xmodem, Ymodem, ASCII), support for faster speeds like 2400 bps (even up to 19,200 bps!), and sophisticated script execution capabilities (for unattended operation).

ProComm offers sound effects (which can, mercifully, be turned off) and Qmodem specializes in fancy pop-up windows. ProComm’s file-transfer protocols are accessed via function keys.

Since both programs are so capable, a choice is largely a matter of taste. Users who recoiled from ProComm’s penny-arcade sound effects have chosen Qmodem. (One of ProComm’s authors recently admitted that he hated the noise. The current release of ProComm lets you turn off the sound.) If you need fancy terminal emulation choose ProComm, and if you can’t decide, get both. Together they’ll cost you less than a regular commercial package.

You can obtain a trial copy of ProComm for $10 from DataStorm Technologies; they will send you a disk containing the program and its documentation. For $25 they will record you as a registered user and provide support over their bulletin board system; an additional $10 will get you the disk containing the latest version of ProComm and its on-disk documentation. Those who register at the $50 level obtain a printed, bound manual as well.

ProComm, version 2.4.2
DataStorm Technologies, Inc.
P.O. Box 1471
Columbia, MO 65205
(314) 449-7012
BBS: (314) 449-9401

Qmodem can be obtained for $30 from The Forbin Project.

Qmodem, version 2.3
The Forbin Project
c/o John Friell III
4945 Colfax Avenue South
Minneapolis, MN 55409
(612) 824-1451

Automen

The DOS prompt is not particularly user-friendly. Many software packages have been offered as alternatives. These "DOS shells" insulate users from DOS and make standard operating system functions (such as file copying, deleting, or typing) simple menu choices. The better shells offer features beyond making DOS menu-driven; these include "tagging" files so you can manipulate several files at once, access to applications packages, macro capability, screen editing, and customization.

The clear shareware choice is Automen from Magee Enterprises. Program author Marshall Magee has created a shell that offers single-keystroke selection of applications programs, batch files, or DOS commands, on-screen help and prompts, and dual-monitor support (for all of you with two-headed PCs). It also includes password protection of selected programs for data security, custom menu design, and screen blanking (to protect the monitor(s) when not in use).

Since DOS shells are notorious for running afoul of system idiosyncrasies (as well as adding new ones), Magee bulletproofs Automen by enabling his shell to recognize system errors and set the DOS flag ERRORLEVEL. Since batch files can test ERRORLEVEL and branch on its result, graceful recovery from program problems is possible. While this feature is of greater interest to the power user than to your average computer jockey, it shows Magee’s attention to detail.

A less tangible feature of Automen is Magee’s fervent support of users groups. His advertisements for Automen have appeared in Capital PC’s Monitor, Houston’s HAL-PC newsletter, Boston’s PC Report, New York’s NYPC, Sacramento’s Sacra Blue, and San Francisco’s Blue Notes, among others. His ubiquitous presence is a constant reminder of Automen’s target audience - the workaday computer user - and undoubtedly invites the steady flow of user feedback that causes Automen’s revisions to be faithful reflections of current user needs.

Magee Enterprises experimented with regular commercial distribution of...
Automenu version 4.0, while maintaining an earlier version for the shareware market. Magee recently announced that 4.0 will be released as shareware. Pending completion of the new documentation, Automenu will be available for $50 from Magee Enterprises in a complete, registered version with manual; for $10 you can get a starter kit that includes just a diskette with documentation in a disk file.

Automenu, version 4.0
Magee Enterprises
6577 Peachtree Industrial Boulevard
Norcross, GA 30092-3796
(404) 446-6611
BBS: (404) 446-6650

LIST
With DOS's TYPE command you can view a text file on-screen - provided you're quick enough to tap Ctrl-NumLock whenever you need to freeze the scrolling. And there's no going back. Vernon Buerg's LIST program is the preeminent substitute. Not only does it permit you to scroll up and down through a file, it will send text to your printer, it can search for characters you specify, it will scroll horizontally through long lines, and its "hex dump" feature will handle binary files with aplomb.

LIST's built-in filters will optionally expand tabs, suppress the high-bit (to handle characters in WordStar files, for example), and remove (from display, not the file) control codes and backbone characters. In short, LIST will let you look at any DOS file at all.

The registration fee for LIST is only $15. Buerg also maintains a 24-hour FidoNet bulletin board at (415) 994-2944 where you can find the latest version of LIST. (His FidoNet node is 125/4.)

LIST, version 6.1
Vernon Buerg
456 Lakeshire Drive
Daly City, CA 94015
BBS: (415) 994-2944

PC-Outline
When outlining programs - "thought organizers" - became the rage two years ago, no one should have been surprised to find a shareware product contending for space at the top of the heap. Shareware differs in kind rather than quality from regular commercial software, and PC-Outline is another example of how a shareware choice can often be the best choice.

With extensive word processing features built-in, PC-Outline permits the user to work in either "outline" or "text" mode. The outline mode automatically labels paragraphs depending on their depth in the hierarchy. If the default outline hierarchy doesn't suit you, PC-Outline will remember a customized format for you and use it as the future default.

The commands are accessed through a Lotus-like menu that is invoked by the slash key. Commands are executed by pressing the initial letter of the desired procedure. The user can hide lower levels of the outline to clean up the screen, then recall the suppressed information when he needs to access it.

PC-Outline does windows - up to nine of them at a time. You can have an outline in one window while working in text mode in another window. PC-Outline can save its documents in WordStar format or in the structured format used by ThinkTank or Ready!. The ASCII option permits the user to export outlines and text files to any other program that can deal with standard text files.

The program can be installed in a RAM-resident form, making it available from within any other program at the touch of a "hot" key. So you can use it with your regular word processor.

PC-Outline was written by John Friend and is now distributed by Brown Bag Software. (Brown Bag's version 3.24 of PC-Outline is essentially the same as Friend's original version 1.08.) Brown Bag offers several registration options for PC-Outline.

Level one costs $89.95 and includes the latest version of the program and its manual, a bonus program (Dr. DOS), and toll-free 24-hour phone support. Level two costs $49.95 and provides you with the current manual and 24-hour support via a standard phone line. For $29.95, level three simply registers you as a legitimate user and offers you "pay as you go" phone support via the standard line.

PC-Outline, version 3.24
Brown Bag Software
2155 South Bascom, Suite 114
Campbell, CA 95008
(800) 823-0764
(800) 323-5335 (California)
(408) 559-4545
BBS: (408) 371-7654 (up to 9600 bps)

What's Next for Shareware?
In February, Nelson Ford hosted a shareware convention in Houston. Bob Wallace, Jim Button, Marshall Magee, and most of the other shareware luminaries were in attendance. One outgrowth of this increased cooperation among shareware authors is the new Association of Shareware Professionals. We can expect to see more organized efforts by program authors to ensure that their products are in the software libraries of the major users groups and on the download directories of the most popular bulletin boards.

Nelson Ford and Marshall Magee are key figures in the organization of the association. Ford already runs The Public (Software) Library, which gathers shareware and issues a monthly newsletter for people interested in user-supported software. We can expect his newsletter to be a major forum for discussion of shareware's future and news on actual occurrences. Subscriptions are $12 per year.

The Public (Software) Library
Nelson Ford
P.O. Box 35705
Houston, TX 77235-5705
(713) 721-6104

ANNOUNCING A CALCULATED BREAKTHROUGH IN COMPUTING

If you use a SCIENTIFIC OR FINANCIAL CALCULATOR and a PERSONAL COMPUTER, you need the PC HYPERCALCULATOR.

YOU NEED: A pop-up scientific/financial calculator for the IBM PC integrated with every program you use.
YOU NEED: A programmable calculator with 100 registers, 1000 program steps, and alphanumeric prompts.
YOU NEED: A faithful emulation of the Hewlett-Packard HP-11C and HP-12C that runs 20-40 times faster.
YOU NEED: Only $49.95 plus $3 for shipping (includes free 8087 version and utility programs).

Stop copying from calculator to computer now!
Call toll-free:
(800) 628-2828, ext. 502
Sunderland Software Associates
Post Office Box 7000-84
Redondo Beach, CA 90277
HP-11C, HP-12C and IBM PC are trademarks of Hewlett-Packard Co. and International Business Machines Corp., respectively.
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Get 3MB On Board!

Our McTek286A is the most integrated AT-compatible motherboard to date. It utilizes the highly regarded, low power-consumption, high-performance Chips and Technology chip set, and includes memory upgradeable on board to 5 megabytes. No more worries about speed compatibility with expanded memory cards! Extended and EMS compatible. Two serial ports, one parallel port and a game port are all standard on board. Only two of the eight slots are filled by us—the disk controller and monitor cards. Our complete AT-compatible comes with Award 3.0 bios, 640k memory, 200W power supply, Samsung amber monitor with Hercules-compatible controller (and second parallel port), locking case, AT-style keyboard, 1.2MB hi/low-density floppy-disk drive, 20MB Seagate hard disk, hardware and software speed switches, and turbo and hard disk access indicator LEDs. It comes assembled and fully tested, with a one-year parts & labor warranty. We know you've heard it before, but our supply really is limited—we won't be receiving our second batch for at least two months. Get in on the latest, fastest, most advanced and integrated AT-compatible motherboard on the market, at the lowest price ever offered! $1499!!

We Leave Them In The Dust!

From Byte Magazine, Jan. '87

<table>
<thead>
<tr>
<th>Computer</th>
<th>Norton</th>
<th>SysInfo</th>
</tr>
</thead>
<tbody>
<tr>
<td>IBM PC/AT</td>
<td>7.7</td>
<td></td>
</tr>
<tr>
<td>EPSON EQUIII</td>
<td>7.7</td>
<td></td>
</tr>
<tr>
<td>COMPAQ DESKPRO 286</td>
<td>7.7</td>
<td></td>
</tr>
<tr>
<td>AT&amp;T PC 6300 PLUS (6 MHz Only)</td>
<td>7.2</td>
<td></td>
</tr>
<tr>
<td>TI BUSINESS PRO</td>
<td>5.7</td>
<td></td>
</tr>
<tr>
<td>SPERRY PCAT</td>
<td>8.9</td>
<td></td>
</tr>
<tr>
<td>TANDON PCA-20</td>
<td>7.7</td>
<td></td>
</tr>
<tr>
<td>ZENITH Z-200</td>
<td>6.6</td>
<td></td>
</tr>
<tr>
<td>WYSEEp 286</td>
<td>9.2</td>
<td></td>
</tr>
<tr>
<td>ALR PC 2/286</td>
<td>7.4</td>
<td></td>
</tr>
<tr>
<td>ITT XTRA (O-Wait state)</td>
<td>9.2</td>
<td></td>
</tr>
<tr>
<td>KAMERMAN TCS-7000</td>
<td>7.5</td>
<td></td>
</tr>
<tr>
<td>McTek 286A</td>
<td>11.5</td>
<td></td>
</tr>
<tr>
<td>McTek 286B</td>
<td>11.5</td>
<td></td>
</tr>
</tbody>
</table>

Note: The usage-adjusted Landmark speed test rates the McTek 286A & 286B at an effective rate of 15.2 MHz, and a performance factor of over 8 times the IBM PC/XT.

Add your own monitor and/or hard-disk drive w/controller to our Starter Set:

640k 6&10MHz AT-compatible McTek 286 motherboard with Award 3.0 bios, case, AT-style keyboard, power supply, and 360k floppy disk with controller.

$1499

OR

$849

XT TURBO
4.77/8 MHz COMPLETE $689

XT SUPERTURBO
4.77/10 MHz COMPLETE $739

640k 4.77/8MHz or 4.77/10MHz switchable XT turboboard; 2 360k floppy-disk drives with controller; 1 parallel, 1 serial and 1 game port; AT-style keyboard; clock; FCC-approved slide-case; 8 slots; Hercules-compatible graphics card; amber monitor w/base; assembled and tested; one-year parts & labor warranty.

McTek Systems, Inc. • 2318 4TH Street • Berkeley, CA 94710 • 415-843-0714
If you didn’t catch this column last issue, you might think that shareware is just public domain by another name. As far as shareware authors are concerned it’s not that at all, it’s copyrighted commercial software. The only thing that makes shareware different from other commercial software is the way it’s distributed.

Some shareware authors, notably Bob Wallace of PC-Write and Jim Button of ButtonWare, have been doing quite well in the profit column. Well enough into the six-figure column to make shareware interesting for anyone with the right program and copious amounts of time.

Last issue we heard from the authors of PC Key Draw, Automenu, PC-Outline, and PC-Write. This issue we finish up the PD/Shareware Convention with two discussions. The first lead by Jim Button of ButtonWare, the second lead by Sandy Schuppper of Brown Bag Software.

**ButtonWare**

Jim Button began by saying he’s not pioneering free software. He’s pioneering the distribution of commercial software, a distribution which minimizes start-up costs, maximizes exposure, and maximizes voluntary payment.

“If I wanted to give software away without making any money, I know how to do that already. We’re trying to tread that narrow path between giving things away totally free and offending no one, and maximizing the amount of money a programmer can make and still offend the fewest people.

“I’m not much of a marketing type; I’ve spent the last year of my life in a closet. They shove Twinkies and Coke through the door to me, and that keeps me going. I threw away all the source for PC-File and have been rewriting it. We’ll be announcing that in two to three weeks.

“I get off on tweaking bits, making things run faster and smaller.”

He did a survey of those ordering the package, where did they hear about ButtonWare:

- Friend 38%
- User group 19%
- Magazine (ads & reviews) 16%
- ButtonWare 8%
- PC SIG 6%
- Newspaper 3%
- Dealer 3%
- Bulletin board 2%
- Buyer’s guide 1%
- Other 3%

“I send out 350 press releases every time we have something new. We usually get some response to the releases.”

ButtonWare sales have continued to climb. Each time Jim announces an update, there’s a surge. After the surge, sales remain higher than before. Their version 3 came out over a year ago. Since then they’ve just sent out little promotional pieces while Jim’s been in the closet rewriting the code.

“That was kind of a gamble. I hoped I could keep the revenue coming in while I came out with a new version. We’ve done okay.

“Our peak was $130K in one month. Last year we did about $2,000,000. Most of that for PC-File.”

**Shareware Suggestions**

“It may be that the things that have been successful for Bob and me wouldn’t work for new authors. And, these aren’t hard and fast rules, they’re my thinking on what works and what doesn’t.

“Games don’t work. Games have traditionally been pirated. People who play games grew up with Ataris and Apples and part of the fun was getting other people’s games. Another reason, you don’t feel you’re getting productive use out of it. You just enjoy it for a week or two and then you’re through with it.

“Complexity sells. Part of the reason is that people will pay for support and updates or fixes. Perceived value of a complex program is much higher than that of a utility or other simple program, so people feel that $50 is cheap. If you have a simple utility, my recommendation is to put it into the public domain.”
“General purpose programs work best. Shareware is like building a large snowball and rolling it down the hill. The snowball gets bigger and gains momentum as it goes. If you can’t get the snowball going, then you’re not going to make any money. If your program is too special-purpose, a compiler or something only a techie can use, he won’t have a million friends to share it with and you won’t get the snowball rolling. If you have a program like that, find someone to publish it for you. It won’t work shareware.

“Go for the highest quality. These people eat and breathe their program. They love it as much or more than they love their wife. I didn’t bring my wife along so I can say that.”

(A comment from the audience, “My wife’s license plate is PC Widow.”)

“Everything I think about when I’m sitting in church while the preacher’s trying to interest me in salvation is, what new feature can I put into my product?

“Some of the best ideas occur while sitting on the toilet in the morning.

“Price it right (between $20 and $75). If too low, customers assume the guy doesn’t care. And, it isn’t worth the user’s time to sit down and write the check.

“If you price it too high, they’ll think they can go out and purchase a commercial product with its slick packaging and advertising. And it costs too much to voluntarily pay for it.

“Provide as many incentives as you can think of. Newer versions are a big incentive. The reason new announcements bring in so much revenue is that it smokes out the closet users. With each version that goes out through the user groups, you acquire a whole new cadre of closet users.

“They decide not to send in a payment, but they’re using it productively and getting a lot of use out of it. All of a sudden, alone comes an update and they’re saying, ‘If I’d paid for this I’d have it already, now I have to wait for my club to get it.’ Or they have to go to their friend to get it. ‘He’ll think I’m kind of a piker.’

“Part of the peaks we had in revenue were due to the $20 update fees, but more of it was the brand new orders.

“Don’t use guilt as a shareware tool. My reaction when I read the pitch that says, ‘If you don’t send in your money for this, lightning will strike you dead within two weeks,’ is that he’s daring me. If there’s guilt in there, I feel like it’s a challenge.

“People will respond to pride, and the first versions of PC-Talk proved that. There were no incentives to buying PC-Talk, there were no incentives to buy the first versions of PC-File. But we received thousands of dollars because we said that people who were honest would pay for the programs.

“The reason to add the other incentives is to get the other people for whom honesty is not enough incentive.

“Support your product heavily. You’re going to have to do your own technical support, marketing, sitting on the phone. You start out as the company. I worked eight hours a day at IBM, and I’d come home and try to do it all at night and Saturdays. You’ll spend a lot of time. If you don’t have the time, don’t go shareware.

“Listen to your users. They know more about your product and what will make it sell than you do. I’m like others here. I don’t listen very hard to those who call and say, ‘I would send you money if you did...’ because I’ve learned that they don’t. I listen to those who have sent money. I want to reward those people.

“All the ideas I’ve had in the past three years have come from my users. I would have run out of ideas long ago.

“There’s an optimum upgrade interval, for my product it’s been eight to nine months. If I update more frequently, my users get angry. If I take longer, the revenues start falling off.

“That’s why you need a more complex product. If you can’t upgrade, then you lose this incentive. Pick a product like PC-Write, so you can program for the rest of your life and always have something new that will please people.

“Fortunately the newness of shareware was enough to get us going. If I had to start now, knowing the kind of marketing person I am, I don’t know if I could make it.

“There are several ways to market: send out disks to user groups, send press releases to magazines, call up bulletin boards. I bought subscriptions to the Source and Compuserve. I didn’t upload anything, but I put little commercials on their boards saying, ‘I have a free program if anyone wants it.’

“I don’t know if they allow you to do that anymore.”

(“Nope,” came out of the crowd.)

“User groups have been the backbone of shareware, and for the past year we’ve had a campaign going to identify user groups. We used to require the librarian of each group to register. Now we don’t.

“Now we’re looking for ways to get shareware into the bookstores and other outlets, not as shareware but as regular retail product.

“A year ago we had no retail sales, so I announced a commercial version of ButtonWare with a few extra bells and whistles that I would sell for $150, because I was told that they didn’t want to carry $50 software. And they don’t want it to be shareware, so I made one that wasn’t shareware.

“We now have almost 1,000 dealers (and I don’t go to them; if someone calls in, we know what to do with him). I’ve found that they’re selling the $50 product like hotcakes. Some of them like the $150 product, but many more like the $50 shareware version. And they’ll be just as happy when it’s all shareware. So the new PC-File+ will have everything. It will run five times faster, be twice as easy to use, cost $69.95, and it will be shareware. At that point I won’t have a non-shareware product.

“For PC-file, about one-tenth pay, but I don’t get upset about people who don’t register. That’s part of the price I agreed to pay to use this inexpensive method of advertising. I will eventually catch most of them with an update; and even if they don’t ever pay, they will pass it on. And that’s the best thing you can do for shareware authors.

“My experiment with butchered (continued next page)
documentation was a failure. I had some (people) very unhappy. I think they'll be less unhappy if the manual isn't there at all. I'm thinking about no documentation at all because at 350 pages, it will be too big to fit on a disk, but the program is so easy to use that people won't need the manual. There's on-line context sensitive help.”

Distribution Restrictions
At this point there was a question on ButtonWare's restrictions on distribution.

“The reason for many of the restrictions was early legal problems with a couple of user-supported resellers. There was a company in California (which will remain un-named) which was, for example, making copies of my disk manual and selling their copies of my disk and manual for $30 or $40. My response was that I was going to stop it somehow. And even though I couldn't afford it, I got a lawyer and we put a stop to it.

“I had to find a way of limiting the companies that were doing that sort of thing. That's why I put in the $10 maximum. I never put in restrictions to keep a company with integrity from distributing my software. I hope that people who find my statements restrictive will contact me.”

Question: “File-express is your direct competitor - have you looked at what they're doing?”

“I don't tend to look at the competitor's product. If I do look at a competitor, it's to see if they have something that one of my customers hasn't suggested.”

Brown Bag Software
“Our next speaker is that man you all love to hate, the chairman of Brown Bag Software who's been pirating away all these great shareware programs. I've offered equal time to anyone in the audience who he attacks.” There was a laugh from the group as Nelson Ford sat down and Sandy Schupper took the podium.

“Before I start, let me give you an idea where my head is at. You remember Jim Button's comment about 'no games.' We started off in the business as a game publisher, so that's one of my perspectives, coming from the game industry. Low-priced software with everyone stealing it; distributors ordering huge quantities never intending to pay.

“Our other products include Home Base (a desktop utility), Power Menu (a menuing system), the Brown Bag Utilities (a floppy and hard drive file recovery system), and Goal Seeker (a spreadsheet work-along product).

“We come from a conventional distribution background. We're also well-known for our insertion of Bob Wallace's PC-Write in PC Magazine almost a year ago. We licensed a portion of Bob's code for private labeling. We called it Brown Bag Editor, which we are no longer distributing.

“We put a lock on the program which let the user load the program three times. After the program was loaded and exited three times, you needed to call us, send us money on a credit card, and we gave you a password and sent along a manual. We received a lot of flak for that, and I think that's how shareware got our attention.

“A lot of people questioned why we would put a shareware program that a lot of people could get for free inside a magazine. Obviously we spent quite a lot of money to do that. Well, if you want to get a mule's attention, they say hit him on the head with a 2X4. That situation taught me a lot about the power of shareware and taught me about perception.

“At that time the Brown Bag Editor and the utilities were copy protected. We were really upset when someone broke our copy protection, but we were conventional distribution. We spent a lot of money to advertise. We were spending between $60,000 to $80,000 per month for advertising.

“Anyway, we realized that there was great power in shareware, and Bob Wallace and I had many conversations when I would get really upset about people stealing the software. Bob would say a few words, and I'd start to think how good shareware was.

“So John Friend came along one day with a product that I considered the leading outline processor, PC-Outline. And it was shareware so we thought about it; and I guess, as you say, 'If you can't beat 'em, join 'em.' So we decided to acquire PC-Outline and keep it shareware. And be as enthusiastic about it being shareware as possible.

“Before we were even willing to mention the word shareware, we were looking for new avenues of distribution. We wanted to find a way to get software into the hands of as many people as we possibly could, as quickly as possible. PC Magazine did that, and shareware did it even more.

“So now we are very much into shareware. We're supporting all the customers John had, providing toll-free support 12 hours a day. We see strong sales for PC-Outline, rivaling all our other products which are not shareware. It also encouraged us to bring out a shareware version of Home Base, I suppose you'd call it a crippled version of Home Base. And we are considering a full version, an earlier version than the one we're now shipping, as shareware.

“I'm firmly behind it and will do anything I can to help the cause.”

He went on to cover some of the issues facing shareware authors. One is the definition of freeware, shareware, crippleware, and beware. Also, he felt that initial screens should come up with the same wording.

Very few people who are using a copy know if their copy has been paid for. Perhaps they work for Ford or the Army, and their organization has bought a license to use the software. Maybe not. If not, he says it's a major problem.

From the consumer's side this is ideal, they can try the software for free.

“Of course there are disk distributors who advertise that they are the 'Robin Hood' of the software industry. You know, rob from the rich and give to the poor.

“In their catalogs, you'd think they'd say why they can sell you a disk of software for $5. They should say, 'These are shareware programs, and if you like them the author expects you to pay for them.' But no, it doesn't say that. It says $5 a disk. How can we do it? We make it up in volume.

“If you're an average consumer and you get this, you'll say, 'WOW! Here's PC-Write,' in my opinion a leading shareware product. The catalog gives it four stars and a cup, but nowhere does it say that if you like this program you get to pay for it. The manual costs money, the program costs money. I think that's a real, real problem.

“Just down the hall in Room 108, there's an organization handing out a paper saying they have public domain software, and lo and behold PC-Outline is here. PC-Outline never has been public domain. And some guy is going to go in there, pay his $5, and think he owns PC-Outline. He's wrong.

“I'm emotional about this because, (1) I'm in this to make money, and (2) I think this can hurt shareware.

“Does any author have any numbers about how many disks these guys sell
versus the number of registrations that authors get?”

(No answers.)

At the end a member of the audience commented that every piece of shareware should contain a restriction stating that no one could sell copies. That way, copiers wouldn’t be making money off the programmer’s labor.

Bob Wallace (PC-Write), also in the audience, joined in. Wallace: “I would never agree to that.”

“But everyone’s making money off the copies. They should at least be providing money back into a fund for the authors.”

Wallace: “I totally disagree, completely disagree.”

“One of the other things that scares me, I was on Genie and someone posted a message saying that Copyright means nothing because anyone can download the program free.”

Wallace: “We get five to ten calls every day for help, and the people are really disappointed when we tell them that they really didn’t purchase the copy when they got it from a copying service. And they are very irritated at us.”

“Do you think the disk copiers are bad for the shareware industry?”

Wallace: “Well, that’s a real loaded question. I think that perhaps some people think that three registrations a day are better than nothing. I don’t think they are hurting the industry per se. I think that it’s misleading to have a book like this and not say at the beginning why the software is $5 per disk.”

Then a shareware purchaser added that he was irritated that he had sent $49 to register his copy of PC-Outline as requested in the program, and had received along with the manual a bill for Brown Bag for an additional $40.

Afterthoughts

Shareware is a new industry that’s searching for credibility. But even without, it’s been very lucrative for the few who have learned how to effectively work in its environment.

For each person reaping six-figures, however, I’ve talked to dozens whose games, tutorials, or utilities are generating one or two checks a week. Many of these lesser lights are still working the “eight-to-five,” but most are hopeful that the next revision will work the magic.

However, many more are burned out - tired of the long hours answering phone calls and letters and bummed that the thousands of copies they know are being used generate such pitiful returns. Getting into shareware is easy, a single upload. Getting out is another story.
You'll discover lots of pleasant little things if you hang around the PC long enough. Here, Russ turns the game port into a four-channel A/D converter. Certainly a very inexpensive way to monitor just about anything.

For some time now, I've been interested in interfacing computers to the real world (whatever that is). I previously worked with robotic arms and speech recognition systems to build a voice-activated computer/robotic work station for the IBM PC.

Recently, I've been considering how best to sense such things as light level, temperature, sound level, etc., with my PC. One of my objectives has been to use my PC for a home security system, and I didn't want to lay out hundreds of dollars for special electronics boards.

Additionally, at work, my project team has been working on a physiologic data acquisition and telemetry system for use in NASA's Space Shuttle. You may wonder what possible connection these two items could have.

It turns out that we were experiencing some delays in getting a data acquisition system for our lab's PC. We needed to monitor blood pressure and ECG transducers. And we needed to do it right away.

One night, staving over my hot PC at home, I realized that the kind of system I was considering for home security could be used to acquire biomedical data at work. The resulting data acquisition, display, and storage system for the IBM PC, that I call PC-DADS, is the subject of this article.

To use PC-DADS, your PC/XT system will need a game (joystick) port. The system can acquire up to four channels of data at a resolution of between seven and eight bits per channel.

The maximum data acquisition rate depends on your software. The rate ranges from about 30 samples per second for each channel (in a four-channel system running under interpreted BASIC) to 200 samples per second per channel (when the BASIC is compiled and linked with assembly modules).

The acquisition rates quoted are for my plain vanilla dual floppy 512K IBM PC running at 4.77 MHZ. See the discussion in the section on PC-DADS performance for more information.

The input voltage range for each channel is switch selectable to either 0 to 9 volts (with a primary seven-bit range of 0 to 2 volts), or -1 to +8 volts (with a primary seven-bit range of -1 to +1 volt).

The total parts cost for a four-channel system is under $15. You can purchase a game port board for about $25. If you have an AST Six-Pack Plus or equivalent (as I have), you can add the chips, jumper, and cable to install the game port for about $5. So you can have this system operational for less than $40, even if you don't already have a game port. (Editor's note: Russ called and said he would be glad to make parts kits available for cost ($15) plus $2 postage. Contact him at his home address, listed above.)

PC-DADS Hardware

The IBM PC joystick port, called the Game Control Adapter by IBM, is easy to transform into a simple data acquisition system. Four of the inputs on the port are usually used for joystick inputs (one for the x-axis and one for the y-axis on each of two joysticks). There are also four switch inputs used for the two fire buttons on each joystick.

A technical description of the joystick port appears in the PC and XT Tech Reference manuals. I warn you, however, that each edition of the tech manual differs a bit in its treatment of this port. I collected three or four manuals before I had the complete picture.

Also, I found a reasonably comprehensive review of the use of the joystick port to make measurements in an article by Michael Covington in the May, 1985, issue of PC Tech Journal. If you want to learn more about the basics of the port's operation and use, I suggest that you refer to Covington's article. (And check out PC Tech's reference manual.)

Each joystick consists of two 100K-ohm potentiometers at right angles to each other. The joystick position is sensed by measuring the resistance of each potentiometer. Because of the method used by the PC to measure the resistance, values of up to about 250K ohms can be measured by the joystick port.

The hardware circuit used in PC-DADS appears in Figure 1. The circuit in Figure 1 depicts one of the four identical circuits required for four channels. If you don't need four channels, you can build fewer than four circuits. That cuts the parts cost but you will have to modify the software. Oh well.

The circuit is an adaptation of a PC Oscilloscope circuit presented in Covington's article. My PC-DADS circuit uses a 12-volt supply for the quad operational amplifiers, rather than Covington's 9 volts.

I used 12 volts for three reasons. First, the circuit accepts wider range of input voltages. Second, 12 volts is available from the PC's supply. Third, a 12-volt supply makes it easier to implement the two-range feature (i.e., allowing one of the primary seven-bit input ranges to be -1 to +1 volt).

Resistors R4 and R5 should be...
matched as closely as possible. The values of resistors R3, R6, R7, and R8 determine the range and zero-input reading of the device. The output of the device read directly from BASIC as STICK(n) (where n is the channel number 0-3) should be approximately 200-225 for an input of 0 volts (on the 0-9 volt range). From 18.5-20K should be about right for R3.

PC-DADS Software

Figure 2 contains the interpreted BASIC source. It should be run under BASICA or equivalent on DOS 2.1 or later. This code supports four channels and a RAM disk (defined as drive C:). Drive C: is the data repository.

If your RAM disk is other than C, you'll need to change lines 100, 101, 140, 640, 730, 840, 900, 930, 960 and 1030. If your drive C: is a hard drive, see the modifications at the end of Figure 2. The PC-DADS2C.BAS source and assembler routine (for high-speed data acquisition) is on the Micro C bulletin board (503) 382-7643. I compiled PC-DADS2C.BAS using QuickBASIC version 2.0, and assembled SDQ.ASM with Microsoft's MASM version 2.0. I then linked them with the QuickBASIC linker, including Microsoft's PREFIX.OBJ.

At startup, both versions will ask you to connect the first calibration voltage. Whatever the voltage, it should be connected to all inputs. I suggest that 0 volts be used for the first voltage (ground the inputs). The second calibration voltage, again connected to all inputs, can be something like 3 or 4 volts. Use a digital voltmeter, if possible, to measure the calibration voltages(s). Accuracy is important.

Once the program knows the calibration voltages, it computes offset and gain for each channel. These factors, along with a variable indicating whether it's in single or multiple trace mode and whether data is to be saved to diskette, are then passed to the assembly language routine.

After all this, you get the main menu. It gives you four choices. The first choice is to operate PC-

(continued next page)
DADS as a four-channel data display system, displaying one screen of data at a time. The screen of data can be examined at leisure, and even dumped to a printer providing that GRAPHICS.COM or equivalent has been loaded by the operating system. You can grab another screen of data by pressing any key (except escape). Escape takes you back to the main menu.

The second choice is like the first except the screen is continuously updated. This mode most nearly emulates the performance of a four-channel oscilloscope. It's very useful for hands-free operation during circuit analysis.

The third choice allows a data set to be taken on each channel, and simultaneously displayed on the screen and written to ramdisk. The software is set so that 600 data points (for each channel) are taken per data set. This provides exactly one screen full of data. It is an arbitrary number, and can be changed by modifying the assembler routine.

The fourth choice displays data sets, and simultaneously records them to ramdisk, continuously. Look out, this one eats up ramdisk space at a rate of about 1.5K per second. As above, datasets consist of 600 points per channel. The user is asked to press any key to begin taking the first data set. From then on the process is automatic and inexorable.

Data is taken and displayed (Main Menu options 1 and 2), or taken, displayed, and written to ramdisk (options 3 and 4) as fast as the software allows. This data taking rate can easily be slowed down by adding delays to the routines. I'll talk about the data rates shortly.

PC-DADS Performance

Let's look at two aspects of performance. The first is resolution and dynamic range. The second focuses on sampling rates and the effects on sampling rates of compiled BASIC versus assembler.

The circuit has been designed to be "usable" from 0 to about 9 volts input. The word usable is in quotes above because, by the time you get to 8 or 9 volts, the resolution is only 0.4 or 0.45 volt (about 5%). As a contrast, at around .5 to 1 volt input, the resolution is approximately 10 millivolts (about 1%).

So it follows that the circuit provides maximum resolution at low input voltages. In fact, a full seven bits of resolution is available for inputs ranging from
Output counts vs input voltages.

<table>
<thead>
<tr>
<th>Input Voltage (volts)</th>
<th>Output Counts</th>
<th>0 to 2V</th>
</tr>
</thead>
<tbody>
<tr>
<td>-1.0</td>
<td>222</td>
<td>n/a</td>
</tr>
<tr>
<td>0.0</td>
<td>120</td>
<td>210</td>
</tr>
<tr>
<td>1.0</td>
<td>84</td>
<td>115</td>
</tr>
<tr>
<td>2.0</td>
<td>64</td>
<td>79</td>
</tr>
<tr>
<td>3.0</td>
<td>52</td>
<td>61</td>
</tr>
<tr>
<td>4.0</td>
<td>44</td>
<td>49</td>
</tr>
<tr>
<td>5.0</td>
<td>38</td>
<td>42</td>
</tr>
</tbody>
</table>

(2) A compiled version (EXE file) of the source code, compiled using Microsoft QuickBASIC version 2.0.

The maximum sampling rate (for the four-channel system above) achievable using the source code and interpreter, was about 32 samples per second for each channel. The maximum rate using the same code compiled with the QuickBASIC Compiler was about 40 samples per second.

Talk about disappointed! Maybe I was naive, but I sure expected a better improvement in speed with compiled code. (I also compiled with IBM's version 2.0 BASIC compiler with the same disappointing results.)

At this point, I'd like to state that I consider programming in assembler just slightly more fun than a root canal. I did not, however, see any way around writing an assembler routine if I was going to acquire 100 samples per second - the absolute minimum to look at ECG signals.

So I did. And it worked.

The sampling rates in both the display only and the display and save modes are about 200 samples per second for each channel when using the routine written in assembler. Saving to ramdisk seems to reduce the rate by only about 5%. (I used my trusty stopwatch to time these things, so all measurements are approximate.)

Final Notes

If you're using interpreted BASIC, you must call STICK(0) to get any data no matter how many channels you're using. The values for STICK(n), n=0 to 3, are all obtained with the STICK(0) request in interpreted BASIC, and any subsequent request will only obtain the value received with the most recent STICK(0) call.

One other interesting note relates to the factor of 0.72 in line 302 of the "master" BASIC program, PCDADS2C.BAS. When I first compiled, assembled, and linked the composite program that consists of BASIC and assembler parts, the calibration appeared to be off (you guessed it, by a factor of 0.72). The interpreted BASIC routine gave me the right answer, but not a compiled-assembled-linked version.

For some reason you get a different reading depending on whether you use interpreted or compiled code to read the port. (They were wrong even when I emulated the interpreted BASIC with my assembly code). It was a darn sight easier to put in a correction factor than perform major surgery on the assembler routine (remember the root canal).

If you would like more information on the game port, I suggest that you refer to Peter Norton's Programmer's Guide to the IBM PC, and to a book by Lewis Eggebrech entitled, Interfacing to the IBM Personal Computer.
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C CODE FOR THE PC
source code, of course

C Source Code
FSP (screen manager) .............................................. $400
GraphiC 4.0 (high-resolution, DISSPLA-style scientific plots in color & hardcopy) $275
Vitamin C (MacWindows) ........................................... $200
Essential C Utility Library (400 useful C functions) ...................... $160
Essential Communications Library (C functions for RS-232-based communication systems) $160
Panache C Program Generator (screen-based database management programs) ....... $150
B-Tree Library & ISAM Driver (file system utilities by Softfocus) .......... $100
The Profiler (program execution profile tool) ................................ $100
QC88 C compiler (ASM output, small model, no longs, floats or bit fields, 80+ function library) $90
CBTree (B+tree ISAM driver, multiple variable-length keys) ................ $80
ME (programmer’s editor with C-like macro language by Magma Software) ... $75
Wendin PCNX Operating System Shell .................................. $75
Wendin PCVMS Operating System Shell .................................. $75
Wendin Operating System Construction Kit ................................ $75
Entelekon C Function Library (screen, graphics, keyboard, string, printer, etc.) $70
Entelekon Power Windows (menus, overlays, messages, alarms, file handling, etc.) $70
E2.ASM (assembly language macros bridging C and MASM) ...................... $60
Make (macros, all languages, built-in rules) ................................ $50
Vector-to-Raster Conversion (stroke letters & Tektronix 4010 codes to bitmaps) $50
Coder’s Prolog (inference engine for use with C programs) .................. $45
PC/MPX (light-weight process manager; includes preemption and cooroutine packages) $45
Biggerstaff’s System Tools (multi-tasking window manager kit) .............. $40
TELE Kernel (Ken Berry’s multi-tasking kernel) ................................ $30
TELE Windows (Ken Berry’s window package) ................................ $30
Clisp (Lisp interpreter with extensive internals documentation) ............... $30
Translate Rules to C (YACC-like function generator for rule-based systems) $30
6-Pack of Editors (six public domain editors for use, study & hacking) .... $30
ICON (string and list processing language, Version 6 and update) ......... $25
LEX (lexical analyzer generator) ...................................... $25
Bison & PREP (YACC workalike parser generator & attribute grammar preprocessor) $25
C Compiler Torture Test (checks a C compiler against K & R) ............... $20
PKG (task-to-task protocol package) .................................. $20
A68 (68000 cross-assembler) ......................................... $20
Small-C (C subset compiler for 8080 and 8088) ................................ $20
tiny-c (C subset interpreter including the tiny-c shell) ......................... $20
XLisp 1.5a (Lisp interpreter including tiny-Prolog in Lisp) ...................... $20
List-Pac (C functions for lists, stacks, and queues) .......................... $20
XLT Macro Processor (general purpose text translator) ........................ $15
C Tools (exception macros, wc, pp, roff, grep, printf, hash, declare, banner, Pascal-to-C) .... $15

Data
Webster’s Second Dictionary (234,932 words) ................................ $60
U. S. Atlas (29,000 cities with display program) ................................ $40
KST Fonts (13,200 characters in 139 mixed fonts: specify TeX or bitmap format) $30
The World Digitized (100,000 longitude/latitude points with display program source code) $30
NBS Hershey Fonts (1,377 stroke characters in 14 fonts) .................... $15
U. S. Map (15,701 points) .............................................. $15

The Austin Code Works
11100 Lea/wood Lane
Austin, Texas 78750-9409
(512) 238-0785

Free shipping on prepaid orders

MasterCard/VISA
IBM/PC COMPATIBLES

Mainboard, 8 Slot, Case, Power Supply ................................ $225
To make this a complete system, add
- A) Memory
- B) Floppy Controller
- C) Drive (D) Keyboard (E) Video Card
- F) Video Monitor
- G) Multifunction Card

A) MEMORY
256K 150 NS ................................ $19
512K 150 NS ................................ $38
640K 150 NS ................................ $54
B) FLOPPY DISK CONTROLLER
Card for 2 Floppy Drives ................................ $36
Card for 4 Floppy Drives ................................ $42
C) 5¼" FLOPPY DISK DRIVES
Mitsubishi M4853 DSDD 80 Tr. ................................ $119
Fujitsu M2551A DSDD 40 Tr. ................................ $99
Shugart 475 DS Quad 1.2MB ................................ $159
D) KEYBOARDS
Cherry Keyboard (no case) ................................ $38
XT Style Keyboard ........................................ $47
AT Style Keyboard .......................................... $69
E) VIDEO CARDS
Tomcat with Parallel and Lightpen Port ...................... $43
Herocules compatible Video Board 75 ....................... $275
Color Graphics Adapter ....................................... $99
Enhanced Graphics Adptr-(EGA) ............................ $275
F) VIDEO MONITORS
Roland MB-122G, 12" (no case) ............................. $39
New flat screen Samsungs! ................................ $275
Samsung SM-125FG, 12" Grn ................................ $96
Samsung SM-135FA, 12" Ambr .............................. $96
G) MULTI FUNCTION CARD
Parallel & Serial Port, Game Port Floppy Controller, Clock & Cal. ........................ $96
EGA PACKAGE DEAL
Package consists of Intergraph + 4 EGA Card and the Autoseeke 2000 EGA Monitor by Int'l Graphics. No software patches necessary. 1 yr. guar. ................................ $795

POWER SUPPLIES
Elgar 400W Unint. Power Sup. ................................ $126.00
5V/1A, -5V/2A, 12V/1A, -12V/2A, -24V/0.5A .................. $15.00
24V/2.2A ..................................................... $8.00

SWITCHERS
5V/5.5A, 12V/3.8A, -12V/8A ................................ $39.00
5V/3A, 12V/2A, -12V/4 ................................... $19.50
5V/6A, 12V/2A, -12V/1 .................................... $29.00
5V/6A, 24V/1.1A, 12V/6A, -12V/6 ................................ $29.00
5V/10A ....................................................... $19.00
5V/20A ....................................................... $24.00
5V/30A ....................................................... $39.00
5V/75A, 12V/8A, 24V/5A .................................. $55.00

MISCELLANEOUS
Headset/Boom Microphone ................................ $3.95
Z80 Controller Card w/8-bit ................................ $28.00
A to D Converter ........................................... $15.95
Nicad Pack 12V/5AH ........................................ $6.50
Joystick 4 Switches 1" Knob ................................. $5.50

SYSTEM EXAMPLE #1
For the Hacker (Cheap)
Mainboard, Case, Power Supply ................................ $225
256K Memory 150 NS ....................................... $19
Floppy Controller (2 Drives) ................................. $36
Floppy Drive ½ Ht DSDD .................................... $99
Keyboard Cherry (no case) ................................... $38
Video Board with Parallel and Lightpen Port .................. $43
Roland MB-122G, 12" Green Monitor (no case) ............ $39

SYSTEM EXAMPLE #2
FCC Approved (Not Cheap)
Mainboard, Case, Power Supply ................................ $225
640K Memory 150 NS ....................................... $54
Mult I/O, Parallel, Serial, Floppy, Clock/Cal. .............. $96
2 DSDD Floppy Drives (minimum) .......................... $198
EGA Package ................................................. $795
AT Style Keyboard ........................................... $69

Oh, you wanted a turbo board ................................. $40
and a 20M Hard Drive & Controller ......................... $410

just $1887

HARD DRIVE DISKS
10M Seagate 212 ........................................... $200
10M Rodin R0-252, R0352 .................................. $230
20M Miniscribe ............................................. $385
20M ST-225 .................................................. $385
20M Tandon TM252 .......................................... $350
20M Tulin (Oki) ............................................ $345
20M Half Height with Controller ......................... $410
32M Half Height with Controller ........................ $667
40M Quantum Q540 (Factory Rebuilt) .................... $665
60M with Controller .......................................... $1150
70M Vertex V170 ........................................... $856

HARD DISK CONTROLLERS
WD-1002-WX2 with Cable ................................ $125
Omni-5510 .................................................... $105
Adaptec 2070A (Get 15M on 10M Drive) .................. $129
Konan KXP230 (Get 15M on 10M Drive) .................. $145
Konan KXP2302 (Get double the density) ................ $164

TEST EQUIPMENT
Oscilloscopes
Phillips 3260E 120 MHz Dual ................................ $975
TEK 7403N/7A18/7B50A 60 MHz ........................ $750

Analyzers
Nicolet 500A 1 Hz-100 KHz ................................ $1800

Base Book of Business Applications by Michael J. Clifford
Reg. $19.95 NOW ONLY $3.95

Cpu & Support Chips
MC68000-8 CPU ........................................... $10.00
Z80 CPU ..................................................... $7.50
Z8A0 CPU ................................................... $1.50
Z80 CTC ..................................................... $1.50
Z8A0 P10 ..................................................... $2.00
Z8A0 SIO ..................................................... $5.00
8088 .......................................................... $6.50
8089-3 ........................................................ $6.50
8089A ......................................................... $2.50
4164-15 ....................................................... $0.90
4164-12 ....................................................... $1.00
1973 .......................................................... $6.00
1979 .......................................................... $7.00
ICL7107 LCD Driver ........................................ $7.00
ICL7140-14 Bit A/D ....................................... $7.50
VC5324 Switching Regulators .................... $5.00
1458 Dual Op-AMP ....................................... $0.70
LM2877P 4W Stereo Amp Dual ......................... $2.50
MB81464-15 ................................................ $2.75
2716 .......................................................... $3.00
2732 .......................................................... $3.25
2764 .......................................................... $3.50
27C128-1 ....................................................... $9.00
74HC00 ....................................................... $0.38
74LS125 ....................................................... $0.30
74LS373 ....................................................... $0.50
74LS174 ....................................................... $0.30

HOURS: Mon. - Fri. 9 -6 — Sat. 10-4
MINIMUM ORDER — $15.00
TERMS: VISA, MasterCard, Certified Checks, Money Order, NO COD. Visa and MasterCard add 3%. Personal checks must clear BEFORE we ship. Include shipping charges. California residents add 6% Sales Tax. For more information please write (or call).
Rearranging SORT

Laine modifies SORT (for all Turkish sorts) and starts linking ASM files into Logitech's Modulti-2. But, of course, all that has to wait while he describes the muted pleasures of Istanbul.

Charming as it is (and always will be no matter what happens), Istanbul must be one of the noisiest places in the world. And as if the normal, unavoidable sound of screeching tires and boat horns wasn't enough, Istanbulusse seem to have a passion for making as much extra noise as possible.

Witness little Ömer with the 10 liter olive oil can and the stick, banging away in rhythm with some unknown prehistoric chant only ancient insects would understand or figure out. And Mehmet with his new second hand Murat (Turk Fiat) parked out at the curb, rapping the engine up until you're sure it's going to explode; just making sure his friends know he has a car.

And Osman, the service station attendant, who at 6 a.m. is sure that the only way his customers will hear him is if he shouts at the top of his lungs. And just when you thought you could get some sleep, Ergun the policeman comes out on the night beat, blowing his giant whistle to make sure that all those potential criminals know they are being searched out (and that they know exactly where the searcher is).

The poet Orhan Veli knew way back in 1949 what I know today: Istanbul is a city of sounds (and smells, too, especially in summer, but I won't belabor you with those right now). His Istanbul and my Istanbul are somehow related, but I wonder if he would believe the incredible din now if he hadn't drunk too much raki and stumbled into a hole to break his neck so many years ago.

Istanbul was last week. Now I'm back to the grind, and I will be for at least another week. Then maybe, if I'm lucky, I'll get to go south for a few days and bake on the beaches. (That was week before last, down in Bodrum, the biggest little Greek-looking town in Turkey).

X-16s

For now I've got my hands full worrying about 82 newly-arrived X16 motherboards. The biggest worry is where I'm going to put them, since the cabinets, power supplies, 3.5 inch disk drives, etc., that go with them are coming from Hong Kong. And I just learned that they were sent by boat!

Not only that, I've got to spend some time learning how to write device drivers for Microsoft Windows, using SYMDEB as a manual (i.e., I'm reverse engineering). It seems that when I load Windows (to run my new PageMaker program), it puts in its own keyboard driver which replaces my beautifully crafted multi-layout Turkish keyboard driver.

PageMaker can't display all of the Turkish characters, so I guess I shouldn't care too much. For the moment. But just wait until I talk them out of a font editor program for their font files (or information on how to write my own). The multi-lingual problems just never seem to stop.

Speaking of Multilingual

I ran across an interesting problem in my work at the Redhouse Press in Istanbul last week. Actually I had run across the problem before, but never got around to looking into it until last week. (I have become an expert at procrastination since I came to Turkey. When in Rome...)

The people at Redhouse wanted to make indexes and other lists for several books they are publishing. I recommended that they just type in the text, then sort it with the SORT program included with MS-DOS.

SORT worked just fine for this purpose, except that it did weird things with Turkish characters. For instance, Ç and ğ were treated as equal by SORT, but in Turkish Ç always comes before ğ. Other letters not originally present in the IBM character set were just shoved out to the end of the list.

This was not acceptable, but I didn't really feel like writing my own sort program to solve the problem. I started thinking about it, though, and realized that if SORT is able to treat Ç the
same as C, it MUST have a sort order table somewhere.

Modifying SORT for Turkish

After first telling the people at the office that it would be completely impossible to fix (I love surprises), I renamed SORT.EXE to SORT.BIN, and loaded it up with SYMDEB. Sure enough, starting at address 592 (hex, for those of you who don’t yet speak my language) was a table that mostly followed the ASCII order, with upper case letters in place of lower case, and normal characters in place of characters like Ç, Ü, and the other members of the IBM extended character set.

Knowing that the table existed, I just made a list of the complete Turkish alphabet, assigned each one a number, and placed the proper number at each character’s position in the table. Then I wrote the file back out to disk. I didn’t even change the checksum in bytes 12-13 and it worked! Now all their sorting is even change the checksum in bytes 12-13 and normal characters in place of characters like ç, ü, and the other members of the IBM extended character set.

Also notice the use of MASM’s EIPORT directive to allow easy addressing of data on the stack as well as the static data.

Of course, the usefulness of EXE2LNK can really be seen when a piece of code needs to be optimized for speed. It can also be useful if you want to trim down the size of your library; first write everything in Modula, then go back later and write assembly language modules that fit the specifications of the DEF files.

But then, I’m sure most of you are convinced of the usefulness of being able to mix assembly language and Modula modules. And those of you who aren’t won’t allow yourselves to be convinced by me anyway. So why don’t we talk about a few details of EXE2LNK.

Example

Figure 1 is a DEF file for a simple example that I more or less lifted straight from the manual. It defines two procedures for export - one of them a function with a single value parameter, the other a normal procedure having two parameters; one a value, and the other a variable parameter. count1 and count2 are examples of exported static data.

Figure 2 is the ASM file to go with the DEF. It contains the required header as described above, as well as the code for the two procedures declared in the DEF file, and an initialization procedure. Both procedures do basically the same thing; they return a value from a given position in a table of numbers. Proc1 returns the number as a function result. Proc2 returns it in a variable parameter.

I was going to write my own examples for this review, but the example provided encapsulated so many variations in such a small space that I was hard-pressed to come up with something better. Here we have, in one simple little bit of code, examples of passing by value, passing by reference, returning as function result, and use of static data. Also notice the use of MASM’s STRUC directive to allow easy addressing of data on the stack as well as the static data.

In order to create a working module, you just have to execute the following commands:

M2C EXAMPLE.DEF
MASM EXAMPLE;
LINK EXAMPLE;
EXE2LNK EXAMPLE

I learned nearly everything I needed to know about writing assembly language modules just from this one example.

(continued next page)

Figure 1 — DEF file for EXE2LNK example.

DEFINITION MODULE Example;

EXPORT QUALIFIED count1, count2, Proc1, Proc2;

VAR
  count1 : CARDINAL;
  count2 : CARDINAL;

PROCEDURE Proc1 (index : CARDINAL) : CARDINAL;
PROCEDURE Proc2 (index : CARDINAL; var value : CARDINAL);
END Example.
ample. Which brings me to the next subject: documentation.

The Manual
The manual is just nine pages long, which may seem inadequate. Operation is so simple, though, that nothing more is really needed. I understood everything I needed to understand from the list of rules, instructions for running, and the example module.

There are a few details that could have been included (and that I'm still not sure about). For instance, is it possible to declare and use more data space than the space required by the EXPORTed variables declared in the DEF file? I think it should be, but I haven't had time to experiment yet. Also, they didn't mention how to call one of the EXPORTed procedures from one of the other EXPORTed procedures. (But I know how! Declare a dummy NEAR label, push CS register, and call dummy label. See Figure 3).

Otherwise, I was immensely pleased with the manual. It's small enough that I can slip it in the back cover of my Logitech manual, and I don't have to go digging through mounds and mounds of paper to find something. On the other hand, it has everything I need to know to run the program.

Problems
As with any program, there is a rough edge or two that could stand polishing.

For starters, EXE2LNK doesn't know anything about the environment variables used by Modula to tell where DEF and SYM files are located (M2DEF and M2SYM). That means you have to move the SYM file (created by compiling the DEF file with the Modula compiler) into the same directory as your ASM and EXE files. It would be much more organized if the SYM and DEF files could be put into their own directories with the rest of my SYM and DEF files instead of cluttering up my ASM directory.

Another problem is that, although you can EXPORT procedures and data from your assembly modules, EXE2LNK doesn't know how to IMPORT. This is probably a bit much to ask, but I have this vision of slowly converting entire programs from Modula into optimized assembly language, leaving the Modula source as documentation.

And it isn't clairvoyant! No ice-maker attachment either! Can you believe it? When are these guys gonna learn???
The Envelope Please

Even with its two (three?) small problems, I think that EXE2LNK is one of the most useful additions to Logitech Modula that I have. Of course, I don't have Logitech's runtime debugger to try out yet, so maybe I don't have a fully-qualified opinion. Whatever the rating in relation to other programs, I recommend EXE2LNK to anyone who is as much of an assembly and Modula freak as I am.

Price is 550 DK, which was around $82 or so last time I looked. That's a bit expensive, but if you program for a living, it will likely pay for itself.

Blomsoft
Postbox 37
DK - 2760 Maalov
DENMARK

Coming Up Next

I know I keep promising it and I never deliver, but I swear this time that I'll be ready for issue #38. Time for my long-awaited treatise on the Great Desert Whale of Southern Africa. You have my word on it. And by the way, I think I can also make you a great deal on some Morrow Designs stock.

XT CLONE SYSTEMS
(One YEAR guarantee on system)

Turbo Mother Board 4.77 and 8 MHz.
640 K Ram installed on board
Serial, Parallel, Game Ports
Clock/Calendar AT Style Keyboard
Color Video Board (CGA) Monochrome Opt
150 Watt Power Supply Flip Top Case

ABOVE WITH 2 FLOPPY DISK DRIVES $699.00
WITH 1 FLOPPY AND 20 MEG $950.00
WITH 2 FLOPPY AND 20 MEG $1000.00

Assembled and Tested for 24 Hours

20 MEG HARD DRIVE WITH CONTROLLER LAPINE LT200 $310.00

AT TURBO SYSTEM
AT COMPATIBLE MOTHER BOARD WITH BIOS
6 MEG AND 10 MEG SWITCHABLE SPEED
512K RAM INSTALLED UP TO 1024 ON BOARD
WA2 HARD DISK/FLOPPY DISK CONTROLLER
MONOCHROME GRAPHICS VIDEO WITH PRINTER
1.2 MEG OR 360 K FLOPPY
220 WATT POWER SUPPLY AT CASE
AT KEYBOARD SET UP DISK
ONE YEAR WARRANTEE ON SYSTEM $1095.00
EGA UPGRADE FOR ABOVE $150.00
512K UPGRADE (1024 INSTALLED) $50.00

HARD DISK DRIVES
20 Meg Seagate ST4026 (for AT) $495.00
30 Meg Seagate ST4038 (for AT) $595.00
30 Meg CDC Wren (for AT) $595.00

Does NOT include controller

Color Monitor RGB (CGA) $300.00
Color Monitor RGB (EGA) $510.00
Monochrome TTL (Green) $110.00
Monochrome TTL (Amber) $120.00
EGA Color Video Card $195.00
MS DOS 3.2 WITH GW BASIC $85.00

CITIZEN PRINTERS

MODEL 120D 120 CPS 9" $200.00
MODEL MSP-10 160 CPS 9" $300.00
MODEL MSP-15 160 CPS 15" $400.00
MODEL MSP-20 200 CPS 9" $350.00
MODEL MSP-25 200 CPS 15" $500.00
MODEL 35 35 CPS LETTER QUALITY $500.00

ALL PRINTERS COME WITH CABLE

CASCADE ELECTRONICS, INC.
ROUTE 1 BOX 8
RANDOLPH, MN 55065
507-645-7997

Please ADD Shipping on all Orders
COD Add $3.00 Credit Cards ADD 5%
Limited to Stock on Hand Subject to change
Quelo® 68000 Software Development Tools

First release 1983 - MOTOROLA compatible - produces ROMable code, s-records, extended TEK hex, UNIX COFF. Portable SOURCE CODE. Native and cross versions on: ATARI ST, AMIGA, Masscomp, Sun, Apollo, Charles River, VAX VMS and UNIX.

68020 Cross Assembler Package
Supports 68000, 68010, 68020, 68881 and 68851
For CP/M-68K and MS/PC-DOS - $750

68000/68010 Cross Assembler Package
For CP/M-68K and MS/PC-DOS - $595

68000 "C" Cross Compiler
For CP/M-80, -86, -68K and MS/PC-DOS - $500

68020 Disassembler
For CP/M-68K and MS/PC-DOS by Lattice, Inc. - $495/295

68000/68010 Software Simulator
For MS/PC-DOS by Big Bang Software, Inc. - $285

68000/68010 Software Simulator
For MS/PC-DOS by Big Bang Software, Inc. - $285, VAX - $1900

Call Patrick Adams today:
Quelo, Inc.
2484 33rd. West, Suite #173
Seattle, WA USA 99199

Site, Corporate, OEM licenses
COD, Visa, MasterCard
Telex 910-333-8171

TM: Quelo, Quelo, Inc.; MS, Microsoft Corporation; CP/M, Digital Research

---

Design around the 64180 microprocessor, the DT-42 is loaded with more of all the features you need: More speed, more memory, more ports and more TPA!

How did we fit all these features on one 5.75" by 8" single-board computer?

- 9.216MHz 64180 Microprocessor (runs Z80 programs)
- 512K DRAM, Zero wait states, fully populated.
- Three RS232C serial ports (Standard baud rates to 38,400)
- One Centronics parallel printer port
- WD2793 disk controller (up to 8 drives, SD, DD or High Density, 3½", 5¼", and 8" drives)
- SASI channel for hard disk controller (software provided)
- Many popular disk formats supported
- Requires only +5V @ 1 amp.
- ZRDIS/ZCPR3 with exclusive "Hyperspace" operating system, offering 57.5K TPA (NOT 48K like some others. No 8 bit is bigger!!) Richard Conn's ZCPR3, The Manual included free!
- Provisions for real-time clock and on-board terminal options.
- Socket for 28-pin EPROM.

Compare! You won't settle for less. Or slower. Or smaller.

**DT-42 Computer** $ 499
**TMP (on-board terminal)** $ 100
**SmartWatch** $ 50
**Z-system software** $ 50
**ZAS & Debuggers** $ 25
**8MB disk emulator w/ SCSI** $ 2049
**Battery backup for above** $ 150

Call or write for more information or to place an order.

SemiDisk
11080 SW Allen Blvd., Beaverton, OR 97005
(503) 626-3104

---

PlD PROGRAMMING SYSTEM $995

- LOWEST COST
- SUPPORTS MMU, NATIONAL, TI
- COMPLETE PLD DEVELOPMENT SYSTEM
- BUILT-IN COMPILER

CALL 1-800-852-2022

STORAGE SYSTEMS CORPORATION
3201 North Hwy. 67 Suite E Mesquite, Texas 75150 • (214) 270-4136

---
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Ever Program On A Silver Platter??

How much would you expect to pay for a 32 bit MC 68000 computer that’s a mainframe condensed down into a keyboard? How about $389.00!?? If it makes you feel any better simply add a zero to the price when you order! But that’s actually our price!!! The most powerful computer money can ever buy is now the most inexpensive computer money can buy!!! So don’t buy the name! Buy the power!! The power is not in the name!

If you had the opportunity to work amongst Machine Code ROM Designers, VAX & UNIX wizards in a research laboratory, designing an MC 68000 based computer that’s 2nd to none...

What would you come up with?? And what would you call it??

Well It’s Already Been Done!!
They Called It The QL For The Quantum Leap It Is!!

Absolutely a Quantum Leap beyond what you know & use – and it’s truly like Programming on a Silver Platter!!


Language Environments:
Metacomco’s “C”, LISP, BCPL, 68000 Assembler, APL, Development Kits. Prospero’s Pro Pascal & Pro Fortran 77. Digital Precision’s Forth-83. QJUMP’s 65C02 or 8088 Cross Assembly ROMs. Everything generates native 68000 Compiled Code. ROM Firmware & Software Package is now available which will even bring it up in CPM!

Imagine working with a 32 bit SuperBasic that’s structured like Turbo Pascal, powered beyond PIC Basic, in an interpreter always present with QDOS, all concurrently running in a built-in UNIX-like multitasking job controlled environment with access to 360 fully channeled windows, devices & files by EACH job! 3 Major Compilers already exist for the SuperBasic source alone! TURBO, SUPERCHARGE, QLIBERATOR! The compiled SuperBasic code or ANY other language will multitask and control with QDOS and SuperBasic. The list of ALL the Superior Features would fill this entire publication!

The QL comes bundled WITH PSION Integrated Word Processor, Spreadsheet, Database and Presentation Graphics Programs. PLUS: Our FREEWARE Demos & Utilities with all purchases! plus $12 ship. & handl.

Call: (201) 328-8846
QLine BBS: 328-2919

Quantum Computing, Box 1280, Dover, NJ 07801
Taking The Plunge Into C

By Ron Miller
1157 Ellison Dr.
Pensacola, FL 32503

Ron has finally reached star status. The way Borland’s new C compiler has been selling (first month sales have set records), he expects a lot of C observers to become C hackers. Here’s his description of C’s hurdles and how to get over new-language fright.

Borland’s Turbo C is finally out. And - if my acquaintances offer a representative sample - there are now lots of folks out there who are buying their very own compilers and are “at last ready, really ready, really really ready to learn C,” as the formula goes.

Indeed, learning C, losing weight, and giving up tobacco may be the three most futile New Year’s resolutions among PC hobbyists. If Bor­land handles the interface between compiler and editor half as well in C as they did in Pascal, you really don’t have any more excuses.

Since I’ve been amazed to discover that this column is read by more people who are vaguely interested in C than those who actually use it, I’ll offer some observations that might help you kibitzers get cracking.

Do Scary C Stories Keep You Awake at Night?
The first step, as we literary critics would say, is to de-mystify the topic. An aura of the abstruse and the exotic has developed around C: it’s difficult to learn, incorrigibly obscure, and frightfully dangerous to use. Or: only people who sport beards, wear mountaineering boots, and speak it as their native tongue can ever be truly C comfortable.

The real stumbling-block in C is not abstruseness but just the opposite, extreme literalness. C is a very physical, tangible, material language. To exploit the resources of C, and not just write transliterations from other languages, you must remain conscious of what a string looks like viewed under Debug and what incrementing a pointer really means.

You can program in BASIC, and to some degree in Pascal, without knowing about bits and bytes and storage spaces and memory allocations and instruction pointers. But in C, as in as-
sembly language, these are everything. The syntax of C was devised to translate the immediacy of computer architecture into an efficient quasi-English. This allows you to avoid assembly language's busy-work: creating loops, keeping track of the stack, getting things into and out of the registers.

Nonetheless, C is little more than a veil through which assembly language's details often peek. Anyone who forgets this is soon reminded. Usually the reminder is a rogue array index or pointer that wipes out the operating system and locks up the computer.

Tell Pascal to do something quirky, and it will decide whether the request falls within the bounds of propriety. Tell C or assembler to do the same thing, and if they understand it they will do it.

In other words, it's not the syntax of C that is alien, but rather the reality its metaphors address. Its metaphors are constantly de-metaphorizing themselves into bits moving on and off and across registers and words pushing and popping the stack. (These, of course, are themselves metaphors, but I'll avoid getting too anti-metaphysical here.)

The intimate contact between the idiom of C and the hardware is the primary source of the power of the language, the reason for mastering it, and the main source of frustration.

Language Games

Pascal or BASIC or Cobol or Fortran (I don't know about FORTH) are essentially geometries, sets of rules which define the game and how it can be played. Translate your problem into the game's tokens, manipulate them according to the rule book, and out comes the answer.

For example, I was translating that BASIC package into QuickBASIC. I blithely treated strings as abstraction. I manipulated them without caring whether QuickBASIC uses one-byte or two-byte headers to store the string length. I didn't need to know whether there was an internal data format at all. For all I could tell, strings and integers and floating point numbers were all point sources, like ducks and quarks.

To convert the same program into C, I would of course be calling on my familiarity with the syntax of C and the fundamental string functions provided by the standard library. I would also find myself on at least two dozen occasions worrying whether I was overlaying the null at the end of the string, or whether I really wanted to begin some process at the zeroth or the Nth byte.

In other words, two dialogues would be going on in my head: one between me and high level C, played by the language's rules; and one between me and the hardware, as we both watch C carry out machine-level operations that would have been much more tedious to code in assembler.

All this sounds pretty intimidating, and I don't mean it to be. On the simple "Hello world!" level of operation, C acts like just a higher-level language, with clear structures and convenient devices for preventing side-effects. It's also breathtakingly fast.

**C offers an intimidating wealth of operators and control structures, but you can begin with the "ifs" and "fors" that you know so well.**

But the REASON for mastering C is that like assembly language, it lets you do darned near anything, prudent or imprudent. Such power requires a greater level of consciousness than other, more protective languages. And this higher consciousness, not some supposed difficulty in C, provides the challenge. But then heightened consciousness is what life's all about, right?

**What Other Languages Should You Know?**

So what's the best way to get into C, if the power of C seems appealing to you? They say that C ought not be anyone's first programming language, and undoubtedly they say right. First ride the bike with the training wheels. I propose two alternative routes, one through another structured language and one through assembly language.

If you are a Turbo Pascal programmer, relax. You already understand the divide-and-conquer approach of structured programming. Plus, you're already building your own subroutines and using labels to make the code self-documenting. Most of Turbo's extensions to generic Pascal have moved it toward the low-level leanings of C.

If you know how Turbo passes variables between routines, and occasionally use Pascal pointers and Turbo's absolute addressing, you are 75% of the way there. Even the syntax is similar. What's the difference between "begin" and "{" or "end" and "}" except the number of keystrokes? A C "structure" and a Pascal "record" are identical. What you will need to get used to is having to create procedures and functions that Turbo Pascal, with its Fibbon Magee's closet full of run-time routines, keeps around for you, whether you want them or not.

Modula 2 programmers, from what I can see, have it even easier.

**BASIC To C**

Before playing with QuickBASIC the other week, I would have advised a BASIC programmer to learn Pascal first, and then go to C. But QuickBASIC and, I understand, Turbo BASIC permit named subroutines, line-number-free indented listings, multi-line if-then-else structures, private variables, and in fact structured programming. Why memorize another set of reserved words when you already know one perfectly adequate set?

I'd suggest you get one of these two inexpensive packages, grab the most complicated piece of spaghetti code you've ever written, and clean her up. Spend a month or so writing every piece of code you need to write, and a few you don't, in the style prescribed in the manuals, and you'll be ready to dive into C. But it won't be as easy as coming from Pascal (you'll have to learn structures and pointers).

**Assembly Language To C**

If you do much work in assembly language, you're home free. You already think like a C programmer. (To be honest, I'd say it was vice-versa.) You're used to the distinction between direct and indirect addressing. You have divided your code up into routines and given them names. You've tested loops for completion and called the operating system explicitly. You know about locals, externals, publics, and linking. You can just lean back and enjoy the fun of
letting the compiler patch in routines that you would have written on your own.

Interpreters And Bourbon

From brief experience, I'd argue against the use of C interpreters as transactional devices. They look seductive, with their promise of immediate feedback and line-by-line help. But Borland's C is surely going to provide error-pointing with interpreter speed. It will cost 25% of what an interpreter costs, and yet you will be working with a real compiler.

The very line-by-line orientation of interpreters moves the focus of programming away from the overall design of the whole toward the molecular structure of the individual expressions. Surely the greatest lesson taught by structured programming is that strategy, not tactics, is the heart of the game.

Worse than that, the one interpreter/incremental compiler that I played with forced me to learn another word processor and a very, very full set of metacommands. As I told the manufacturer (they were trying to coax a review out of me), if I wanted to learn another language, it would be Italian - and I'd go off and read Dante on the side. Or failing that, I'd swing for FORTH.

Getting folks into C by making C feel like BASIC is like mixing Coke with bourbon. You don't get to enjoy either one.

Books On and Projects In C

Okay. Now you've decided you have adequate preparation and want to push onward to C itself. What books do you buy? Many people seem to believe that they can only find the right book, the clouds will part, the sun will shine, and they can only find the right book, the one that goes without communication and affability without content.

We learn a language by using it rather than by memorizing the contents of grammar books. When I resolved to learn C, I bought a couple of books; and I was disappointed by their two extremes - jargon without communication and affability without content.

It didn't really matter, however, because I also bought a compiler, sat down at my old Kaypro, and wrote little routines. I then gave myself a nice low-level project (a disk, memory, and file editor). That way I learned C the only way anyone learns C, by solving problems.

I can't say I've read lots of books on C, and therefore can't offer a consumers' report thereon. When I get stuck on a technical detail, I tend to reach first for Stephen Kochan's Programming In C (Hayden: 1983), though that may be more for his fine appendices than for the text.

A moderately experienced Turbo programmer could - and should - go directly into Kernighan and Ritchie, which is a fine book, humane and delightfully written. It is directed, however, more toward the compiler-builder than toward the inexperienced programmer. Nowhere else, however, do you actually get a feeling for the choices that went into the syntax of the language. And for me, that is essential. I want to know why. How comes from staring at the screen and imagining those little bits dancing in my head.

In an ideal world, I'd run a training regimen for C programmers like so:

(a) Master Pascal as a first language.
(b) Read Kernighan and Ritchie.
(c) Pore over assembly language listings in the PC magazines and do their tricks over again, with style, in C.

Good luck, and for heaven's sake don't experiment on a RAM disk unless you like writing code over and over again. From scratch.

NEW FOR YOUR BIGBOARD

ONE MEGABYTE RAM DISK ON THE STD BUS includes: STD adapter pcb & connector, 1 MB RAM pcb & connector and software. Price $125.00 INTEGRATED BIOS, reads and writes any 5" and/or 8" disk format.

INCLUDES:
- CONFIGuration program that lets you installing any new floppy disk format INTERACTIVELY.
- FORMATTER allows you to format almost any disk format.
- PC-COPY reads and writes PC diskettes on your Bigboard II.
- MONITOR EPROM with serial keyboard and translate table.
- 300 page ZCP22 manual.
- 60 page Bigboard II tech manual.
- BOOTABLE DISK contains free ZCP2 and P2DOS system. With TIME and DATE stamping, BIOS also has provisions for 256K RAM disk, Centronics, System in EPROM and 1 MBYTE RAM DISK.
- WINCHESTER FORMATTER and SYSGEN. Supports XEBEC, W-D and Advaplate controllers. Subdivides into any specified number of drives. Price: $99.95

TAKE BOTH 1 MB AND BIOS FOR $199.95!

ANDY BAKKERS
de Gervellink 12 • 7591 DT Denekamp
The Netherlands • Tel: 31-5413-2488
FIDO Net 500 Node 100. Please pay with USS Money Order. MC or VISA welcome

Rack & Desk PC/AT Chassis

A Fresh Approach

Integrand's new Chassis/System is not another IBM mechanical and electrical clone. Appearance, power, thermal, reliability and EMI problems that plague other designs have been solved. An entirely fresh packaging design approach has been taken using modular construction. At present, over 40 optional stock modules allow you to customize our standard chassis to nearly any requirement. Integrand offers high quality, advanced design hardware along with applications and technical support all at prices competitive with imports. Why settle for less?
EMERALD MICROWARE – Your CP/M and MS-DOS Connection

Hard Disks for your Z80 CP/M computer from Emerald Microware and MICROCode Consulting
No other upgrade improves your computer's productivity like a hard disk. We have all the hardware and software to install a hard drive on your Xerox 820, Kaypro, Zorba, or almost any Z80 CP/M 2.2 system.
HDS Host Board with Winchester connection software ........................................ $ 89.00
HDS Board with software and WD1002-05 board ........................................... $250.00
WD1002-05 Hard Drive Controller Board .......................................................... $185.00
Rodime, LaPine, & Miniscribe hard drives, and XT controller cards – call for prices

The KayPLUS ROM Package by MICROCode Consulting
Get the performance of a Kaypro 10 and more, even on your Kaypro 2. Let's you install up to four floppies and two hard drives, with no software assembly required. Adds features such as automatic screen blanking, type-ahead buffer, boot from hard drive, and quad density support. Includes manual, standard utilities, AND hard disk utilities
KayPLUS ROM Set .......................................................................................... $ 69.95
KayPLUS ROM Set with QP/M SPECIAL ........................................................ $115.00

QP/M by MICROCode Consulting, CP/M 2.2 compatibility with outstanding performance.
QP/M adds features such as automatic disk logging, drive/user selection from colon, 31 user areas, drive search path, and transparent time/date stamping; all in the same space as CP/M. Installs from a convenient customization menu, no software assembly required. Bootable disks available with CBIOS for Kaypro, Xerox, and BB.
QP/M Operating System, complete ready to boot ........................................... $ 80.00
QP/M without CBIOS (installs on any Z80 system) ......................................... $ 60.00

MicroSolutions - Software and hardware to link CP/M and MS-DOS
UniForm-PC by MicroSolutions ....................................................................... $ 64.95
This program allows you to read, write, copy, and format diskettes as well as add blink and scroll. Once installed, UniForm stays memory resident so you can use your own standard DOS commands and other disk programs directly on your original diskettes. Uniforp stays memory resident so you can use your own standard DOS commands and other disk programs directly on your original diskettes.

UniDOS by MicroSolutions ............................................................................... $ 64.95
UniDOS program uses the NEC V20 CPU chips to actually run your favorite 8080 CP/M programs on your PC. Use UniDOS with UniForm-PC, and you can run them directly from your CP/M format diskettes. All standard CP/M BDOS calls are supported. UniDOS w/UniForm and V20 chip .................................................. $135.00

NEW UniDOS Z80 Coprocessor Board ......................................................... $179.95
This 8Mhz. Z80H half-card runs your Z80 and 8080 code programs at LIGHTNING speed on your PC or AT. Functions just like the UniDOS program, except NO V20 or emulation mode is required to run your programs.

The Compaticard by MicroSolutions .............................................................. $169.95
This half-card floppy controller allows you to run up to four 8", 5 1/4" peripherals, or 3 1/2" disk drives on your PC XT. With the Compaticard and the UniForm-PC program you can format, read, and write almost all CP/M and MSDOS disk formats.

MatchPoint-PC by MicroSolutions ................................................................. $169.95
This half-card allows you to read and write to NorthStar hard sector, Apple DOS, PRODOS, and Apple CP/M diskettes on your PC. INCLUDES a copy of the UniForm-PC program, as well as utilities to format disks, copy, delete, and view files.

Call or write for our complete catalog of parts and accessories for the Kaypro, Xerox 820, and PC/AT's. Full repair services available for Kaypro, Morrow, Xerox, disk drives, and most clones.

SUPER SPECIALS!!

PC-Mastercard by Magnum Computer
Up to 1.5 Megabytes of RAMDISK and PRINT SPOOLER (or boost your system to 640k), with serial, parallel, game ports, and real time clock! This is one of the BEST multi-function cards on the market. Can use mixed banks of 64K and 256K chips. Comes with memory manager, ramdisk, spooler, and diagnostic software.

Turbo Editor Toolbox by Borland ................................................................. $ 19.95
Ever wanted to add text editing to your Turbo Pascal application, or write a word processor that does things the way that YOU want? Comes with source for two sample editors, modules for windowing, multi-tasking, and many other options. Requires PC with Turbo Pascal 3.0.

COPY II PC by Central Point Software ....................................................... $ 19.95
Stop worrying about your copy protected disks. COPY II PC lets you back them up, so you can keep going when your master disk can't.

WordStar V3.3 Manual ................................................................................ $ 12.00
Genuine MicroPro manuals in hard binder pack

InfoStar Manual Set .................................................................................... $ 18.00
Genuine DataStar and ReportStar manuals in MicroPro three vol. set

Four Device Printer/Data Switch ................................................................. $ 49.95
Quality with economy. These four port controllers can be used with either RS232 or IBM parallel (DB25) printer cables.

IBM style Parallel Printer Cable ................................................................. $ 12.00

300/1200 Baud Internal Modem .................................................................. $117.00
Half-card, Hayes compatible, auto-answer, auto dial

CT-6260 MULTI I/O - Floppy Disk Controller .......................................... $ 69.95
Half-card parallel, COM1, optional COM2, game port, floppy disk controller, real time clock, with manual and cables.

TWO DRIVE FLOPPY DISK CONTROLLER ............................................. $ 29.95
Half-card floppy controller with cable.

Double Density for the Xerox 820-1 by Emerald Microware and MICROCode Consulting
Run up to four 5 1/4" (48 or 96 TPI) and 8" drives at once. Get support for all standard printers, mini-monitor functions, autoboot capability, 19 built in disk formats, and linked ROM BIOS for more TPA. Software compatible with Kaypro and Xerox 820.

Plus2 ROM Set and X20 Board A&T ......................................................... $135.00
Plus2 ROM Set and X20 Bare Board ........................................................... $ 62.00
Plus2 ROM Set only ............................................................... $ 64.00
X20 Bare Board only CLOSE-OUT SPECIAL $ 15.00

Call for pricing on 384k and 1.5M boards

EMERALD MICROWARE

P.O. Box 1726, Beaverton, OR 97075
(503) 641-0347

Prices subject to change without notice. Include $4.00 shipping and handling, $7.00 for COD, call for Blue Label charges. VISA and Mastercard accepted. 30 day money back guarantee on all products.
SWITCHING POWER SUPPLY
IDEAL FOR DISK DRIVES
50 WATT
+5V 4 AMP
+12V 3 AMP
4" x 6" x 1½"
$29.95

CORVUS CONCEPT WORKSTATION
• 6900 Based System
• 512 Memory
• Connects to Omninet
• 132 Column Monochrome Display
• Display in Vertical or Horizontal Format
USED WORKING CONDITION
$295.00

CORVUS SOFTWARE
FORTRAN, PASCAL & MUCH MORE!
CALL!!!

XEBEC ‘ACCESS’ 10MB EXTERNAL HARD DISK
• IEEE-488 (GPIB/HPIB) Interface
• Attractive Enclosure
12" x 6" H x 10" W
• Linear Power Supply and Fan
• 10 M Tandon Drive
• Brand New
$289.00

QBUS SASI HOST ADAPTER
• Made by XEBEC
• Brand New
$35.00

TANDON 10 MEG HARD DRIVE
$119.00
WITH CONTROLLER $179.00

SHUGART SA801R 8” FLOPPY DRIVE
• 600K SSD
• Still Sealed in Factory Boxes
$149.00

HALF HEIGHT EXTERNAL DRIVE ENCLOSURE
• Attractive Low Profile
Chassis 19x15x2¼
• Fits nicely directly under PC
• Standard IBM Colors
• Bezel for 5¼” and 3½” Drive
• 60 Watt P.S. w/DC Fan and Drive Cables
$89.95/$29.95

XEBEC 1410 SASI HARD DISK CONTROLLER
$99.00

HALTED SPECIALTIES CO., INC.
827 E. EVELYN AVE., SUNNYVALE, CA 94086
MAIL ORDERS CALL: (408) 732-1573
3 CONVENIENT LOCATIONS
HSC Electronic Supply of Santa Rosa
6819 S. Santa Rosa Ave.
Cotati, CA
(707) 792-2357
HSC Electronic Supply
5549 Hemlock Street
Sacramento, CA
(916) 338-2545

TERMS: Minimum order $10.00. California residents add 7½ sales tax. Prepaid orders sent freight C.O.D. or call for charges, shipping will be added to credit card and C.O.D. orders. Prepaid orders over $100.00 use money order or certified check. Please do not send cash. Some items limited to stock on hand. Prices subject to change.
A Second Opinion On:
In-House Experimental Verification Of
Nonconservation Of Parity And Quantum
Mechanical Tunneling Of Macroparticles

Forward
I bought your Micro Cornucopia because on
the cover it said it was about mouse control.
We’ve got a real problem with mice in the corn
around here, and I was hopin to use those PC
mouse drivers to drive the mice away.

After readin the artikles, I think your goin
about it the hard way. It’d be a sight cheaper to
get a cat.

Imagine my surprize to run across an artikle
on Quantum Mechanics by Trygve Lode in your
magazine - I didn’t think small farmers would
be much inerested in Quantum Mechanics. Bein
an expert on the subjek myself (1), I immedit­
ely grabbed the implcations of it all, and
decided that what was needed was a little more
field work to cornfirm his hypothysis.

Bearin in mind Prof. Lode’s warnin about the
importance of bein as far as possible from any
physics laboratories, I decided to do the re­
search out at cousin Luther’s place. You
couldn’t get no further than that and still be in
the continentul U.s. of A.

Experiment 1: Nonconservation Of Parity
With a modest grant from Pabst (meanin a
few six-packs of Blue Ribbon), me and Luther
set out to gather a datum or two on the subjek.

Right off the bat we ran into trouble.
Couldn’t find no black socks to cornfirm the
Parity ‘speriment, and wadn’t sure white socks
would work. Only guy around who wears black
socks is Caleb the undertaker, and he was usin
his.

Closest thing we could find was a pair of
cousin LuBell’s panty-hose (2). We run ‘em thru
the nearest macroparticle dehydrator/storage­
cylinder accelerator until we run out of quarters.
Followin each run, both me and Luther counted
how many legs was on the panty-hose. Ever
time we both got two ‘cept once (3). We also got
some stares from the ladies in the Launder-mat.

Based on this, I just cain’t cornfirm Prof.
Lode’s findins on parity. Sorry bout that.

Experiment 2: Macroparticle Tunneling
When Luther pointed out that we still had
approximatly several Blue Ribbons left, we
retired to his front porch to ponder Macropar­
tides invarably migrate to a lower
energy state. LuBell knows a guy named Mac
who moved to Mississippi, which is just about
the lowest energy state we could think of, but
we need more research befor we can veryfy this
hypothysis, and as long as it’s this hot, we ain’t
settin foot off this porch. (6)

Sincerely, your friend in science,
Leeward P. Sailors

Notes
1. Hav’n seen the videotape from
Volkswagen six times down at Leroy’s garage.
2. Don’t know ‘bout the panty-hose, but
LuBell’s average mass is pretty signifcant.
3. After Luther had killed the first six-pack,
he counted three, but I was unable to verify his
count.
4. Short for Calcitrant.
5. Cal is generly in a state of low energy.
6. Lest of course we run out of Pabst.
Welcome to public domain software for MS-DOS. This is software that the Micro C staff (and readers) have found we can’t do without. We’ve written some of the software ourselves, the rest has been carefully selected from the thousands of public domain and shareware programs in the Micro C library. We think you’ll enjoy these special programs as much as we have.

Available in 2 formats:

<table>
<thead>
<tr>
<th>Format</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>360K MS-DOS</td>
<td>$8.00</td>
</tr>
<tr>
<td>720K MS-DOS</td>
<td>$8.00</td>
</tr>
<tr>
<td>Micro Cornucopia Subscriber special rate</td>
<td>$6.00</td>
</tr>
</tbody>
</table>

#MS1

**Essential Utilities**

This is it—the essential utilities disk for copying, transferring, viewing, squeezing, unsqueezing, finding, and organizing files.

**Sweep**

- Allows wildcard tagging and mass file copying, jumps, relogs drives, and lots more.

**LU, LDIR**

- A complete Novostielski library utility, LU creates a library file of files.

**WHEREIS**

- This is one of the niftiest 2K programs in the public domain. Let’s you find files in subdirectories. Very handy for keeping track of those files that try to get lost.

**SQUEEZE/UNSQUEEZE**

- Complete file squeezing and unsqueezing utilities let you conserve disk space.

**WASH**

- Forerunner of SWEET, WASH is a menu-driven file utility that views files very quickly. It isn’t as flexible as SWEET, but it’s faster.

**LS**

- Written in C (includes source), LS is a UNIX-style directory program written by R. Edward Nather.

**BACKSCRL**

- A bi-directional scrolling utility, BACKSCRL buffers screen scrolling so you can recall with a few simple keystrokes data that’s been saved from the screen. Read BACKSCRL.DOC for a thorough explanation of setup.

#MS2

**Cheap Assembler Disassembler, RAMdisk**

**CHASM**

- Written by David Whitman, CHASM is a subset of MASM and fits into 64K. It’s good for writing short subroutines to call from BASIC, or for just learning 8088 assembly-language.

**ASMGEN**

- A disassembler written by J. Gerbach and J. Damke. ASMGEN will generate 8086, 87, or 88 code. It’s MASM-compatible, and output can be directed to the console or to a disk file. Handles up to 64K files. Includes a long doc file.

**MEMBRAIN**

- Creates a file named MEMBRAIN.SYS, a DOS device driver for a RAM disk drive.

**FSPOOL**

- This neat little program redirects output to a diskfile. Very handy for creating a file from DEBUG.

**DEBUG.DOC**

- A file of tips on using DEBUG. Good for the beginner.

**Z.EXE**

- Move about hard disk directories.

**PROTECT**

- Make sure that your .exe and .com files cannot be erased by the erase command.

**UTIL**

- Moves files between subdirectories, sorts directories, red fines the keyboard, lets you type directly to your printer, pipes output, and lots more.

**PCWINDOW**

- A semi-sidekick, PCWINDOW combines notepads, multiple timers, ASCII reference code and other features.

**DOSEDIT**

- A simple editor for DCO commands.
Here are utilities to make your life much more efficient.

**DESkmAte** is a "Dockie" lookalike with notepad, calculator, calendar, and access to DOS commands.

**EASY-ZAP**, a disk inspector, will allow you to examine and modify sectors. It works on hard disks as well as floppies.

**UNERASE** is the essential utility to save you from your own recklessness. If you've unintentionally erased a file, UNERASE will undo the damage. Handy.

---

**#MS22**

**Dynamite Utilities**

We've included some genuine gems on this disk.

**V28-CpM** is a CP/M emulator software which enables IBM PC compatibles (i.e., personal clones) equipped with the NEC V20 CPU (see Micro C Issue No. 29 for details) to run 8086-coded CP/M programs.

**LIST** — A dynamite TYPE lookalike (the best we've used), with line up, line down, page up, and page down in 16 variable colors.

**SPEEDUP** speeds up and quiets your drive by changing the step rate from 8 milliseconds to 4 milliseconds.

**TURBO HELP** — A memory resident help facility to help you learn (and use) Turbo Pascal. It's ready at a keystroke in an attractive window.

**INLINER** — Translates your assembler mnemonics into Turbo Pascal inline code. Written in Turbo Pascal; includes source.

**LASTCOM** — TURBO Resident program to save your last 10 MS-DOS commands. Includes source.

The SECRET Group (MD, CD, and RD) — lets you make, remove and find secret files.

---

**#MS25**

**Ultra Utilities**

The three Ultra Utilities programs will allow you to map disks, unerase files, format non-standard disk, interrogate sectors, and much, much more.

This is a very useful set of utilities (a poor man's NORTON). Many hours of work and frustration can be avoided by learning them, so have at it.

---

**#MS27**

**System Primer**

We think this disk will satisfy at least some of your curiosity about MS-DOS systems programming. We've included lots of assembler source code; so dig in.

**SCHA** finds and marks bad blocks on both floppies and hard disks.

**WHEREIS** finds files anywhere within a directory structure.

**DIAL** — Special serial, parallel, and video diagnostics for the PC. Use this excellent program to explore your system.

**ASYNC** — Loadable asynchronous device driver for MS-DOS.

**LPTX** intercepts BIOS interrupt 17, the line printer interrupt. It redirects the output of LPT1, LPT2, or LPT3 to a disk file. All three may be active at the same time.

**DOSI, ROLLDO$ & 2, DRIVER & DRIVERI** — Stop wondering how device drivers really work and explore these tutorials. Good examples of character device drivers and de-bugging techniques.

**STUFF** stufs your least used files into the inner tracks of the disk. This frees the outer tracks for work space and speeds access times considerably.

---

**#MS36**

**General Utilities**

BATMAKER helps create .BAT files. Perfect when using FIND on all .TXT files. Very handy.

**BWVII** lets you see what is happening on the screen when you have a color graphics card (CGA) and a monochrome monitor.

**CED** is a Command line EDITor but it's far, far more than that. Includes macro definitions, control of DEBUG, repeating and editing of previous commands, etc.

**DEBUG.DOC** is a simple but very handy quick reference guide to DEBUG.

**EXPAND** and **SHRINK** are detab and entab utilities.

**PC-STAT** — Reports system information — memory available, drive status, etc.

**PC-TEST** is similar to Norton's speed test, but its test takes longer and it doesn't report such wildly optimistic speed figures.

**TOFALARM** is really neat. It's a memory resident alarm clock that reminds you to do what you'd otherwise prefer to forget.

**RECALL** remembers the last 50 DOS commands. Commands may be edited and/or reexecuted.

**REMIN** — This is a daily black-book that stores its data on disk.

**SCR** — Utilities for creating batch files which incorporate screen images. This is a great extension to MS-DOS batch capabilities.

**FILTER** — The remaining files are classics from the Software Tools book. One of the real attractions of these filters is that they come with assembly language source.

---

**#MS37**

**Disk Utilities**

**COVER** prints out directories in compressed format to be pasted on floppies.

**CRC67** — Finally, an MS-DOS cyclic redundancy checker (CRC) that works (Fast!). Checks CRC values for files against a previously recorded list of CRCs.

**DISKORAY** checks floppy rotation speed and allows stepping of the head.

**DISKPARK** parks the heads of all hard disks in your system using the innermost track.

**DISKUPE** — Be careful. This completely erases a disk, including the formatting.

**FDATE** allows editing of the time and date stamp on DOS files.

**FILES** — A very complete directory program.

**MOVES** — Intelligent COPY routine.

**REFRESH** rerecords data on a disk. It does 12 retries on reads and 2 on writes so it may be able to recover those "bad" sectors.

**SDIR** — Version 5.0 of the super directory program.

**SST** — Just what every busy hard disk needs. SST reorganizes files into contiguous sectors on the disk. This really speeds up disk accesses.

**TIMEPARK** parks the heads on a running hard disk after a user specified amount of time without accesses.

**WD** — Everything you always wanted to know about Western Digital's WD1002S-WX2 hard disk controller. Also information on optimizing its performance with the Seagate ST225 drive.

**WHERE** searches for one or more files through all the directories on a specified drive. Supports wild-cards.

---

Order today from:

**MICRO CORNUCOPIA**

P.O. Box 223 • Bend, Oregon 97709

Phone orders: (503) 382-5060
EXEC Problems

I was very interested in Laine Stump's discussion of running programs from within other programs (see Micro C issues #31 and #32). This was just the capability I needed for a Turbo Pascal update of VFILER that I've been working on.

I tried the technique on an NEC APC and a Compaq 386 and it worked great. But several IBMs got lost returning from the child program. I had to resort to the Big Red Switch to get things going again.

It wasn't too hard to find out what was going wrong. In describing function 4Bh (in *Programmer's Guide to the IBM PC*), Peter Norton says: "Warning: The Load Or Execute function clobbers most of the registers, including the stack registers, SS and SP. These should be preserved before and restored after using this function."

Clearly Laine's assembly code version didn't do this and I suspected Turbo's MsDos procedure didn't either. Without storing the return address for the calling program, there was no way to get back to it.

What I needed was a new MsDos procedure that would save and restore SS and SP. The easiest way to get it was to locate and modify the code in Turbo. I used Turbo's Of% function to find the code. Since Of% only works on user defined procedures, I had to be a little tricky. I wrote a program which did nothing but print the offset of a procedure that included an MsDos call.

Then I ran the program from DEBUG, started unassembling at the offset that was printed, and there was the code I wanted. Just as I suspected, Turbo's MsDos didn't save the stack.

I added two lines to save SS and SP before the INT 21h call and two more to restore them afterwards. Then I assembled the new code with MASM and converted it to a COM file. By declaring it an external procedure and using it in place of MsDos, I can now successfully run child programs from within my Turbo programs on any system.

Identifying Intel Microprocessors

Rather than writing software using only 8086/88 instructions, it is very useful to allow execution of 80186, 80286, and 80386 code on systems with these processors. A general method for doing this tests for the type of processor and branches to processor-specific routines. This allows a program to take full advantage of each processor's capabilities while retaining the ability to run on 8086/88 systems.

One method for deciding which processor is running is to examine the flag register. While undefined on all processors, bit 15 of the flag register does take on different values. A "one" identifies the 8086/88 or 80186/188 processor. A zero means we're looking at either an 80286 or 80386.

Bits 12 - 14 are used only in Protected Mode. An 80286 in Real Mode can't set any of these bits. An 80386 can set all three although they have no effect.

The 8086/88 and 80186/188 flags behave identically. We'll have to look at how the shift instruction works to differentiate these two processors. The 8086/88 uses all eight bits of the CL register to hold the shift count. The 80186/188 uses only the lower five bits. So the 80186/188 uses CL MOD 32 for the shift count. This means a shift of 33 is the same as a shift of one for the 80186/188, while all those shifts on the 8086/88 guarantee a result of zero.

See Figure 1 for code which returns the processor type in the AX register.

The preceding was a condensed version of an Intel TechBits paper sent in by:

Pat O'Leary
Ardrew, Athy
County Kildare, Ireland

George L. Florman
4106 Carmen St.
Torrance, CA 90503
Figure 1 — Assembly language routine to detect and return processor type.

```assembly
proc_type proc near
  pushf ;save flags
  xor ax,ax ;clear AX
  push ax ;push it on stack
  popf ;zero the flags
  pushf ;try to zero bits 12-15
  pop ax ;recover flags
  and ax,0f000h ;if 12-15 are 1
  cmp ax,0f000h ;then processor is
  jz ia_0_1 ;80186 or 80186
  mov ax,07000h ;try to set bits 12-14
  push ax
  popf
  pushf
  pop ax
  and ax,07000h ;if 12-14 are 0
  jz ia_80286 ;processor is 80286
  mov ax,386h ;return 386
  jmp done
ia_80286:
  mov ax,286h ;return 286
  jmp done
ia_0_1:
  push cx ;it's 808x or 8018x
  mov ax,0ffffh ;set all AX bits
  mov cl,33 ;will shift once on 8018x
  shl ax,cl ;or 33 times on 808x
  jnz ia_80186 ;nonzero bits mean 8018x
ia_80186:
  mov ax,186h ;return 186
  jmp done
ia_8086:
  mov ax,86h ;return 86
  pop cx ;restore CX
  jmp done
ia_80386:
  mov ax,386h ;return 386
  jmp done
done:
  popf ;restore original flags
ret
proc_type endp
```

FORTHkit
5 Mips computer kit
$400

Includes:
- Novix NC4000 micro
- 160x100mm Fk3 board
- Press-fit sockets
- 2 4K PROMs

Instructions:
- Easy assembly
- cmFORTH listing
- shadows
- Application Notes
- Brodie on NC4000

You provide:
- 6 Static RAMs
- 4 or 5 MHz oscillator
- Misc. parts
- 250mA @ 5V
- Serial line to host

Supports:
- 8 Pin/socket slots
- Eurocard connector
- Floppy, printer, video I/O
- 272K on-board memory
- Maxim RS-232 chip

Inquire:
- Chuck Moore's
- Computer Cowboys

410 Star Hill Road
Woodside, CA 94062
(415) 851-4362
ELF

Introducing "ELF"

ELF (Extended Lexicon FOCAL) interpreter is more "basic" than BASIC, a simple and very easily learned language. It allows you to write programs without complexity. ELF is tailored for simple, quick jobs. ELF is not a compiler, but will produce run-time versions (.COM files) of programs without revealing source code. ELF comes with tutorial/help files, useful program examples and an ELF Programmer's Manual for $45 plus $5 shipping ($10 non-US), Visa, MC or check.

Orders are FOB Hayward, CA. Shipments by UPS Ground unless otherwise stated. Call or write for current product and price listing. Xerox is a trademark of Xerox Corporation. CP/M is a trademark of Digital Research.

118 SW First St. - Box G
Warrington, OR. 97146
Phone (503) 861-1765

ICs

PROMPT DELIVERY!!!

SAME DAY SHIPPING (USUALLY)

OUTSIDE OKLAHOMA: NO SALES TAX

DYNAMIC RAM

<table>
<thead>
<tr>
<th>Size</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>4K</td>
<td>$27.50</td>
</tr>
<tr>
<td>16K</td>
<td>$27.50</td>
</tr>
<tr>
<td>64K</td>
<td>$27.50</td>
</tr>
<tr>
<td>256K</td>
<td>$27.50</td>
</tr>
</tbody>
</table>

STATIC RAM

<table>
<thead>
<tr>
<th>Size</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>4K</td>
<td>$12.75</td>
</tr>
<tr>
<td>8K</td>
<td>$6.15</td>
</tr>
</tbody>
</table>

EPROM

<table>
<thead>
<tr>
<th>Size</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>200</td>
<td>$11.25</td>
</tr>
</tbody>
</table>

IBM PC/XT compatible, portable & plug-in, use w/ controller.

SAPK MOTHERBOARD UPGRADE - Zenith HL4, GP, GPX, etc.

OPEN 6 1/2 DAYS, 7:30 AM-10 PM - SHIP VIA FED-EX ON SAT.

SUNDAYS & HOLIDAYS: SHIPMENT OR DELIVERY VIA U.S. EXPRESS MAIL

SAT DELIVERY INCLUDED ON FED-EX ORDERS RECEIVED BY 3 PM EDT.

MasterCard/VISA or UPS CASH COD

Factory New, Prime Parts, MICROPROCESSORS UNLIMITED, INC.
905 4th St., Peoria Ave., 916 4th St., Peoria, IL 61604
(312) 322-7000  (918) 267-4961  (503) 626-8468

FOR MORE INFORMATION OR TO ORDER, PLEASE CONTACT:

LOGIC CONNECTIONS

PO BOX 23852
PORTLAND, OR 97223
(503) 626-8468
MASTERCARD VISA

XEROX 820-1 AND 820-2 ITEMS
Reconditioned, Assembled and Tested

<table>
<thead>
<tr>
<th>Model</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>820-1</td>
<td>$285.00</td>
</tr>
<tr>
<td>820-2</td>
<td>$330.00</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Model</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>820-1</td>
<td>$285.00</td>
</tr>
<tr>
<td>820-2</td>
<td>$330.00</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Model</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>820-1</td>
<td>$285.00</td>
</tr>
<tr>
<td>820-2</td>
<td>$330.00</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Model</th>
<th>Price</th>
</tr>
</thead>
<tbody>
<tr>
<td>820-1</td>
<td>$285.00</td>
</tr>
<tr>
<td>820-2</td>
<td>$330.00</td>
</tr>
</tbody>
</table>

FOR MORE INFORMATION OR TO ORDER, PLEASE CONTACT:

LOGIC CONNECTIONS

PO BOX 23852
PORTLAND, OR 97223
(503) 626-8468
MASTERCARD VISA
When Baba Ram Dass said "Be here now, remember," designers of hard disk utilities should have paid heed. A powerful manager like XTREE can track files and subdirectories and execute DOS commands, but it isn't memory resident. Handy pop-up DOS commanders like PopDOS may be here now, but they lack the power of a full-fledged disk manager. After much meditation, the developers of WindowDOS 2.0 have come up with the best answer yet to the guru's paradox. Until now, the closest thing to a real RAM-resident disk manager was version 1.0 of WindowDOS. If offered a full-screen pop-up menu and could rename, copy, and delete files. But it couldn't move files, format disks, or rename subdirectories—which XTREE can. Now version 2.0 is here, and it's a winner. Its RAM resident (using less than 50K) but offers all the power of a nonresident disk manager.  

Once you've experienced the convenience of instant access to DOS commands, you'll never be satisfied with returning to DOS to list files, format disks, or copy, rename, or erase files. Nor will you be happy with a DOS shell, because shell programs are just as inaccessible as DOS when you are using an application program. Only one program combines memory-residency with the power of a full-featured disk manager: WindowDOS Version 2.0.

Features Not Found In DOS
- Sort directories in 8 ways—or not at all
- Copy, erase, and move groups of files
- Find any file in seconds
- Display default directory of any drive with a single keystroke
- Display graphic tree
- Global copy & erase commands
- Copy function prompts you to insert another disk when necessary
- Display hidden files and subdirectories
- Display file contents in various formats and page forward/backward
- Display Wordstar files in readable format
- Unique RAM Environment function shows name, size, location, and interrupts of every program in memory
- Rename subdirectories for instant reorganization
- Hide and unhide subdirectories
- See and change file attributes
- Send control codes to printer
- Switch default printer
- Password "lock" your system
- Set AT Real-Time Clock
- 5-minute screen-blanking function
- Input response macros

Enhances These Functions
- Format disks (faster than DOS)
- Make and erase subdirectories
- Copy, rename, and erase files
- Copy files to printer or COM ports
- Display disk free space and other media information
- Check and set the time and date

Benefits
- Saves Time—No waiting to exit or reload programs. Instant access to DOS functions whatever your current task. Easily saves 10 or more minutes a day.
- Comprehensive—Broad range of commands, including many not supplied by DOS. Satisfies the needs of both new and advanced users.
- Simplifies DOS—No need to remember exact DOS commands. Intuitive interface and "point and shoot" design saves keystrokes and prevents mistakes. Group file "tagging" avoids the drudgery of repetitive commands.
- Security—Capability to hide/unhide subdirectories, password "lock" a computer, and check for unwanted programs in RAM helps secure data and prevent unauthorized access.

WindowDOS 2.0 Addresses
"RAM Cram" Like No Other Program!!!

1. Designed specifically to be loaded first, unlike most memory-resident programs that insist on being loaded last.
2. Uses a hot key combination that does not have an associated ASCII value—prevents key conflicts with other programs.
3. Unique RAM Environment function lets you monitor the locations, memory costs, and interactions of all programs in memory, including the currently running program. Great for power users/developers.

Other Information
- Not copy protected
- Uses only 51K of memory
- Supports EGA & Hercules
- Runs memory-resident or as a stand alone program
- Uninstall command
- PC/XT/AT/100% Compatibles
- Order Today—Only $49.95
Starting The $6 Scanner

By John Paul Jones
6245 Columbia Ave.
St. Louis, MO 63139

John called me a few weeks ago, just bubbling with news about his new project. He was building a scanner out of a dot-matrix printer and $6 worth of parts.

"You mean a hobby scanner, right John?"

"No, this one creates real PC Paintbrush files."

I'd been interested in scanning for quite a while, especially since I'd begun using Ventura publishing. Ventura accepts PC Paintbrush files (among many) so when John mentioned PC Paintbrush, scanning, and manipulating graphics all in the same sentence, I really salivated. We hope you'll soon be enjoying the results of John's new project. As for Pascal and Modula? He'll be using these languages to develop the software.

In this column he begins the scanner and continues his introduction to Pascal and Modula-2.

The freehand drawing programs which are available in the PC world provide the tools, for those with some talent, to generate surprisingly good images. I am fascinated by these programs but have a problem - I can't draw worth a hoot. What I need is some way to get existing images into the computer. Once the image is in the proper form for the painting program, I feel confident that I'll be able to butcher it quite nicely.

Image and document scanners are available, but the least expensive of these is in the $1000 range, very difficult to justify for "fun." Much of the cost of the document scanners is in the mechanics needed for paper handling. This is also the reason that a home-brew version would be a big project.

An ad for a relatively inexpensive ($150) document scanner which attaches to the print head of a dot matrix printer made me realize that the mechanical problems had already been solved.

To define the project goals, I'm shooting for:
1. Low cost
2. Optical sensor for print head attachment
3. Interface between the sensor and the PC
4. Software to
   a. Scan a picture
   b. Display the captured image
   c. Process the image (contrast alteration, edge detection...)
   d. Save to disk
   e. Print an image
   f. Convert to paint program file format

Over the next few columns, I'll be developing the project in detail. Along the way we'll learn a bit about image capture (rasterization), image display details, image processing, dithering (pseudo gray scale on a straight mono display), and whatever else time and energy permit.

The first three entries in the goal outline turn out to be the easy part. The sidebar discusses the hardware needed to implement them.

The software will, of course, be developed in a modular fashion, primarily in Modula-2, but I plan to show how it can also be done in Turbo Pascal.

The first step will be to control the printer so we can rasterize the result. Next will be the capture of the scanned data and, finally, creation of the routines for displaying the data.

From this modest base, we'll add functions for image enhancement, printing, true gray scale (which will require a color graphics board), and some other fun stuff. Stay tuned for further developments.

Meanwhile I'll continue describing the similarities and differences between Pascal and Modula-2.

Assignment

The assignment statement is the most fundamental executable statement in both Pascal and Modula-2.

variable := expression;

The assignment operator (:=) should be read "becomes" or "is assigned the value." It is not equivalent to the "=" in an algebraic equation. Remember that data in these languages is strongly typed and strict rules are applied for assignment compatibility. If type boundaries
need to be crossed, it must be done explicitly with a type conversion function. Or in Modula-2, with type breaking.

charvar := chr(intvar); /* Pascal type conversion */
charvar := CHAR(CardinalVar); /* Modula type breaking */

Go With The Flow

Unless the program is otherwise directed, it executes its statements in order. Two types of instructions alter this flow, iteration (looping) and branching.

Loops

Pascal has three iterative statements, Modula-2 four. For all of the examples, the word "statement" represents either a simple statement, or for Pascal a compound statement, within a BEGIN - END pair. Modula-2 doesn't use the BEGIN but requires an END, even after a simple statement.

FOR

When you want to execute a statement a certain number of times, a FOR loop can be used.

(Pas) FOR index := start TO (DOWNTO) finish DO statement;
(M2) FOR index := start TO finish | BY bump | DO statement END;

The loop index can be any scalar type except REAL. The index variable cannot be modified by statements within the body of the loop; you cannot exit prematurely as you can in a language like BASIC.

In Pascal, incremental and decremental indexing are controlled by the keywords TO and DOWNTO. The increment is fixed at +1 or -1. Modula-2's BY option gives more flexibility since the index can be changed by any integer amount with each iteration.

When the value of the index goes beyond the finish value, the loop execution terminates. The control parameters are evaluated before each iteration so the loop can be executed as few as zero times.

WHILE

The other top testing loop is the WHILE loop.

WHILE BooleanExpression DO statement; /* Pascal */
WHILE BooleanExpression DO statement END; /* Modula-2 */

The loop will be repeated as long as the boolean expression evaluates to TRUE. This has two consequences; first, the expression must involve a variable, and second that variable must be altered within the body of the loop. As with a FOR, a WHILE can be executed zero times.

REPEAT

A repeat loop tests for completion at the end, and therefore will always be executed at least once.

REPEAT statement UNTIL BooleanExpression;

Syntax is identical for the two languages, the keywords REPEAT and UNTIL serve as BEGIN and END. Again, an infinite loop can result if the variable(s) in the boolean expression are not modified in the loop.

LOOP

Modula-2's fourth iterative statement is the LOOP.

LOOP statement END;

This minimal syntax is correct, but results in an infinite loop. A LOOP can only be terminated with an EXIT statement; flexibility is provided since multiple EXITS are allowed within the LOOP body.

LOOP
IF x = y THEN EXIT; /* END for the IF */
IF ch = 'z' THEN EXIT END;
ELSE statement;

Branching

Two statements allow conditional execution of sections of a program. The IF statement is used to branch based on BOOLEAN expressions, and CASE branches based on a scalar expression's current value.

IF (Pascal)
IF BooleanExpression THEN statement ELSE statement;

* (continued next page)
The $6.00 Hardware

The hardware needed to scan an image using a raster scan technique turns out to be relatively simple. The requirements are: first, a photodetector small enough to be mounted on the print head or print head carrier of a dot matrix printer; and second, a circuit to convert its analog output signal to digital.

There are many possible choices for the detector, from a simple phototransistor to the premium LED (light emitting diode) photodiode assemblies made by Hewlett Packard. For convenience and low cost (~$2), I am using the OPB708 reflective photosensor from Optron Technology. This device has an infrared LED and matching phototransistor, both focused about .2" in front of the device. See Figure 1.

The circuit in Figure 2 lets us get the sensor's data into the computer. R1 and R2 provide variable current drive to the LED; R2 becomes our coarse brightness control by varying the amount of light striking the image.

The light reflected from the image causes the phototransistor to conduct, generating a voltage across R3 proportional to the reflected light intensity. This voltage is isolated from the rest of the circuit with an op amp wired for unity gain, then amplified with a second op amp.

R4 allows adjustment of the gain of this second op amp between about 4 and 100. This is the master brightness control.

For maximum flexibility, the amplified signal could feed an analog to digital converter IC to give a range of shades equal to the A/D's range. An 8-bit A/D would give 256 distinct levels of brightness. The other extreme is to only provide a single output bit with any brightness half-scale representing white. Since the plan was to input the data through the four push-button inputs of a dual joystick port (I had one, therefore there was no additional cost), a middle of the road approach was chosen.

R7 and a multi-tap resistive divider (R8 - R11) provide equally-spaced reference voltages for four comparators. This provides five levels of brightness. Referring to Figure 2, LM339 pin 13 represents 0 or 1, pin 14 = 2, pin 1 = 3, and pin 2 = a brightness of 4. R7 gives us a contrast control. For single bit applications, use a single comparator and eliminate R8 - R11.

R12 - R15 will be needed if the input bits you use are not pulled up; the push-button inputs on a joystick port normally are.

At this point, the circuit has been breadboarded and gives a reasonable gray scale output. Not tested yet is the resolution of the scanned spot, or pixel size. If the active spot turns out to be large, an aperture may need to be put on the sensor input. Also, there may need to be some preliminary processing of input before it can be displayed.

This hardware is NOT suitable for scanning a color image. The LED/phototransistor pair are infrared devices, so a scanned color image would have its reds brighter and blues darker than perceived by the eye. I plan to photocopy any color pictures before scanning. This will introduce some brightness shift due to the copier’s spectral sensitivity, but considerably less than that of the sensor.

Circuit of $6.00 scanner.
The ELSE clause is optional; if it is absent, the statement immediately following the IF will be executed if the expression is FALSE. Since the statement after the ELSE can be another IF, you can use it to perform multi-way branching. Also, an IF after a THEN will give you nested conditional execution.

```pascal
IF ch = 'a' THEN
  IF ch < M => 'z'
  THEN LowCount :=
  succ(LowCount)
  ELSE NonLowCount :=
  succ(NonLowCount);
```

Pascal is very picky about the construction of nested IFs. There are two rules. One, a semicolon can NEVER precede an ELSE since that would terminate the IF statement. The other rule is that an ELSE will always pair with the closest previous IF that lacks an ELSE.

You can construct some very complex decision structures with IFs. However, they can be incomprehensible if you aren't careful about formatting.

**IF (Modula-2)**

Modula-2's IF statement differs from Pascal's in two ways; it requires an END as terminator, and an optional ELSIF clause gives a more convenient way to construct complex decisions.

```modula-2
IF exp1 THEN statement;
ELSIF exp2 THEN statement;
ELSIF exp3 THEN statement;
ELSE statement
END;
```

The only statement(s) executed will be those following the first TRUE expression. If none evaluate to TRUE, the ELSE will be executed. Only one END is needed for even a very complex IF statement. Each THEN is terminated by either an ELSIF or an ELSE.

An additional consequence is that semicolon placement is not as critical as for Pascal. Modula-2 won't mind an extra one here; or there; (But the editor might.)

**CASE**

The CASE statement gives multi-way branching based on the current value of a scalar (non-REAL) expression.

```pascal
CASE expression OF (* Modula-2 *)
  const1 : statement 1
  const2, const3 : statement 1
  const4 : statement
END;
```

The two significant differences between the languages are Modula's use of the vertical bar (|) to signal the end of a selected statement group and the optional ELSE clause (Turbo Pascal has this extension also). Modula-2 also supports a subrange constructor (c..c.c), and since Modula-2 allows constant expressions in constant definitions, they are allowed here.

The first statement group which has a match to the expression value in its constant list will be executed. If none of the constant values match the expression in Pascal, none of the statement groups will be executed. For Modula-2, if this happens with no ELSE clause, you'll get a run time error.

To come...

Next time, I'll begin presenting the software associated with the scanner project. I'll provide an outline of the entire system, and begin development of some of the low level modules.

---

**SUBSCRIPTION PROBLEMS**

Drop us a note

Micro Cornucopia
PO Box 223
Bend, OR 97709

---

**Full Featured AT Motherboard**

fits XT or AT case! $399

(6/8MHz, $489 for 6/10)

Upgrade your XT to a real AT for about the price of an "accelerator" card

OR

build a space-saving AT from scratch.

Features:

- Phoenix BIOS, 1MB memory (0 K installed), VLSI technology, 8 expansion slots, Clock/Calendar.

Add $95 for 1MB memory installed and tested.

Other selected components available include

- Toshiba 1.2MB floppy drive $118
- Floppy/Hard drive controller $194
- XT size case w/LEDS, lock, reset $ 55
- Everex Magic I/O Par/Ser card $ 69
- Everex EGA card $195
- Mono/Graph/Printer card $ 69
- Famous Datadesk Keyboard $119
- High density floppies (10) $ 10

**Call SoftSide Systems at (503) 591-0870**
TEXT TO SPEECH BOARD!
PC/XT EPROM PROGRAMMER $169
NEW!

PC/XT EPROM PROGRAMMER $169

NEW!

Digital Research Computers
P.O. BOX 381450 • DUNCANVILLE, TX 75138 • (214) 225-2309

Computer programs and software

MS-DOS, CP/M E/EEPROM PROGRAMMATING SYSTEM

CALL FOR FREE CATALOG

ALL SALES SUBJECT TO THE TERMS OF OUR 90-DAY LIMITED WARRANTY: FREE COPY UPON REQUEST.

POOR MAN’S NETWORK
Now includes FREE 2-user Database!

Peer Man’s Network is a true Local Area Network for CP/M and Z-80 systems. It uses RS-232C or bidirectional parallel ports; no extra hardware to buy. Share floppy disks, hard disks, RAM, and printers. Drivers are accessed just by specifying a network drive letter. Send screen messages with a single key-stroke.

Not just a terminal program. Peer Man’s Network is a loadable BIGS extension (takes 7K) that provides networking capabilities at minimum cost. Works with virtually all CP/M 2.2 (with or without ZPFRX) and Z-80 systems, including Kaypro, Televideo, Columbia, North Star, Apple II, Xerox, Big Board II & III, PiPiper, S-100, Ampro, Nubon, Endwell, Micro Mini, and others. Works with IBM PC when used with Micro Methods’ TMIP or Z-RIP.

Special BIGS calls let you implement electronic messaging between computers. Free sample database, complete with Modula 2 source, illustrates how to write your own network programs and implement record locking. Write your own multi-user game or database, in any language that can make BIGS calls.

Best of all is the price: still only $69!

Many disk formats available, including 8” SSDS, Kaypro, IBM, Televideo, North Star, etc. Each disk contains assembler source and hex drivers for all supported computers. 50 page manual included.

How to Order: We accept Visa, Mastercard, or money orders. No purchase orders or CODs.

Many disk formats available, including 8” SSDS, Kaypro, IBM, Televideo, North Star, etc. Each disk contains assembler source and hex drivers for all supported computers. 50 page manual included.
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A POWERFUL UTILITY

For under $20, get a powerful programmer’s utility that will bring you a year of:

• hot technical tips from experts like Tom Swan, Ray Duncan, Michael Abrash, William Hunt and Rex Jaeschke.
• guidance for consultants from Paul Barkley—industry news from Frank Greco and Hal (DTACK Grounded) Hardenbergh.
• valuable and efficient code in ASM, C, Pascal, BASIC
• expert tips on operating systems, the 386, graphics drivers, the EGA, and more!

RESPECTED BY PROFESSIONALS

“For hot programming tips look to... the excellent but relatively little known Programmer’s Journal.”
Peter Norton—Inside the IBM PC

“...stuffed with useful information, it definitely deserves a look.”
Ray Duncan—DDJ 6-86

“I really love this magazine!”
Harry Miller—Editor, PC WORLD

GET ONE FREE!

To see what PJ has to offer just do one of the following:
• call us at (503) 747-0800
• return the coupon at right

We’ll send you a FREE sample copy of our latest issue, reserve a 1 year subscription (6 issues in all) and invoice you for $19.95. If PJ is not the utility you need, simply write “CANCEL” on the bill and return it. Keep your free issue and owe nothing.

Programmer’s Journal
P. O. Box 30160
Eugene, OR 97403

YES—Please send me a FREE sample issue of PJ and start my NO RISK subscription. Offer good in U.S. only
Please allow 4-6 weeks for delivery of first issue.

Name __________________________
Company _______________________
Address _________________________
City ______ State ______ Zip ________

Please mail coupon to:
Programmer’s Journal, P. O. Box 30160, Eugene, OR 97403
Larry gives us a quick peek at Borland’s newest release, Turbo C. Considering the response, it appears that everyone with Turbo Pascal is in line for Turbo C. Considering the quality of the manuals, it’s obvious Borland expects as much.

A lot of software finds its way to the offices of Micro C - some interesting, some not so interesting. (It’s hard to get overly excited about yet another “super” directory program.) One package we’re all jazzed about is the latest offering from Borland International, Turbo C.

I’ve just started to use Turbo C and so far it looks great. I’ll be giving an overview of the package here. For an impression of the user interface, take a look at Gary’s Tidbits in this issue. He also gives the compiler a pretty good workout in the speed and smarts departments. So what do you get for your hard-earned shekels?

Library

Turbo C comes with an almost complete set of library functions. You’ll find all the standard functions plus the following:

- Complete directory manipulation including a function to search the path for a file.
- Process functions which allow you to spawn and control child programs from within a parent program.
- Interface functions to take advantage of machine specific, low-level characteristics.
- A floating point emulation library. Turbo C can generate code for the 8087 math coprocessor. At run time, if an 8087 is present, it will be used. If not, the emulation routines take over.
- Conversion and manipulation functions for time and date.

What you won’t find is any sort of screen-handling support. I can understand a lack of advanced graphics functions, but simple functions like clear screen and cursor control would have been nice.

Recently I had a call from a reader who runs Turbo C on a Kaypro 2000. His immediate solution to the lack of screen handling was to implement the ANSI.SYS codes in a series of functions. A good temporary kludge. I’m sure that graphics packages will appear soon. When Borland comes up with one, I trust it will be better than their somewhat funky Pascal graphics toolbox.

Low Level Goodies

Turbo C gives the programmer three methods for getting into low-level trouble. Through the use of “pseudo-variables,” you can go in and muck with the entire register set (with the exception of the flags and the instruction pointer). For example, _AX gives read/write access to the AX register. Pseudo-variables and the library function geninterrupt make the use of interrupts simple.

The second method will have Turbo Pascal users smiling. In Turbo C Borland has done away with the dreaded Inline statement and implemented true inline assembler code. So instead of something like:

```
_inline (31/$C0, / /8E/$D8); mov ds,ax
```

We have:

```
asm xor ax,ax /* set ax to 0 */
asm mov ds,ax /* set ds to 0 */
```

It’s a bit annoying to have to preface each assembler statement with “asm” rather than use #asm and #endasm to delimit a whole block of code. But who’s complaining - it sure beats machine code. Of course, separate assembler code can also be linked into a program. But for short routines, inline is the way to go.

Finally, Turbo C eases the job of writing interrupt handlers. Declaring a function to be of type “interrupt” automatically takes care of housekeeping chores like saving and restoring the registers and issuing an IRET on exit from the handler. getvect and setvect let you manipulate the interrupt vectors in low memory.

Utilities

Turbo C includes a command line version for all you UNIX types who blanch at the sight of an integrated environment. Certain things (like the inline assembler discussed above) require the use of the command line version. Several utilities support this mode of programming.

The preprocessor and linker do just what you’d expect. MAKE is a nice handyman-down from UNIX. It allows you to specify exactly how your program files depend on each other. MAKE then recompiles only those files which have been affected by your last round of editing.

It seems like the only thing missing is a debugger. The integrated environment includes a “Debug” option, but it only manages error messages. You can’t track individual variables, single-step through the code, or perform any other true debugger functions.

Miscellaneous

Turbo C generates six different flavors of executable code - all the way from Tiny to Huge. The idea here is to optimize the use of memory and pointers. For example, the Tiny model restricts all segment registers to the same address and uses only near pointers. So EXE2BIN can create .COM files out of Tiny programs. Use this model for Terminate and Stay Resident programs.

One of the most interesting features of Turbo C is its ability to link with Turbo Prolog modules. Letting the two languages talk to each other opens up endless possibilities. Gary will be paying
special attention to this capability in future issues of Micro C.

Documentation
You'll notice a change in Borland's philosophy with Turbo C's documentation. Very few assumptions are made about the reader's knowledge of programming in general, and none about knowledge of C. You can actually learn C by working through the 300 page User's Guide. A lot of effort goes into comparisons of Turbo Pascal and Turbo C, which should make the Pascal folks comfy.

A second volume, the Reference Guide, contains descriptions of all library functions, error messages, C syntax, and more. I just love to see good documentation, and Borland has done a great job on theirs.

A Winner?
You bet. As with Turbo Pascal, Borland has thrown in everything but the kitchen sink. Sure it deviates from "the standard" here and there, but it's pretty close. And what's a little deviation between friends anyway. A good debugger and a few screen functions are the only additions I could ask for.

It'll be interesting to see how the public responds to Borland's latest. If initial orders are any indication, they have another monster on their hands.

Gary, Dave, and I will be playing with Turbo C a lot, so stay tuned for our ongoing reactions.
Turbo Outstanding

By Gary Entsminger
1912 Haussler Dr.
Davis, CA 95616

Turbo Outstanding

Gary just got Borland's Turbo C and he likes it. He likes it so much, well, I'll let him tell you. Meanwhile if you're comfortable with Turbo Pascal and would like to go to C, now there's nothing stopping you.

I've just begun to explore the C Turbo, but I'm already tickled-to-Betsy. It's quick out of the blocks, easy to use, and compiles and executes like a thoroughbred.

Those of you who cut your teeth on Turbo Pascal and want to try C will really enjoy this environment. It's as good or better than what you're used to - with built-in editor, pull-down menus, split screens, nifty windows for simultaneous error listings and source view, and options up the Hwangpoo.

During compile, a window pops up in the middle of the screen, showing the compiler's progress through include files, its memory consumption, and the numbers of warnings and error messages.

Another window pops up, and you browse the error list, select the one you want to correct, and then switch to the location of the error in the source code which has been idling in another window.

As Robin Williams would say, "This program is BAD."

Poetry In Pointers

I wanted to test Turbo C's speed and intelligence, so I sifted through my collection of benchmarks and found two striking ones by David Clark. I diddled with them a little and came up with the two programs in Figures 1 and 2.

The first, "deref.c," tests a compiler's skill at tracking pointers. This is apparently complex business for a compiler, since many wander off into the pointer depths while de-referencing (finding the contents) of pointers.

A pointer, you'll remember, is a variable that contains the address of another variable. They're useful for accessing objects indirectly.

For example, if var_1 is a char, then -

```
var_1 = *pointer_1
```

assigns the contents of whatever pointer_1 points to to var_1.

If the contents of whatever pointer_1 points to is another pointer (and assuming var_2 is also

```c
#include <stdio.h>

#define LOOPS (unsigned) 50000

struct cptr1 {
  char __________________________ptr1;
};

main() {
  unsigned i;
  char test;
  struct cptr1 __________________________pointer;

  printf("%u loops \n", LOOPS);
  for(i = 0; i <= LOOPS; i++) {
    test = __________________________

      (________________________pointer).ptr1;

  }

  printf("%s finished\n");
  exit(0);
}
```

Figure 1 — deref.c
a char)

var_2 = **pointer_1

assigns the contents of whatever the contents of pointer_1 points to to var_2.

(If this sounds complicated to you, imagine what it's like for a compiler.)

If we take this pointer to pointer stuff farther than anybody knows what to do with, into 20 or so levels, we can get a pretty good feeling for a compiler's taste for complexity.

The benchmark in Figure 1 is a program gone so far. I tried it with four compilers, and three (Eco, Microsoft, and Turbo) managed to wind through 50,000 loops of 19 indirections in a few seconds or less. I quit before they did.

In defense of Aztec (which quit before I did, at Level 7, announcing, "data type too complex"), the proposed ANSI C standard requires only six levels of indirection.

The complete deref.c is in Figure 1.

Savage Floating Point

The second program, savage.c, is a bruiser, testing the speed and accuracy of floating point calculations. Twenty-five hundred loops of

\[ a = \tan(\atan(\exp(\log(\sqrt{a^2}))) + 1.0; \]

All four compilers completed the test accurately (with an error frequency of 1 part in a billion or better; see Figure 3), with Turbo C winning the race by a landslide (Figure 4). But note: Eco, Aztec, and Microsoft compilers are 1986 versions; new versions may be faster (although I doubt as fast as Turbo C). Microsoft 4.0 C'ers (or anyone else with a fast compiler), send us your results.

Meanwhile, it seems clear enough that C compilers on the PC have matured significantly in the last year.

Three cheers for C (and Borland).

References


The Turbo PROLOG Toolbox

Turbo PROLOGers, don't be dismayed. Your programming world, too, has just gotten a notch or two more out-

Figure 2 — savage.c

```c
#define LOOP 2500
extern double tan(), atan(), exp(), log(), sqrt();
main()
{
  int i;
  double a;
  printf("Start
n");
  a = 1.0;
  for(i = 1; i <= (LOOP - 1); i++)
    a = tan(atan(exp(log(sqrt(a*a)))) + 1.0;
  printf("a = \$20.14e
n", a);
  printf("Done
n");
}
```

Figure 3 — Accuracy results from savage.c

<table>
<thead>
<tr>
<th>Compiler</th>
<th>Correct Result</th>
<th>ECO's</th>
<th>AZTEC's</th>
<th>Microsoft's</th>
<th>Turbo's</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>2.49999999968640e + 03</td>
<td>2.50000000025354e + 03</td>
<td>2.50000000000118e + 03</td>
<td>2.50000000000116e + 03</td>
</tr>
</tbody>
</table>

Figure 4 — Benchmark results.

All compilers tested on an 8MHz PC Tech X16b, Seagate 225 hard disk, Ompli-controller */

deref.c ---

<table>
<thead>
<tr>
<th>Compiler</th>
<th>Size</th>
<th>Execute</th>
</tr>
</thead>
<tbody>
<tr>
<td>Eco(3.01b)</td>
<td>9K</td>
<td>y</td>
</tr>
<tr>
<td>AZTEC(3.20d)</td>
<td>6K</td>
<td>y</td>
</tr>
<tr>
<td>Microsoft(3.0)</td>
<td>6K</td>
<td>y</td>
</tr>
<tr>
<td>Turbo(1.0)</td>
<td>6K</td>
<td>y</td>
</tr>
</tbody>
</table>

savage.c ---

<table>
<thead>
<tr>
<th>Compiler</th>
<th>Size</th>
<th>Execute</th>
</tr>
</thead>
<tbody>
<tr>
<td>Eco(3.01b)</td>
<td>16K</td>
<td>11K</td>
</tr>
<tr>
<td>AZTEC(3.20d)</td>
<td>21K</td>
<td>20K</td>
</tr>
<tr>
<td>Microsoft(3.0)</td>
<td>84K</td>
<td>42 seconds</td>
</tr>
</tbody>
</table>

(continued next page)
Ever Wondered What Makes Turbo Pascal Tick?

Source Code Generators by C. C. Software can give you the answer.

"The darndest thing I ever did see..."
"...if you're at all interested in what's going on in your system, it's worth it."

Jerry Pournelle, BYTE, Sept '83

The SCG-TP program produces fully commented and labeled source code for your Turbo Pascal system. To modify, just edit and assemble.

Version 3.00A (Z80) is $45. SCG is available for CP/M 2.2 ($45) and CP/M+ ($75). Please include $1.50 postage (in Calif add 6.5%).

C. C. Software, 1907 Alvarado Ave.
Walnut Creek, CA 94596 (415) 939-8153

CP/M is a registered trademark of Digital Research, Inc. Turbo Pascal is a trademark of Borland International

---

Eco-C C Compiler

"This is the only package we reviewed that we would be willing to call a professional tool."

Computer Language, Feb., 1985

When the review mentioned above was written, the Eco-C C Compiler was priced at $250.00. Now you can have the same compiler for a mere $59.95. And that price is complete, including a library of 120 functions, all operators (except bit fields), structures, unions, long, float, doubles, plus user's manual. We've even included a special version of the SLR Systems assembler and linker.

Benchmarks*

(Seconds)

<table>
<thead>
<tr>
<th>Benchmark</th>
<th>Eco-C</th>
<th>Aztec</th>
<th>Q/C</th>
</tr>
</thead>
<tbody>
<tr>
<td>Seive</td>
<td>29</td>
<td>33</td>
<td>40</td>
</tr>
<tr>
<td>Fib</td>
<td>75</td>
<td>125</td>
<td>99</td>
</tr>
<tr>
<td>Deref</td>
<td>19</td>
<td>CNC</td>
<td>31</td>
</tr>
<tr>
<td>Matmult</td>
<td>42</td>
<td>115</td>
<td>N/A</td>
</tr>
</tbody>
</table>

*Times courtesy of Dr. David Clark

CNC - Could Not Compile
N/A - Does not support floating point

Eco-C requires 56K of free memory, 240K disk space (one or two disk drives or hard disk), Z80 CPU and CP/M 2.2 or later. We also have an MSDOS version at the same low price. Call today!

1-800-952-0472 (orders only)
1-317-255-6476 (information)

Borland International
4585 Scotts Valley Dr.
Scotts Valley, CA 95066
(800) 255-8008

And that, friends, is Tidbits.
CP/M™ Software: Saving The Best for Last

Plus: The Greatest ConIX™ Giveaway

CP/M: Some people love it, others love to hate it, but most still use it. Its users complain that most software companies have abandoned it. Very true, yet we haven't! We've been selling the ConIX software line for many years; we developed it, we market it, and we support it - completely! What?! You haven't tried it? Saving the best for last, eh? Don't wait! Support your CP/M software company - try ConIX for as low as $10! What's more, you could even get lucky and receive your entire order FREE! See details below.

<table>
<thead>
<tr>
<th>Name:</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Company:</td>
<td></td>
</tr>
<tr>
<td>Address:</td>
<td></td>
</tr>
<tr>
<td>Tel.#/Hours:</td>
<td></td>
</tr>
<tr>
<td>End-User Software Licenses:</td>
<td></td>
</tr>
<tr>
<td>ConIX Operating System</td>
<td>$29.95 $</td>
</tr>
<tr>
<td>Disk Manual Version</td>
<td>$19.95 $</td>
</tr>
<tr>
<td>Limited Shareware Version</td>
<td>$0.00 $</td>
</tr>
<tr>
<td>Printed Manual Only</td>
<td>$9.95 $</td>
</tr>
<tr>
<td>ConIX Programming System</td>
<td>$29.95 $</td>
</tr>
<tr>
<td>Printed Manual Only</td>
<td>$9.95 $</td>
</tr>
<tr>
<td>ConIX Library I XCC Utilities</td>
<td>$24.95 $</td>
</tr>
<tr>
<td>Printed Manual Only</td>
<td>$9.95 $</td>
</tr>
<tr>
<td>All ConIX Packages Above</td>
<td>$69.95 $</td>
</tr>
<tr>
<td>Computer Brand:</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Software Distribution Disk Format:</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>5.25&quot; DSSD Standard</td>
<td>$5.00 $</td>
</tr>
<tr>
<td>5.25&quot; DSD 48 TPI Soft Sector</td>
<td>$5.00 $</td>
</tr>
<tr>
<td>5.25&quot; DSD 48 TPI Soft Sector</td>
<td>$6.00 $</td>
</tr>
<tr>
<td>5.25&quot; S_D_TPI_Sector</td>
<td>$10.00 $</td>
</tr>
</tbody>
</table>

* Add only one format charge per order

<table>
<thead>
<tr>
<th>Format Brand:</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Shipping Information:</td>
<td></td>
</tr>
<tr>
<td>UPS Ground USA</td>
<td>$4.50 $</td>
</tr>
<tr>
<td>US Mail USA (For P.O. Boxes)</td>
<td>$6.50 $</td>
</tr>
<tr>
<td>Air Mail Canada</td>
<td>$9.50 $</td>
</tr>
<tr>
<td>Air Mail Foreign</td>
<td>$12.50 $</td>
</tr>
<tr>
<td>Subtotal:</td>
<td></td>
</tr>
<tr>
<td>Sales Tax (N.Y. Residents Only):</td>
<td>x%</td>
</tr>
<tr>
<td>Total (Thank You!):</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>I Certify ConIX Giveaway Eligibility:</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td></td>
</tr>
</tbody>
</table>

POs and UPS CODs accepted by phone only. Sorry, credit card payment unavailable. Personal checks require 10 days to clear. Non-USA orders must be prepaid by bank draft in US $. Delivery in 2-4 weeks.

Computer Helper Industries Inc.
Post Office Box 680
Parkchester Station, N.Y. 10462
(212) 652-1786 9AM-5PM M-F

The Great Giveaway: Every 100th ConIX Order FREE!

That's right! Every 100th order processed by our computer will be shipped with a Credit Certificate for the total purchase price or $100, whichever is lower. This credit may be used toward a future purchase from CHI, or may be redeemed for cash within ninety (90) days of receipt. Your odds are an incredible 1 in 100!

Offer applies only to private individuals and non-profit institutions ordering directly from CHI. Orders placed by PO or purchased for commercial use are not eligible. To enter, certify eligibility by signing order form.

By Walt Pfiester &
Gary Schumacher
1 Skadden Terrace
Tully, NY 13159

An Uninterruptable Power Supply For Your RAM Disk

This is a simple construction project that should keep your 5 Volts up even when your power is down. Built as a RAM disk backup, it's also worthwhile for any system which uses just a few watts of 5V.

You, too, can build your own battery backed-up power supply from easy to find parts. This 5 volt UPS (Uninterruptable Power Supply) delivers power to my RAM disk for over five hours after loss of 117 V AC. Now my data is secure despite what happens to the AC power.

Either the built-in battery or the 117 V AC mains will provide 5V at 750mA. An automatic battery charger keeps the battery up.

Background
I use a 1Mb MicroSphere RAM disk as drive A on my modified Kaypro CP/M computer. If you think Turbo Pascal compiles fast on disk, you should see it fly on a RAM disk! The RAM disk also saves wear and tear on my 800K floppies. Combine the RAM disk with ZCPR and a 7 MHz system clock, and you understand why I like the system.

Problems
Over the years, I've used several different RAM disk power supplies. Unfortunately, with most of the supplies I'd wind up getting file errors after I'd left them on for a few days. (I use CRC.COM to check the files against CRCKLIST.CRC, a list of the files' CRCs. Checking 616K of RAM disk files takes 36 seconds.)

The CRC errors appeared when I used a separate power supply for the RAM disk versus directly obtaining power from my Kaypro. Several of my friends were also experiencing the same anomalies using external power supplies.

Gary Schumacher designed and built this simple and inexpensive battery backup system. I haven't lost any files since.

Description
The main piece of hardware for this project is a single-unit combination transformer, rectifier, and filter originally made for Commodore. It's available from Radio Shack (Archer AC-DC adapter #277-1026) or Digi-Key for under $5.

It generates 9.5 VDC at 1.0 Amp - plenty of power to charge the battery and run the RAM disk. (Be sure to note that the outer shell of the unit's output connector is positive.)

Battery
For the battery, we chose the Radio Shack deep cycle starved electrolyte lead acid unit. It's designed for cellular radio applications and has a rating of 2.5 AH. With a full charge it runs my RAM disk for five hours.

If you chose a smaller battery (say 1 or 2 AH), you could probably sneak the entire supply inside the RAM disk enclosure or put the whole mess inside the Kaypro. In our case, we used Radio Shack cabinet #270-252 ($3.99).

We mounted the connectors on the rear of the cabinet. The switch and LEDs graced the front. The LM2935 fastened directly onto a piece of angle stock which we'd bolted to the frame. It was perfect because the metal tab on the regulator is supposed to connect to ground.

We used nicad batteries in an earlier model. They are available surplus from Marlin P. Jones Associates, Lake Park, Florida, 33403-0685. Part #Ni-2362 has two batteries. Split it in half for a stack that's fine for this project. Other sources include: Amateur Radio journals, surplus houses, and local parts houses. Gel cells work just as well as the nicads.

(Editor's note: Lead acid batteries work best in a constant trickle charge situation like this. Nicads slowly lose capacity if they're not deeply discharged regularly.)

Theory Of Operation
D3 and D4 form an OR gate. The voltage at the cathode of D3 is normally higher than that at the cathode of D4, thus cutting off D4. Under this condition, the LM2935 receives its input voltage from D3. When the power input fails, the output from D4 is higher than D3, and the LM2935 receives its input from the battery. Thus, at all times, the LM2935 has sufficient power.
input voltage to maintain regulation. We used the LM2935 voltage regulator because its voltage drop is only 0.65v. Most series regulators have a minimum drop of 1.2v.

Switching time is not a factor - there is none.

We chose R3 to trickle charge the battery at 1/100 of its rating (2.5 Ah). R2 (in parallel with R1 and D1) is the fast charge resistor. If you don't need a fast charge, then eliminate D1, R1, and R2 and the switch.

(For more sophisticated charger circuits, check out back issues of Ham Radio magazine.)

One last note regarding batteries: If you're planning to charge batteries rapidly, watch them carefully. If they get hot they could be damaged.

Finally, if the power goes down while a file is in system RAM, your data disappears, so save frequently to RAM disk. (I use a software macro for this, Save and Resume, generated with SmartKey.) That way all your data will be safely stored away. As they say, "Better safe than sorry."

---

Figure 1 — Power supply schematic and parts list.

---

The G180 FX

- Small, fast, memory-packed single board computer
- add the Micromint GT180 for high resolution graphics

SB180 FX features:
- Measures only 5.75" x 8"
- 64180 CPU running at 6, 9 or 12 Mhz
- Up to 512K bytes RAM and 32K bytes ROM
- Two 36.4 baud serial ports
- A parallel printer port
- Peripheral expansion bus
- Three bi-directional parallel ports
- Industry standard 765A - compatible disk controller
- NCR 55C80-SCI bus controller for hard disk or network communications

GT180 FX features:
- Measures only 5.75" x 8"
- Designed to piggy-back on top of the SB180 or SB180 FX
- High resolution of 640x480x16 colors from a palette 4096
- Advanced HD63484 CRT controller
- 38 commands including 23 graphic drawing commands
- Fully software supported by Borland's G180 Graphix Toolbox and Modula-2
- 2 million pixels per second

SB180 FX ........ as low as $409.00
GT180 ............. as low as $395.00
Turbo Modula-2 ........ $69.00
Turbo Modula-2 w/GT180 Graphix Toolbox ......... $89.00

To order call
1-800-635-3355
TELEX: 643331
For technical information call
1-(203)-871-6170

MICROMINT, INC.
4 Park St., Vernon, CT 06066
CPM Notes
The Z280, AT Performance In An 84 Kaypro

Z280
The big news in the CP/M world is Zilog's new Z280. This processor executes all 8080 and Z80 instructions and has 45 new instructions plus additional addressing modes. Other characteristics of the chip include:
- Clock rate of 10 MHz or more
- Addresses 16 MBytes of memory
- Eight-bit 8080 bus or 16-bit Zilog Z-Bus
- Paged memory-management unit with a 256-byte data and instruction cache
- Four-channel DMA controller
- Three 16-bit counter/timers
- Six-stage wait-state generator
- DRAM refresh controller
- 2.5 MHz UART

High Tech Research uses the Z280 in their new Ultraboard. The Ultraboard will run on the 84 Series CP/M Kaypros and the 10-83. High Tech plans a summer release and has a target price of less than $500.

This little gem promises to run at 12 MHz, which will yield an increase of about 10 times in processing speed. It will come with 1 MByte of RAM (expandable to 16 MBytes), configurable as a RAM disk by the user.

The Ultraboard also drives an external RGB monitor. High Tech replaced the Kaypro screen driver to keep up with the Z280's processing speed. The new driver runs at 18 MHz and has its own 256-byte Cache Memory for instantaneous screen updates (25 times faster than a standard Kaypro).

The Ultraboard should be comparable in speed to a standard AT. The question is whether there will be any software written to take real advantage of it. Standard CP/M software should run but it won't make use of the extra memory. We'll just have to see if developers come up with anything interesting.

For information on the Zilog Z280 contact:
Jim Magill, Richard Davies, or Tom
Hampton
Product and Technical Marketing
Zilog, Inc.
210 Hacienda Ave.
Campbell, CA 95008
(408) 370-8000 or 370-5166

Those interested in the Ultraboard should contact:
High Tech Research
1135 Pine Street #107
Redding, CA 96001
(800) 446-3220/(800) 446-3223 in California

256K Upgrade Revisited
The 256K upgrade for 84 series Kaypros is alive and well on my machine. (See the Kaypro column in issue #34.) I fabricated a small printed circuit board for the extra chips and patched the signals to the bottom of the mother board via a 16-conductor ribbon cable. The patch cable alternated between signal and ground so I didn't have any problems with cross talk. I also replaced the 74HC04 with an HC14 in order to square up the clock.

I'm pleased with the setup and would be more than happy to provide the artwork for the board if anyone's interested. I made it double sided with targets for alignment.

R. Perfect
RD #4 Box 154
Reading, PA 19606

CP/M Kaypro Keyboards
A recent (May 1) direct mail ad from Kaypro announced that keyboards for their CP/M machines are available for only $20 plus $2 for shipping. You get everything except the case. This is a great opportunity for anyone with: broken keys, double characters, or the sticky habit of pouring Coca Cola Classic over everything on his desk. Order from:
You are the software professional who
wanted to add features normally found in
minicomputer and mainframe operating
systems to his home computer. He succeeded
in creating a flexible modern software
technology, Z-System, which even a monkey
can improve your system's performance by up
to 10%.

Installing ZCPR3/Z-System
Echelon offers ZCPR3/Z-System in many
different forms. For $49 you get the complete
code to ZCPR3 and the installation files.
However, this takes some experience with
assembly language programming to get
running, as you must perform the
installation yourself.

For users who are not qualified in assembly
language programming, Echelon offers our
"auto-install" products. Z-Com is our 100%
complete Z-System which even a monkey can
install, because it installs itself. We offer a
money-back guarantee if it doesn't install
properly on your system. Z-Com includes many
interesting utility programs, like UNERASE,
MENU, VFLER, and much more.

Echelon also offers "bootable" disks for
some CP/M computers, which require
absolutely no installation, and are capable of
reconfiguration to change ZCPR3's memory
requirements. Bootable disks are available for
Kaypro Z80 and Morrow MD3 computers.

Z80 Turbo Modula-2
We are proud to offer the finest high-level
language programming environment available
for CP/M-compatible machines. Turbo
Modula-2 package was created by a famous
language developer, and allows you to create
your own programs using the latest technology
in computer languages - Modula-2. This
package includes full-screen editor, compiler,
linker, menu shell, library manager, installation
program, module library, the 552 page user's
guide, and more. Everything needed to
produce useful programs is included.

"Turbo Modula-2 is fast...[Sieve benchmark]" runs
almost three times as fast as the same program compiled by Turbo Pascal...Turbo
Modula-2 is well documented...Turbo's librarian
is excellent". -Micro Cornucopia #35

BGii (Backgrounder 2)
BGii adds a new dimension to your Z-System
or CP/M 2.2 computer system by creating a
"non-concurrent multitasking extension" to
your operating system. This means that you
can actually have two programs active in your
machine, one or both "suspeneded", and one
currently executing. You may then swap back
and forth between tasks as you see fit. For
example, you can suspend your telecommu-
cnications session with a remote computer to
compose a message with your full-screen
editor. Or suspend your spreadsheet to look
up information in your database. This is very
handy in an office environment, where constant
interruption of your work is to be expected.
It's a significant enhancement to Z-System and an
enormous enhancement to CP/M.

BGii adds much more than this swap
capability. There's a background print spooler,
keyboard "macro key" generator, built-in
calculator, screen dump, the capability of
cutting and pasting text between programs,
and a host of other features.

For best results, we recommend BGii be
used only on systems with hard disk or
RAMdisk.

JetFind
A string search utility is indispensable for
people who have built up a large collection
of documents. Think of how difficult it could be to
find the document to "Mr. Smith" in your
collection of 500 files. Unless you have a
string search utility, the only option is to
examine them manually, one by one.

JetFind is a powerful string search utility
which works under any CP/M-compatible
operating system. It can search for strings in

text files of all sorts - straight ASCII, WordStar,
library (.LBR) file members, "squeezed" files,
and "crunched" files. JetFind is very smart and
very fast, faster than any other string searcher
on the market or in the public domain (we know,
we tested them).

Software Update Service
We were surprised when sales of our
Software Update Service (SUS) subscriptions
far exceeded expectations. SUS is intended for
our customers who don't have easy access
to our Z-Node network of remote access
systems. At least nine times per year, we mail a
disk of software collected from Z-Node
Central to you. This covers non-proprietary
programs and files discussed in our Z-NEWS
newsletter. You can subscribe for one year,
six months, or purchase individual SUS disks.

There's More
We couldn't fit all Echelon has to offer on a
single page (you can see how small this
typeface is already!). We haven't begun to talk
about the many additional software packages
and publications we offer. Send in the
coupon below and just check the "Requesting Catalog" box for more information.

ORDER FORM

ITEM

Payment to be made by:

Cash
Check
Money Order
UPS COD
Mastercard/Visa:

#
Exp. Date

Subtotal
Sales Tax
Shipping/Handling
Total

California residents add 7% sales tax.
Add $4.00 shipping/handling in North
America, actual cost elsewhere.

Echelon, Inc.
885 N. San Antonio Road, Los Altos, CA 94022 USA
415/948-3820 (order line and tech support)
Telex 4931646

NAME ________________________________
ADDRESS ____________________________________________________________

TELEPHONE ___________________________ DISK FORMAT ________

[REQUESTING CATALOG]
HOW TO PLACE YOUR AD IN THE MICRO C’S MICRO ADS

Print or type your message, or send camera-ready copy. Each ad space is 2 1/4” by 1 1/4”. Include your complete return address and phone number. Rates are $99 1X, $89 3X, $79 6X per ad per issue. Send copy and complete payment (for all insertions) in check, VISA or Mastercard to: Micro Cornucopia, PO Box 223, Bend, OR, 97709. (Sorry, no ads accepted over the phone.) Materials due the 15th of the month, 2 1/2 months prior to cover date. (Example: material received June 15 will appear in the Sept/Oct issue.) Ads received after the deadline will appear in the next scheduled issue. No ad will be published unless accompanied by full payment.

MICRO C MICRO ADS

$79
6X rate

Effective
Low-Cost, Display Advertising

Many typesetting fonts available!

Approximately
55 words
per ad

NEW

MICRO C MICRO ADS

Send us your copy, we’ll do the typesetting

WANT ADS

Instrument Flight Simulator, No Graphics Needed! Four aircraft: trainer through fighter, air traffic control, realistic navigation flight lessons, 32 page manual with charts. Pilots or beginners. MS-DOS, CP/M Kaypro or CP/M 8". $19 to BaileyTech, 304 WS College, Yellow Springs, OH 45387.

Mega-Storage for PCXT’s and Clones. $700 plus shipping for 56 to 106 megabytes of storage. Requires 3.X DOS, one slot in motherboard and space for one full height disk drive. Used one month for demo. Also 12” new Motorola monitors, 18K sweep, no case - $25 plus shipping. For information write to Perform Technology, Suite 106, 9029 N 43rd Ave., Phoenix, AZ 85051.

Xerox 820-1 CPU and Keyboard plus 820-1 complete with 5-1/4” SSDD drives. All for $250. Duane (405) 233-8882.


_Z-80 DEVELOPMENT SYSTEM _- includes Macro Assembler, Linker, Library Manager

_R_A_M_D_A_S_K_ _S-100, 2 MEG, PORT I/O, NEW, WARRANTED, $725. S. Lugert, 439 Peck Slip, N.Y.C., NY 10272 or call (718) 622-0654.

READY TO RESERVE SPACE?

LOOKING FOR ENGINEERS OR TECHNICIANS?

Send us your copy, we’ll do the typesetting

Call TODAY to reserve space in the next issue.

THEN send us your copy.

Find them with a MICRO AD
Two people raised their hands. 
I took a deep breath. 
"How many of you are interested in desktop publishing or are planning to try it in the near future?"

All but about a dozen people raised their hands. (I estimated the audience at between 200 and 300.)

"How many of you are here?"

All but the same dozen raised their hands.

Finally I asked how many members of the group were earning their living as consultants, software writers, hardware engineers, or technicians. Two-thirds raised their hands.

My conclusion? Techies (when they’re awake) are as interested in desktop publishing as real people. Sure, publishing packages are little more than crude word processors that integrate graphics with the text and make the text look good. But that's enough: especially when the text and graphics show up on the screen just like they'll appear in type.

You know how many manuals you work on. You know how many tables, schematics, drawings, and charts you include with your papers. And, you know the kinds of battles you fight with corporate graphics:

"Yes, the 8087 does look nicer with 36 pins, but when they designed it they felt it needed 40..."

If desktop publishing gives you anything, it gives you control. You don't need a masters degree in hot wax and razor blades to organize a page of information. And, it isn’t a 15-hour cut and paste job to add two paragraphs.

**Bookstores Like Desktop Publishing**

I don’t know how many bookstores carry technical books. I used to assume that most did. It appears most don’t.

I just attended the ABA (American Booksellers Association) Convention in Washington, D.C. I went because I was certain that wherever there gathered thousands of bookstore owners, there would be hundreds of prospective purveyors of Micro C.

All I had to do was pick out name tags that had sounded like bookstore owners and then show them Micro C.

"I see you sell books."

"Actually my brother-in-law has a store, I just came to get these volumes autographed."

"I see you sell books."

"We don’t sell books, we publish them. We used to sell books."

"I see you sell books."

"Oh yes, religiously. Do you sell Bibles?"

"I see you sell books."

"We sell knitting supplies, mostly. We’re hoping to carry knitting books."

It was getting very, very frustrating. Even most of the distributors I found weren’t much help.

"Yes, we distribute all kinds of computer magazines. Our five best titles cover Commodore and Apple."

Finally I spotted a name tag with the magic words “Technical Bookstore.”

"Oh yes, we carry technical books. Which technical book do you publish?"

"Well, it’s not a book, it’s a magazine. Micro Cornucopia."

"We don’t carry magazines."

"None?"

"Nope. We tried magazines, five Commodore and Apple titles recommended by a big distributor, but they didn’t sell."

I had about given up trying to interest anyone in computer anything. I’d mention computer magazines in a crowd, and everyone would ignore me. I handed out copies of Micro C and reclaimed them from the trash bins.

I bought a Pepsi, then a Coke. Downed them both. Straight.

Then, in the middle of a crowd, I accidentally mentioned to the person next to me that we’d done the magazine with desktop publishing.

"Desktop publishing?"

It was worse than saying “EF Hutton” to a herd of steers. (I may be suffering from mixed brokers.) Anyway, everyone was instantly straining to hear my every word. Suddenly, so many people wanted copies of Micro C, I didn’t have enough copies to go around.

Ah well, maybe someday they’ll be interested in technical magazines.

**For Newsstand Readers Only**

Beginning with this issue there are more of you purchasing Micro C on the newsstands than subscribing. That’s great, but it could be even greater: both for you and for us.

You can save time and money by subscribing (a one-year subscription saves you about 24%). As a subscriber, you’ll also get your copy sooner and you won’t risk missing out because the store didn’t hold one for you. As a subscriber, you’ll automatically receive the Micro C catalog of public domain (and shareware) software, and you’ll get any special mailings, such as SOG (technical forum) info.

Meanwhile, we receive all of the $3 you pay for each subscription copy (we get only half of the $3.95 you pay on the stand), and it’s cheaper for us to ship a copy to your home than to send it to your store.

So, just pop your name, address, and a check for $18 into the postpaid return envelope bound into this issue, and we’ll take care of the rest. (We’ll really appreciate you, too.)

**The QL Responds**

It didn’t take QL fanatics long to respond to my editorial in issue #36. They hit the phones almost as quickly as the QL detractors.

The QL’s rally squad started off with:

"You were way off base, the QL wasn’t built by Timex, it was Sinclair all the way. You did a hatchet job on a wonderful system!"

The QL’s detractors started off with:

"You were awfully wishy-washy when you described the QL’s shortcomings. Looks like you’re protecting someone."

The QL is running about 50-50, for and against. But it’s doing much better than I am.

Obviously, if you get one of the little 68008-based systems, you’re either going to become a QL crusader or a QL basher (FORTHers take note).

I got some information about the QL last fall (’86), and at the time it reminded me of the Commodore 128 or the Japanese MSX systems. Basically the QL looked like a fast TRS-80 with a fancy cassette drive. It was the $5 cassettes, the 8-bit data bus, the RF generator (you use a TV for a monitor), the calculator-type power supply, and the cheap keyboard that turned me off to the system.
If you added all the little extras it needed to make it workable - parallel port, RAM card, real-time clock, floppy controller and drive, decent monitor, power supply, and so on - you'd have spent the better part of $1,000.

However...

The fanatics make some good points. The U.S. version of QDOS is supposed to be clean. The system is cheap (how cheap depends on where you buy it). There's about 10 meg of public domain software, plus a growing number of commercial packages.

The QL's BASIC is similar to QuickBASIC (except QL BASIC still requires line numbers). The 68008 is compatible with the 68000 (68010, 68020...). And, the operating system appears to be quite powerful (I'm supposed to be receiving more information shortly). It's certainly much better than TRS-DOS, or MSX. (Some insist it's better than MS-DOS or CP/M.)

Because of the operating system, developers are stuffing QL boards into real cabinets and adding RAM expansion, a 68000 (or 68020) co-processor, a hard drive, floppies, a real power supply, an IBM-compatible keyboard, and additional ports. Obviously it's not a lightweight piece of code.

I'd like to find out what the rest of you think about the QL. If you have looked at the QL enough to have an opinion, just drop me a letter or postcard with:

Do you have one? (It's not necessary to own one to participate.) Are you pro or con? (Or leaning?) What do you like about it? What don't you like about it? Have you had trouble with it? How? What are you using it for? How many hours per week are you using it? What add-ons do you have?

Send it to:

QL Survey
Micro Cornucopia
P.O. Box 223
Bend, OR 97709

I'll compile all the information and report back. If there's a lot of response (positive or negative), we'll take a closer look at this incongruous little system.

Where's August?

Before you look at this issue's cover and decide that we're not having August in Bend, please remember that all year long we anticipate August. It's a grand month.

This is really the August-September issue of Micro C. It was edited in May, produced in June, printed in July, and mailed the first of August, just like every other August-September issue. However, it takes two to four weeks for the newstands to get their copies and put them out, so about a month ago I decided to start moving the deadlines up a week per issue until we'd gained four weeks.

That idea wasn't popular with: the writers, columnists, staff, advertisers, the Infinite Improbability Drive (IID), or Sandy. They got their heads together and the IID suggested we change the date rather than fighting a losing battle.

Now everyone's happy. You and I know this is the August-September issue, everyone else thinks it's the September-October issue. (What will the IID think of next?)

Culture Corner

As you noticed last issue, the Culture Corner is a forum where serious scientific principles are discussed in an unheated environment. In this issue's column, noted Physicist (musical soda jerk) and beer connoisseur Leeward P. Sailors gives us his observations and counter conclusions on the maintenance of parity. (Note: after hearing from Sailors, the Micro C staff coughed up a pair of men's black socks and sent them to him post haste. They should have arrived quickly because they were definitely ready for washing.)

If you, too, have been closely observing the parity of socks (or pantoehose) or the macroparticulate movements of dogs, plates, or other members of your family, you may want to make careful notes. (In the interests of science, if not family peace.)

Board Reviews

Every once in a while I get information that's too valuable to keep to myself, even though I can't credit someone with it (at least not in print).

A large U.S. software firm just finished testing a group of 8 and 10 MHz AT clones. Over the past few months it collected documentation on about 90 different systems. From the information about BIOS type, speed, and so on, it chose a dozen top systems to test on-site.

The tests were for hardware compatibility (video cards, I/O cards, hard drive cards, Bernoulli drives, standard AT keyboards...) at full speed operation. (For instance, one board might run fine at 10 MHz with a Herc card and hard drive but only run dependably at 6 MHz after an EGA card was added.)

The Following Passed:

• The Zentel 10 meg AT card came out #1 (the only one that passed every test, including running Autocad with a PGA card at 10 MHz).
• The Everex 1800 10 meg board, the cheapest of the winners. It has an Award BIOS.
• The Samsung system, had a switch for 6 or 8 MHz and 0 or 1 waitstates.
• The Multi-tech system, another complete computer. It has an Award BIOS.
• The WiseTech system. It has a Phoenix BIOS.
• Compaq.

The company prefers boards with either the Award BIOS or the Phoenix BIOS, although it also has systems with Compaq and TI BIOSs.

PC Tech's X32

A couple of issues ago, I mentioned that PC Tech was working on an 80386 board. I also mentioned that when the system showed up, I'd have to change my definition of instantaneous.

I said those things to keep Dean and Earl (at PC Tech) from getting complacent. The way I figure it, technology wouldn't go anywhere if us editorial types didn't properly challenge them laggardly engineering types. You'd be surprised how quickly a little anticipatory journalism can cure a case of oversat duffs. (And you thought vaporware was the manufacturer's fault.)

Anyway, Dean and Earl got busy and put together:

• A 16 MHz 80386 (it'll run faster when Intel gets its parts unglued).
• Six PC/XT/AT slots, two with 32-bit extension cords.
• 80387, 80C287, or 80287 arithmetic option.
• 768K of static, no wait-state RAM.
• Battery-backed-up real time clock.
• Memory expansion to 32 meg (yep, a whole potato field of chips).
• Eight-channel DMA.
• Fifteen-source interrupt controller.
• All on a board that mounts into an XT or AT enclosure (for motherboard upgrades).
• Plus, it is made in the U.S. (we’ve got to keep these guys here).

I’d say my new definition of instantaneous will be over 20 times faster than a standard XT and about 5 times faster than a standard AT.

There’s no question I’ve created a winner.

PC Tech
904 N 6th St.
Lake City, Minnesota 55041
(612) 345-4555

Speaking Of Hardware
John Jones is starting his $6 scanner this issue. He says it’s not a toy but a real, honest-to-gosh, output to

And that’s all from greater Bend.

David Thompson
Editor & Publisher

SCIENTIFIC SOFTWARE

SCI-GRAF
Create huge hi-res plots with log or linear scaling. Screen and printer output. Automatic legends and labels. Flexible ASCII input. Works with CGA, EGA, Hercules, and mono cards. (Plottet version forthcoming!)

$99.95

SCI-GRAF
Create custom hi-res graphs from within your own programs by linking to our object code. Supports all SCI-GRAF features, plus more! Microsoft C, Turbo C, and Aztec C versions. No royalties.

$259.00

FONTEDIT
Create custom Greek, math, or other symbols for use with SCI-GRAF or SCI-GRAF MODULES. Requires IBM compatibility and CGA.

$39.95

SCI-CALC
Pop-up scientific expression evaluator, more powerful than other pop-up calculators. Complete expression editing facility. Full range of functions: scientific, statistical, logic. Requires IBM compatibility.

$79.95

NanoLISP
New Common LISP interpreter, a subset that strictly adheres to the standard. Includes structures, bit arrays, most Common LISP functions, plus graphics and DOS extensions. Sample AI application programs.

$99.99

Free shipping on prepaid orders. No credit cards.

MSC
Microcomputer Systems Consultants
P.O. Box 747, Santa Barbara, CA 93102
805-963-3412

Genius Begins With A Great Idea...

Aztec C86 4.1
New PC/MS-DOS
CP/M-86 • ROM

Superior performance, a powerful new array of features and utilities, and pricing that is unmatched make the new Aztec C86 the first choice of serious software developers.

Aztec C86-p
• optimized C with near, far, huge, small, and large memory - Inline assembler - Inline 8087/80287 - ANSI support - Fast Float (32 bit) - optimization options - Manx Aztec 8089/8089X8 macro assembler
• Aztec overlay linker (large/small model) - source level debugger - object librarian - 3x file sharing & locking - comprehensive libraries of UNIX, DOS, Screen, Graphics, and special run time routines.

$199

Aztec C86-d
• includes all of Aztec C86-p + Unix utilities make, diff, grep, vi editor + 8+ memory models + Profiler.

$299

Third Party Software


Aztec C86-c
• includes all of Aztec C86-d + Source for library routines + ROM Support + CP/M-86 support + one year of updates.

$499

Aztec ROM Systems

6502/65C22, 8080/280, 8086/286, 8088/287

An IBM or Macintosh is not only a less expensive way to develop ROM code, it's better. Targets include the 6502/65C22, 8080/280, 8086/286, and 8088.

Aztec C has an excellent reputation for producing compact high performance code. Our systems for under $1,000 outperform systems priced at over $10,000.

Initial Host Plus Target...$750

Additional Targets...$500

ROM Support Package...$500

Vax, Sun, PDP-11 ROM HOSTS

Call for information on Vax, PDP-11, Sun and other host environments.

Cross Development

Most Aztec C systems are available as cross development systems. Hosts include: POMS-DOS, Macintosh, CP/M, Vax, PDP-11, Sun, and others. Call for information and pricing.

CP/M • 8080/280 ROM
C compiler, 8080/280 assembler, linker, librarian, UNIX libraries, and specialized utilities.

Aztec C II-c CP/M & ROM...$349

Aztec C II-d CP/M...$199

AI-C's prime PC/MS-DOS • Macintosh
Apple II • TRS-80 • CP/M

These C development systems are unbeatable for the price. They are earlier versions of Aztec C that originally sold for as much as $500.

Each system includes C compiler, assembler, linker, librarian, UNIX routines, and more. Special discounts are available for use as course material.

C' Prime...$75

How To Become A User

To become an Aztec C user call 800-221-0440. From NJ or international locations call 201-542-2121. Telex: 4995812 or: FAX: 201-542-6386.

C.O.D., VISA, Master Card, American Express, wire (domestic and international), and terms are available.

One and two day delivery available for all domestic and most international destinations.

Aztec Systems bought directly from Manx have a 30 day satisfaction guarantee. Most systems are upgradeable by paying the difference in price plus $10. Site licenses, OEM, educational, and multiple copy discounts are available.

Manx Software Systems
One Industrial Way
Eatontown, NJ 07724

1-800-221-0440

To order or for information call today.

MANX
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"Appearing Intelligent":
From Eliza To Lucid Lucy

By Gary Entsminger
1912 Haussler Dr.
Davis, CA 95616

No one ever tells me anything. First, Gary gets married. Then he starts working on Lucy. Now he wants the rest of us to make her smart.

With all the chatter about intelligent computers (and programs) these days, it's no wonder I'm confused (and not feeling very intelligent).

I'm only human. Which is what a lot of people mistook the Eliza program for after Joseph Weizenbaum (of MIT) created it in 1964.

Eliza, named for Eliza Doolittle of "Pygmalian" (or "My Fair Lady"), was designed to act like a non-directive psychiatrist and to demonstrate Weizenbaum's belief that a computer could appear intelligent, without being intelligent at all.

But then, so do a lot of humans.

Eliza
The original Eliza and most of her imitators look intelligent by keying on the user's input and responding in some prearranged manner. A typical dialogue with Eliza might go -

"How are you?"
"Fine."
"You're fine?"
"Yes, but my girlfriend isn't."
"Your girlfriend isn't?"
"No, she isn't."
"Tell me more."

with Eliza recycling the user's input to generate her own response. The key to her "intelligence" lay in Weizenbaum's (a programmer) intuition for anticipating a user's conversation (input).

(Notice that we can suggest Eliza's humanness, or intelligence, right from the bat, by using a personal pronoun, "her".)

I'm not particularly interested in psychiatry (or pseudo-intelligent dialogues with computers), but I am intrigued by Eliza's simplicity and the obvious advantages of having a program respond "intelligently" to input.

For example, suppose we want to let a user enter several different words to accomplish a task. In other words, we want to translate an input string (the user's command) into an action, which could be anything from a simple response -

(1) User enters, "Hello, there."
(2) Program responds, "Hello, yourself."

to the execution of some instructions or to a dialogue and some instructions -

(1) User enters, "Get me a file."
(2) Program executes "dir" (to show choices), and then responds, "Select a file, please."
(3) User enters, "test.txt."
(4) Program loads the file into memory.

We can easily write a program to accomplish this task in PROLOG, and make it "intelligent" by allowing it to be modified (at least to a certain extent) at runtime.

Expert System
To do it, we need to separate knowledge and inference engine, or create an "expert" (or "knowledge") system.

The inference engine will -
• Read the keyboard buffer (get user input),
• Compare the string it sees there with the input strings in its knowledge base, and
• If the input matches something in the knowledge base, find an appropriate response and output it.

Let's anticipate a large knowledge base by setting up an indexing system. And let's allow responses to "don't care" input, by using wildcards (_). A typical record of input information might look like this -

input(["hello"],1)

and a typical record of a response (output) might look like this -

output(1, "hello, yourself")
A don’t-care record looks like this -
input("hello","","",1)

If we want a response to be the execution of a procedure, we write a record -
output(2,"greeting")

where “greeting” is a procedure (“predicate” in PROLOG) -
process("greeting"):-
write("hello there.").

Figure 1 is the complete inference engine (Lucid Lucy). Figure 2 is a little knowledge base (Lucy’s intelligence).

Intelligence Testing
To extend Lucy’s vocabulary, just add facts to her knowledge base. To extend her ability to execute, add predicates to her inference engine (and matching facts to her knowledge base).

To see how intuitive you are, try making Lucy more lucid, and enter your version in the Micro C Logical Contest before the November 1, 1987, deadline. There’s still time to appear intelligent.

C UTILITIES

COMPLETE SOURCE, OF COURSE!

DOS-PACK: A disk full of useful MS-DOS programs, including a fancy C listing utility, disk sector editor and many others! ($19)

TELED Plus: Inter-system communications program, with Hayes / Zoom modem support, text capture w/ editing, MODEM protocol wildcard file transfers. Also available for MS-DOS, CP/M and ISIS-II. ($80)

VIEW: The ultimate disk utility for CPM systems! Recovers erased files, even if your directory is crashed. Displays or modifies every sector. ($59)

ACCELER 3/16: Best of the CPM emulators for MS-DOS. Enables PC’s to run most CPM programs, even 286 code! Also includes the Media Master disk conversion program. (no source code, V20 chip included) ($80)

Request a catalog of our products!

Figure 1 — Lucid Lucy

DOMAINS
integerlist = integer^*  
stringlist = string^*

DATABASE
input(stringlist, integer)  
output(integer, stringlist)

PREDICATES
start
main
check_table(stringlist, stringlist)  
compare(string, string)
process(string)
string_to_list(string, stringlist)

CLAUSES
start:-  
main.  # By using 2 predicates, /  
start.  # start and main, & fail #  
main:-  # we can clear the stack, /  
readin(Sent),  # and conserve memory. /  
string_to_list(Sent,S2),  # If input is quit, quit /  
input(L,ActNo),  # anything, or anything /  
check_table(S2,L),  # output(1,"greeting")  
striDB-to-list(Sent,S2),  # output(2,"greeting2")  
process(Action),  # output(3,"exit")  
write("Hello, how are you?"),  # Continue by forcing /  
write("Goodbye.").  # backtracking with fail. /  
H2 = H2.  # Act. *  
write("Hello there.").  # Continue by forcing /  
compare(H,H2).  # backtracking with fail. */  
compare(H,H2):-  
H = H2.  # Act. */  
process(H,H2):-  
H2 = _..  
process("greeting"):-  
write("Hello there."),  
process("exit"):-  
write("Goodbye."),  
compare(H2,H):-  
H = H2.  
compare(H2,H):-  
process(H,H2):-  
write("Hello, how are you?"),  
compare(H,H2):-  
process(H,H2):-  
write("Goodbye."),  
process(H,H2):-  
process(H,H2):-  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
process("exit"):-  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?"),  
write("Goodbye."),  
write("Hello, how are you?");  
write("Goodbye.");
input(["hello","_",1])  
input(["hello","","",2])  
input(["_","quit",3])  
input(["_","quit",3])  
output(1,"greeting")  
output(2,"greeting2")  
output(3,"exit")  

Figure 2 — Contents of input.dba and output.dba (and comments).
Then Dave went home to Canada, George went home to Australia, and Definicon knocked out some sample boards using Dave’s two-layer artwork. (They’d licensed Definicon to produce boards for commercial use.) Dan was supposed to get the same artwork so he could start having boards built for the kits.

Six months later Dan still hadn’t received the artwork. Definicon had found that most of the two-layer boards didn’t work, and anxious folks were getting restless. As time dragged on, midterms and finals came and went, Dan became less and less reachable.

Finally, this Spring, Dan called me. He was excited. Dave Rand had arranged to have Cybertools produce his new four-layer version and kits would be available in a couple of weeks. I called Cybertools and they told me yes, indeed, it was all true.

Two weeks later I heard that Cybertools had folded. I called Efron:

“You’re kidding!” he responded. “I just talked to Chen. He didn’t say they were bankrupt. I’ll get back to you.”

That was the last I heard from Dan.

Now Definicon is handling both the commercial sales and the kits. They loaned me one of their new boards. It didn’t work on a Challenger 80186 clone, but it worked fine on PC-Tech’s 80186-based X-16. Installation is fairly straightforward but you should have 15 meg of free space on your hard disk just to install and run UNIX. I’d recommend you use a 30 meg drive, minimum.

REC and Convert

We are certainly pleased by your coverage of Convert. (See Micro C issue #33.) One of the impediments to the dissemination of REC and Convert is the dearth of simple, expository material. Even our students frequently voice this.

There are a number of reasons why we haven’t worked up more introductory material, although the fundamental one may well be good old laziness. English is difficult for the students while writing in Spanish is difficult for me.

Be that as it may, it hasn’t been easy to find an attractive application for REC and Convert. One of our more successful applications has dealt with symbol manipulation in quantum mechanics, but it is far too esoteric for general consumption. We killed off another promising application (transforming Intel 8080 source code into 8086 code) by rewriting the program in machine language so as to gain an important increase in efficiency.

I’ll continue to keep you informed of our projects here, and thanks again for a nice article. Let’s hope it will serve to stir up a little interest in these languages.

Harold V. McIntosh
Universidad Autonoma de Puebla
Apartado Postal 461
(72000) Puebla, Puebla, MEXICO

Help!

They’re gone! Two years ago I purchased a Columbia Data Products portable computer. It came with 256K, two drives, and lots of software. I was assured by the sales person that I could increase the memory by simply adding chips.

Now I’m ready and the computer store is gone. In fact, Columbia is gone too! I’d like to hear from any individuals or businesses that have information on the CDP.

Steve Taylor
2700 Cantu Ln NW
Bremerton, WA 98312

COMING UP IN MICRO CORNUCOPIA

“An Overview of Parallel Processing”

“Knowledge Engineering: Next Generation Software Techniques”

“Sensing The Real World With A PC”

“Designing MIDI Software”

“Narrowing The Gap Between PCs & Workstations”

“Programming With Microsoft Windows”

“Secrets Of Desktop Publishing”

“New trends In Europe: The Transputer”

and much much more!
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### Video Cards
- Color/Graphics: $55.00
- Color/Graphics/Parallel: $65.00
- EGA Graphics: $195.00
- Mono/Graphics: $59.00
- Mono/Graphics/Parallel: $69.00
- Mono, Hercules Compatible, CGA, Color Emulation on Mono: $195.00

### Expansion Cards
- Clock Card: $25.00
- Floppy Disk Controller: $25.00
- Game Port: $19.00
- Multi-Function, 1 ser/par/clk/game: $79.00
- Parallel (printer): $19.00
- Serial Port (RS232): $29.00
- 640K RAM (8K installed): $35.00
- XT/AT RS232 (4 port/2 installed): $59.00

### Cases
- Power Supply
  - 150 Watt Power Supply (XT): $59.00
  - 200 Watt Power Supply (AT): $99.00
  - XT Slide Case: $32.00
  - XT with Lock & LED: $49.00
  - AT with Lock & LED: $65.00

### Monitors
- EGA/CGA (Auto Switch): $495.00
- CGA Color: $339.00
- Samsung Amber 12" TTL: $89.00
- Samsung Green 12" TTL: $89.00

### Motherboards
- XT/Turbo 4.77/10mhz: $119.00
- AT 6/10 mhz (5 layer): $425.00
- XT/Turbo 4.77/8 mhz (2 layer): $109.00
- XT/Turbo 4.77/8 mhz (4 layer): $119.00
- For XT/AT: (120ns chips): $75.00
- 640K memory: $75.00
- For AT: 1MB memory: $125.00

### Keyboards
- 5339 Professional XT-AT w/12 function key: $79.00
- 5060 Keyboard AT Style: $55.00

### Floppy Disk Drives
- Fujitsu 360K: $97.00
- Toshiba 360K: $99.00
- Toshiba 1.2 MB: $145.00
- 31/2 Drive Kit: $145.00

### Hard Drives & Controllers
- AT 40 MB Seagate #251: $599.00
- AT Hard Drive & floppy controller (WD): $199.00
- 20 MB Miniscribe HD with controller: $349.00
- 30 MB Miniscribe HD with controller: $399.00
- AT 30 MB Seagate HD #4038: $625.00

### Special KITS
- All kits include: 640K RAM, serial, parallel and game ports, clock/calendar, AT-style keyboard, cabinet, power supply, mono graphics card and amber or green monitor. Keyboard switchable turbo.

### Accessory
- 5339 Professional XT-AT w/12 function key: $79.00
- 5060 Keyboard AT Style: $55.00

### Building Your Own Clone
**FREE BOOKLET**
Contains a piece by piece explanation of how various IBM PC compatible cards interface. Includes check list for custom system design. Call or write for order.

**90-day warranty/30-day money-back (Subject to restock fee).**

---

**Prices are subject to change without notice. Shipping CHARGES will be added.**

---

**MicroSphere, Inc.**
P.O. Box 1221
Bend, Oregon 97709
(503) 388-1194
Hours: Monday-Friday 8:30-5:30 Pacific Time
Nothing says Artificial Intelligence has to be complicated, academic or obscure. Turbo Prolog® proves that. It's intelligent about Intelligence and teaches you carefully and concisely so that you soon feel right at home.

Which is not to say that Artificial Intelligence is an easy concept to grasp, but there's no easier way to grasp it than with Turbo Prolog's point-by-point, easy-to-follow Tutorial.

Turbo Prolog is for both beginners and professional programmers

Because of Turbo Prolog's natural logic, both beginners and accomplished programmers can quickly build powerful applications—like expert systems, natural language interfaces, customized knowledge bases and smart information-management systems. Turbo Prolog is a 5th-generation language that almost instantly puts you and your programs into a fascinating new dimension. Whatever level you work at, you'll find Turbo Prolog both challenging and exhilarating.

Turbo Prolog is to Prolog what Turbo Pascal® is to Pascal

Borland's Turbo Pascal® and Turbo C® are already famous, and our Turbo Prolog is now just as famous.

Turbo Pascal is so fast and powerful that it's become a worldwide standard in universities, research centers, schools, and with programmers and hobbyists. Turbo Prolog, the natural language of Artificial Intelligence, is having the same dramatic impact.

Borland's new Turbo Prolog Toolbox adds 80 powerful tools

Turbo Prolog Toolbox® includes 80 new tools and 8000 lines of source code that can easily be incorporated into your own programs. We've included 40 sample programs that show you how to put these Artificial Intelligence tools to work.

Already one of the most powerful computer programming languages ever conceived, Turbo Prolog is now even more powerful with the new Toolbox addition.

The Critics' Choice

66 I really wouldn't want to choose the most important MS-DOS product developed last year, but if I had to, I think it would be Borland's Prolog, which gives users a whole new way to think about how to use their computers.

Jerry Pournelle, "A User's View," InfoWorld

Turbo Prolog offers the fastest and most approachable implementation of Prolog.

Darryl Rubin, AI Expert 99

The new Turbo Prolog Toolbox includes:

- 80 tools
- 8000 lines of source code that can easily be incorporated into your own programs
- 40 sample programs
- Business graphics
- File transfers from Reflex, dBASE III, 1-2-3® and Symphony
- Sophisticated user-interface design
- Screen layout and handling—including virtual screens
- Complete communications package including XMODEM protocol
- Parser generation
- Opportunity to design AI applications quickly
- 5th-generation language and supercomputer power to your IBMPC and compatibles

Only $99.95!